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Abstract. This paper introduces a new process for computational
design synthesis. It starts from functional requirements to generate one
or more topologies of components. This process is implemented using
Model-Driven Engineering techniques and Constraint Programming solv-
ing capabilities. Model transformations are used to transform functions
and available components to a CSP. This problem is solved with a CSP
solver, which solutions are transformed to topological architectures. The
process is successfully applied on the design synthesis of an autonomous
generator. It produces about 60 relevant solutions from which we found
some existing product architectures.

1 Introduction

Design synthesis is a hard task in the design process of a product. It is one step
within the preliminary design phase of a system of interest, when considering
a common design process [10]. The design synthesis task ends-up with a set
of architectures related to a functional decomposition derived from the stake-
holders’ needs. The modeling of products during preliminary design phases is
generally based on three aspects: function, behavior and structure [4].

Some previous works in design synthesis are based on graph grammars and
rules to build graphs corresponding to relevant topologies of components [6].
These rules are based on well-known principles of solutions or functional decom-
position in a given context. The major advantages of this kind of approaches
is that it generates solutions that fit good practices and designer experience.
However, the search space of possible solutions may be only partially explored.
Thus, some innovative and efficient solutions may not be found.

Some recent works mainly in the field of embedded systems investigate this
kind of problem as Design Space Exploration (DSE) [8,16]. These works use
as well model-driven engineering and optimization techniques to automate the
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definition of a valid solution. [8] like [6] uses graph theory to define rules that
guide the building of solutions. Some cut-off criteria are used to improve the
exploration procedure which defines new states by applying graph transforma-
tion rules using a selection heuristic. In [16], the aim is to define a more generic
framework being able to address various kinds of DSE like resource allocation
problems, routing problems or configuration problems. One of the major benefits
of this approach is its wide application range and its solver independence. How-
ever, the designer has to define a metamodel template used for the exploration.
Obviously it makes the exploration easier, but it requires to know in advance
the main structure of valid solutions even if their language propose mechanisms
to deal with alternatives or optional elements.

Another previous approach also mixed Model-Driven Engineering (MDE)
and Constraint Programming (CP) [2] to define a framework for modeling prob-
lems independently from a solver like in the Model-Driven Architecture philos-
ophy, but applied here to mathematical problem modeling and solving. This
work was also followed by the definition of high level modeling concepts to ease
the definition of Constraint Satisfaction Problems (CSPs) in order to represent
design problems [3]. The behavioral aspect of a product was the main target,
whereas functional and structural concerns were not really investigated.

In this paper, we propose a method based on MDE and CP to compute prod-
uct topologies from a brief functional description. The generation of topologies
must only satisfy the functional requirements. We do not take into account, at
this step, the behavioral aspect of a product and we restrict the structure def-
inition to a topological architecture: a set of inter-connected components. Our
aim is to explore all possible solutions and provide more innovative architectures
that may not be found using classical design processes. Moreover, we do not want
to use pre-defined rules or patterns that will always lead to the same kinds of
solution principles and exclude possible promising solutions.

The next section introduces the main process and modeling elements regard-
ing designers activities for design synthesis. Section 3 deals with automated solv-
ing of a computational design synthesis problem. Section 4 presents an applica-
tion of the method on a concrete case with a discussion of the proposed process
issues, before ending with a conclusion and the future works description.

2 Design Synthesis Automated Process

As said previously, design synthesis aims at generating a product architecture
from needs and requirements [1]. In this paper, we focus on the transformation
of functional needs to topological architectures, namely networks of components.
In most existing work, designers first decompose functions to define a functional
architecture [6], then allocate functions to physical components and check feasi-
bility and performances [17].

We propose in this paper to directly compute a topological architecture with-
out investigating too deeply the functional architecture. Our aim is to maximize
innovative solutions without using classical design patterns that will always pro-
duce the same solution principles. Thus, we just want to use high-level functions
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Fig. 1. Main process of the proposed method.

- issuing from stakeholders needs - and a database of allowed topological com-
ponents (see Fig. 1). These high-level functions define the functional require-
ments from which we compute satisfying architectures. The following subsec-
tions presents the two main metamodels we used as input and output of our
automated process implemented in the Eclipse environment with ATL transfor-
mation Language [11]. The solving is done using CSP formalism with classical
CP solving methods [12]. Computed solutions are transformed into topological
architectures and finally designers can analyse and investigate the best one(s)
for physical feasibility analysis.

2.1 Functional Requirements Modeling

Since more than a decade, researchers investigate the best manner to represent
functions within a design process. The kind of words or verbs to use is out of the
scope of this paper. We refer to this previous work [9] to deal with this issue. We
want to define the main concepts that are used in the proposed transformation
process to state input models like in [7].

Then, a function is defined by a name (that should be an action verb) and
a set of flows (oriented or not). Flows can be of three main categories: material,
energy and signal. Functions and flow may have some properties defined by a
name and a unit (e.g. an electrical flow is often defined with 2 properties: current
with unit A and voltage with unit V ). A model of functional requirements is
simply a set of functions and flows instances as shown in Fig. 2.

2.2 Topological Architecture Modeling

We consider that a topological architecture is a network of components, namely
a set of inter-connected components. This definition is similar to the definition
in the systems engineering domain [14]. Then, a component is mainly defined
by its name and its interfaces relating to flows (see Fig. 3). Components are
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Fig. 2. Metamodel for simplified functional requirements definition.

connected through their interfaces which must be of compatible flows. Some
concepts are similar to those defined in the functional requirements metamodel,
like flow and property. Components are close to functions, but the function
concept relates to main functions, whereas components may integrate additional
flows corresponding to induced effects and they are connected to form a network.
Moreover, they are defined as generic abstractions of real components like for
instance a generic piston engine or an electrical battery.

Components are not considered as composite since we only consider atomic
ones. We focus on their connections within an architecture at a given level of
decomposition. Following a systemic approach, one can easily define functional
requirements for a component and apply recursively this process to define its
composition. In fact, we consider that a component only refers to a physical ele-
ment that interacts with other elements of the same decomposition level. In this
way, several components of the same type are just considered as different compo-
nents with same properties and interfaces definition. For instance, we may have
several piston engines with identical characteristics (maximum power, efficiency
curve, input/output interfaces), but we consider them as different components
in a topological architecture.

3 Solving a Design Synthesis Problem

Passing from functional requirements to a physical architecture is not obvious
and cannot be processed using a simple model transformation. We propose in
this paper to formulate a graph problem that can be solved using CP solvers.
The objective is to find a set of connected nodes (i.e. used component interfaces)
and a set of isolated ones (i.e. unused component interfaces) with respect to a
set of constraints related to the possible connections.
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Fig. 3. Metamodel for topological architecture definition.

Given a database of allowed components and the set of functions to sat-
isfy, we generate a mathematical problem which solutions are connected graphs
compatible with the following constraints:

1. connections can only exist between compatible interfaces,
2. function flows must be satisfied by input/output interfaces of the whole sys-

tem,
3. all interfaces of a component must be connected or none of them.

In our CSP, decision variables are the connections between interfaces (com-
ponents and functional requirements). Thus, we use a matrix of binary variables
to represent these decision variables. We can easily pre-compute the compati-
ble and incompatible interfaces of each given interface using its flow description
to eliminate some trivial decision variables. Concretely, we compute a matrix
of binary values defining allowed and not allowed connections and we set con-
straints fixing these decision variables if the connection is not allowed. Thus,
only the second and third set of constraints are used to restrict the domain of
variables during the solving process [15].

We use a simplified metamodel to define CSPs as shown in Fig. 4. A CSP
is defined as three sets: domains, variables and constraints. Since we only use
integer and binary variables, no additional domain kinds are considered. Con-
straints are not detailed here, but consist of classical logical and arithmetical
expressions [2]. Since we use MiniZinc concrete syntax, we take advantage of
some additional high-level constructs like matrices of variables or parameters,
forall and if-else constraints or sum function calls [13]. The solving is carried out
with the default solver of MiniZinc 2.0.12 distribution.

After the solving phase, we get a set of solutions. A solution is simply a list of
couples (value, variable) for which all constraints are satisfied (see Fig. 5). Obvi-
ously all variables must have a value to get a complete solution. Since decision
variables are connections between interfaces of components, it is easy to identify
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Fig. 4. Simplified metamodel for CSP modeling.

Fig. 5. Metamodel for solution modeling.

which ones are used and how they are linked to each others. A last transforma-
tion step is used to generate a topology from the set of used components and a
CSP solution.

One drawback of this modeling, is the possible huge number of variables.
For n interfaces (from a given set of allowed components) and m interface from
input and output functions to satisfy, we have more than n2 + m ∗ n variables.
Nevertheless, we use binary variables and the scaling of CP solving algorithms
stays satisfactory.

4 Application and Discussion

We applied our approach to an autonomous generator design synthesis problem.
We consider three high-level functions:

– the system must start/stop on demand,
– the system must produce electrical energy,
– the system must follow a voltage order (e.g. between 110 V, 220 V and 370 V),

These three functions imply two input flows: (1) the voltage order and (2)
an on/off signal; and only one output flow: electrical energy.

We use a set of 10 allowed components corresponding to 39 interfaces. So,
we get 1521 + 117 binary variables. These components include the environment
as a source for air and a sink for (exhaust) gas and thermal energy.

We obtain about 60 solutions. Figure 6 shows one solution that uses all
allowed components. A turbine and a piston engine are used to produce the
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mechanical energy for an alternator which produces electrical energy. An electri-
cal engine is used, since it is required to start the turbine and the piston engine.
It produces mechanical energy and it receives the start signal and electrical
energy. No electrical energy flow is defined in the input functional requirements,
so a battery is used to feed the electrical engine. This battery can also be used
to store and deliver the produced electricity. It also may improve the electricity
quality as the battery can soften the power demand.

For each solution and the corresponding selected component descriptions,
an architectural topology is generated. For printing purposes, we also generate
a DOT model processed with the GraphViz compiler [5] as it can be seen on
Fig. 6.

We apply our process to an autonomous generator problem. We only con-
sider 10 topological components, but we get more than 60 topologies. All these
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Fig. 6. Example of a solution obtained by the solving process.
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solutions are valid in terms of flow connections and we were able to find some
architectures used in existing products.

On this example, we do not use several occurrences of components. Some
other experiments show that many similar (i.e. symmetrical) solutions are com-
puted and we can expect an exponential rise of the solution number according
to the number of allowed components (and their number of interfaces). The next
step for the designer is to check the physical feasibility of a topological architec-
ture. Working with so much solutions is not realistic on bigger design synthesis
problems even if we can automate many steps, but additional constraints can
be easily integrated in our approach to take into account other requirements or
performance criteria.

5 Conclusion and Future Work

In this paper, we present an innovative process to automate the design synthesis
of system architectures. We implement it using MDE tools and CP techniques to
compute relevant topologies. The designer has just to define functional require-
ments and select candidate components, then the automated process will produce
all possible topologies. We define several simplified metamodels for the function
definitions, the CSP model, the CSP solution, the topological architecture model
and we use an existing DOT language metamodel for printing the computed
topologies. We apply this process on a real example using a set of allowed com-
ponents. It proves the relevance of the process, even if some improvement must
be done.

Indeed, we have to consolidate our transformations and we have to auto-
mate the whole process, since some steps are manually launched and achieved
(e.g. some model injections). Nevertheless, we expect to link our process with
existing system modeling languages like SysML. Functional requirements may
automatically be extracted. Topological architectures can also be defined using
block definition diagrams and internal block diagrams.

Several harder issues must be investigated after this work. The major one is
the number of solutions and the symmetries appearing with multiple occurrences.
Without a drastic reduction of the number of computed solutions, the process
will not be fully usable for real-world design synthesis problems. In CP, some
existing work deals with symmetry breaking techniques [18] and we hope to
reduce drastically the number of computed solutions.

Another way to reduce valid topologies is to add more constraints about the
design synthesis problem. We only use high-level functional requirements, but
additional knowledge may be integrated as constraints in our CSPs to assess the
feasibility in terms of physical behavior. However, these constraints may often
lead to nonlinear constraints. In this case, we have to deal with Mixed-Integer
NonLinear Problems (MINLPs) which are harder to solve than current Integer
Linear Problem (ILP). We can also use an optimization algorithm to reduce
the number of computed solutions, but we have to define generic metrics or
performance criteria related to the topological aspects of the computed solutions.
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Some additional knowledge may also be integrated to deal with performance
criteria coming from needs and requirements.
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