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Abstract Increased dependence of humans on technologies has made it necessary
for developing the software with high reliability and quality. This has led to an
increased interest of firms toward the development of software with high level of
efficiency; which can be achieved by incorporating beta tests for improving and
ensuring that the software is safe and completely free from errors. In a software
release life cycle, beta testing is the last important step that software developers
carry out before they launch new software. Beta testing is a unique testing process
that helps software developers to test a software product in different environments
before its final release in the market. In this chapter of the book, we develop a
SRGM by inculcating the concept of beta testing in the fault removal process to
account for situations that might occur when the software is used in diverse
environments. This is done to evade the chances of system being failed in the field.
Conducting beta tests results in enhancement of software reliability and has been
widely acknowledged. Furthermore, we have developed an optimal scheduling
model and showed the importance of beta test while determining the general
availability time of the software and making the system more cost effective. For
validating the accuracy and predictive capability of the proposed model, we ana-
lyzed it on real software data set.
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1 Introduction

The growth of the internet—and the lucrative opportunities it presents—is bringing
with it an explosion in software application development. Software has become an
inherent part of every fabric of our lives. In today’s connected economy, almost
every government as well as private and nonprofit enterprise rely on software as a
core business function. The growth in software advancement and rapid delivery of
new features led to a major shift in the way to meet customer demands, and
therefore an organized environment for development and testing becomes an
integral part of the value chain. In 2015, according to Gartner, the worldwide size of
the security software market was US$22.1 billion, an increase of 3.7 % over 2014
[1]. In India, the IT sector has increased its impact on India’s GDP from 1.2 % in
1998 t0 9.5 % in 2014, further aggregating a revenue of US$143 billion in FY2016,
where export revenue raised to US$108 billion and domestic to US$ billion, rising
by over 8.5 % [2].

As software application becomes ingrained in our day-to-day life, its failures
result in disastrous situations which are becoming even more serious. Reports of
tragic effects of software failure exist in large numbers. Some well-known failures
such as programming errors in the radiation therapy machine result in the death of
three persons due to the massive overdose of radium [3]. An on-board software
program failure caused an explosion in the Ariane 5 heavy lift launch vehicle on
June 4, 1996, which cost more than US$7.0 billion to the European Space Agency
[4], and a software bug present in the engine control system of Royal Air Force
helicopter caused its crash, killing more than 25 persons [5]. Also in the very last
year some of the famous software glitch which resulted in severe disruption were
entertained that includes the Amazon 1p price glitch which caused products on sale
in marketplace for just one penny. This flaw resulted in a loss of $100,000 for the
vendors. In September 2014, Apple had a major embarrassment when it had been
forced to pull the iOS 8 update merely after its release due to the various mal-
functions in the software [6].

For an increasing demand of delivering reliable software products to the users,
software quality has become more vital recently due to the increased security
concerns arising from software vulnerabilities. The quality of a software encoun-
tered by an end user is an association of the faults in a software product when it is
released, plus the efforts that the developer makes to patch the imperfections after
release. Once a software is up for general availability it has to be free from all the
flaws. A software product has usually gone through a number of stages in its
development before it is available for general availability. Software testing is one of
the phases which is usually performed for various purposes: first, to improve
quality; second, for verification and validation, and for reliability estimation [7]. In
this regard, software reliability models can give significant level of reliability for a
software during the development process. Over the past four decades, research
activities in field of reliability engineering have been done, and various software
reliability growth models (SRGMs) have been proposed in the literature [§].
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SRGMs have been effective in assessing the software reliability and the potential
number of faults in the software.

Selecting a suitable software reliability growth model for attaining a desired
level of reliability; software engineer makes it sure that the testing has been per-
formed till the time sufficient number of bugs or faults have been removed and the
software offering is ready to be released. A crucial decision for the firms lies at time
when the software has to be released in the market or to know the exact time till
when the execution of testing activities should be done. Many researchers have
established various software scheduling problems considering different aspects; to
analyze the period of software testing phase in the literature [8]. Selecting an
appropriate software reliability model uniquely identifies a time point suggesting
the time at which the software is up for release in the market. But the problem
aforesaid is not just associated with its general availability, it involves many factors
and attributes that a firm have to take care while determining the optimum release
time. If testing stops prematurely, pending errors in the software may leave the
software developers with dissatisfied customers and can invite a high cost of fixing
faults during its operational stage. On the other hand, if shipping a software is too
late, it surely increases its reliability but the cost due to economic factors constitute
may charge a firm with high testing cost, penalty cost due to late delivery. Hence,
while deciding the optimum release time both factors have to be taken care
judiciously.

In this chapter, we have focused our objective on testing the releases of a
software during its lifetime and further implying that the reliability can be improved
when the software undergoes phase transformation from alpha testing to beta testing
phase. Furthermore, an optimal release scheduling model is provided which
incorporates various costs and a preferred level of software reliability in determi-
nation of optimum release time of a software. The rest of this chapter is organized as
follows. First, in the following section, a brief background of our study is provided.
Section 3 provides the literature review of our study. In Sect. 4, we derive a SRGM
based on Non-Homogenous Poisson Process (NHPP) to represent a fault
detecting/removal process during the testing and further integrate the beta testing
activities. Section 5 evaluates the proposed SRGM with a numerical example of a
real software failure data. In Sect. 6 an optimal release time cost model is presented,
finally conclusions and acknowledgement are given in Sects. 7 and 8.

2 Background and Motivation

2.1 Software Release Life Cycle

Prior to the testing, a software product has been put through the stages of devel-
opment and maturity which include the activities: requirement overview, design
making, coding, and system testing. The life cycle of a software is the collection of
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Fig. 1 Stages of development [9]

all the phases of development of an application: varying since its preliminary
requirement to its ultimate release, along with the updated versions of the previous
releases in order to fix loopholes and to improve the features present in the soft-
ware. As shown in Fig. 1, a software release is characterized by different versions in
its lifetime [9].

With the continuous improvement in the development of software in every stage;
each version of the software is released either in private or public for testing. A final
software release is preceded by the deployment of alpha and then beta versions. The
final quality of a software mainly depends on the activities that are performed
during the testing phase; that is, with the debugging of faults, reliability of the
software improves. As mentioned earlier, the software testing process is very
complex. Due to this reason there are many types of software testings available in
the literature [10]. One of the types of software testing is alpha testing. Usually it is
performed at the development site by a number of in-house testers or an inde-
pendent test team. Alpha testing allows a developer to perform internal acceptance
testing, which is normally employed prior to the beta testing [10, 11].

2.2 Beta Testing

As shown in Fig. 1, prior to release of beta version of software, after the completion
of in-house testing activities for each pre-alpha and alpha versions of the software
by the developer then the software ends with a feature freeze version, representing
that, there will be no more design and feature changes in the software. Then, the
software version is termed as feature complete. Beta phase usually commences after
the transition of a software program to a feature complete application and the
software is ready for the open and closed beta testing [9].

Every enterprise or organization follows its own software testing life cycle. We
emphasize on a specific stage of software testing called beta testing. It is the first
“user test” of a software that allows a developer to assess the usability and func-
tionality feedback by the end users. During beta testing, a pre-release version
“Betaware” is given to a group of users to test in “real world” environments; in
order to validate the software offering. The motive of beta test is to improve the
software prior to its release [12]. Contributing to the beta testing activities allows an
enterprise to get benefits in several ways. First, the system environment of beta
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testers can vary with respect to the both hardware and software point of view as it is
often difficult to match in lab testing environment—since a software application is
likely to have different performance related issues and can trigger bugs while
running on different system environments, beta testers can help discover faults or
compatibilities issues that cannot be detected in testing labs. Second, beta testers are
independent and are likely to be less biased. Third, beta testing can save the costs
that may result due to the reputation damage or warrant expenses if the offering has
to be recalled from the market after launch [13].

Beta testing has been traditionally meant to a small number of selected and
trained beta testers that check out a product and review the product based on their
experiences. As in this competitive environment, an effective beta test can save
valuable time and enable a firm to launch its offering earlier in this fast moving
world. With the rapid growth of the Internet, most software firms release multiple
beta versions of the software application for the open beta testing. Jiang et al. [13]
and Fine [14] mentioned the term public beta testing, where the betaware is made
available to websites and the interested users or testers who are comfortable living
on the absolute bleeding edge may download the latest release of software before it
hits the public and put a hand in volunteering the release with the goal of dis-
covering and reporting bugs. Figure 2 shows a screenshot of an application Snap
beta version; a free Google Play client for BlackBerry 10 operating system, men-
tioning the known issues and the changelog of the releases prior to the beta version3
reported by the beta testers [15].

Fig. 2 Screenshot of snap
beta version [15]
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Like snap, most software releases various beta versions and after testing with
each release publically, then arrives as a release candidate. A release candidate is
generally considered as a final product and in this, all of its software features have
been tested thoroughly in order to minimize the likelihood of fatal flaws while
releasing a software. The final version of the software is generally termed as general
availability (GA). As a brief review of some examples of well-known public betas,
beta testing has been received a great response. In September 2000, a preview of
Apple’s next-generation operating system Mac® OS X was released for the beta
testing [16]. On the same lines Microsoft released a community technology pre-
views (CTPs), a beta testing program back in 2005 and 2006 for its operating
system Windows Vista, and for its latest operating system Windows 10; Microsoft
scheduled the operating system for the public beta testing through the Windows
Insider program from October 2014. A total of 10 builds were released as of May
29, 2015 for the public beta testing before its general availability on July 29, 2015.
Over 1.5 million users have already downloaded and installed the Windows 10
through the Microsoft insider program by the end of 2014. Other very popular betas
are Google’s Gmail, Google Calendar, and Google News [9, 17-21].

The public beta testing phenomenon has also influenced the mobile applications
for smartphones and tablets. For example, services such as BlackBerry Beta Zone
offered in BlackBerry 10 smartphones provide the beta versions of various mobile
applications for the public beta testing. WhatsApp Messenger being available for
the beta testing program in the BlackBerry Beta Zone has reported more than 450
bugs as of April, 2016 [22]. There are even websites being developed in bringing
together developers and beta testers for Android and iPhone apps. For example,
websites like TestFairy.com and iBetaTest.com allow iPhone and Android app
developers to publish apps, and testers may download the apps and provide the
general issues and feedbacks to the developers [13]. As of April, 2016,
iBetaTest.com reportedly has around 16,600 beta testers around the world. This
chapter is focused to understand the importance of beta testing before making a
final call to release the software.

3 Literature Overview

In past decades, researchers have proposed a number of SRGMs under different set
of assumptions and testing environment and most of them are based upon the
Non-homogeneous Poisson Process (NHPP) in the literature [8, 23-25]. In 1983,
Yamada et al. [26] considered the testing process as two stages by taking a time lag
in between the fault detection and removal and called it as the delayed S-shaped
model, similarly Ohba [27] also developed S-shaped models using different set of
assumptions. Furthermore, many optimal release time models have been developed
using different criterion, like cost and reliability, provided by the management team.
The first unconstrained release time policy was derived by Okumoto and Goel [28]
which was based on exponential SRGM. Later, Yamada and Osaki [29] developed
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the constrained software release time problem with the objective as cost mini-
mization and reliability maximization. Kapur et al. [30] discussed and studied the
bi-criterion optimal release time problem. Jain et al. [31] considered warranty time
and warranty cost in the development of software release time problem. Recently,
Singh et al. [32] have formulated an optimal release time problem using the
multi-attribute utility theory. Further, Singh et al. [33] used different set of attributes
in the construction of release time problem. Moreover, Arora et al. [7] studied the
impact of patching a software when the software product is available for purchase.
Many authors investigated the importance of patching after the release of software
in the market [34, 35]. It should be noted that the SRGMs proposed earlier [8] only
considered the testing activities that are performed when the software has been
tested under the lab environment. With consideration of faults detected under the
beta testing environment and providing the significant measures to the reliability of
software, this study tries to capture the behavior of reliability growth when both
alpha and beta testing phases are studied consecutively.

Among the family of studying this problem of optimal release time, the concept
of beta testing has received less attention. As an aspect of software engineering, a
few authors have considered the idea of beta testing in their study. Wiper and
Wilson [36] described a fault detection process during the beta testing phases using
the Bayesian statistical method and further developed a cost model for the optimal
testing strategy. Kocbek and Hericko [11] showed the use of beta testing to identify
the optimal number of testers for the mobile application. Another study by Jiang
et al. [13] considered the impact of beta testing activities on the acceptance of final
software product. Furthermore, Mékinen et al. [37] examined the effect of open
virtual forum on the adoption of beta products. However, no methodology has been
proposed to measure the effectiveness of beta testing during the software testing.

The lack of research on beta testing activities concerning the development of
software reliability modeling is a notable shortage that the critical role it plays in the
software testing. This study tries to deviate the focus of software engineers to this vital
area by studying and scheduling the release plan of software based on beta testing. To
do that, emphasis is paid on the stages of the software release cycle with special
attention to beta test phase. In the succeeding section, we have developed a mathe-
matical model incorporating the process of beta testing. Furthermore, an optimal
release time model is developed for the determination of software release time.

4 Model Formulation

In this section, we propose a new NHPP SRGM that incorporates the fault discovery
process “beta testing” when the in-house alpha testing phase has been completed.
Research has been done to take some practical issues into the consideration of
software reliability modeling. For example, post-release testing and software release
policies can be found in [38]. In this chapter, we derive a new model incorporating
the faults detected during the beta testing phases into software reliability
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assessment. The framework has been modeled into three different phases consid-
ering the detection and correction, respectively. As illustrated in Fig. 3, a software
being tested during its release life cycle undergoes testing to identify and remove
defects before it is released to the customers. Following are the notations used in the
proposed model.

m () Expected no. of faults removed by time ‘z,’
my(t) Expected no. of faults detected by time ‘g’
m3(t) Expected no. of faults removed by time ‘¢’

a Initial no. of faults

b Fault detection/removal rate by the testers in time period (0, ¢,)
by Fault detection/removal rate by the users in time period (la, tﬂ)

bs Fault detection/removal rate by the testers in time period (13,1).

4.1 Phase I: Alpha Testing Phase

In Phase I, the failure pattern is observed in the time period during which the
SRGM undergoes alpha testing. Most of SRGMs proposed in the literature were
based with the assumption that software testing has been performed only till the
in-house testing phase and the software is up for release.

In the time interval [0, 7,), the failure intensity is proportional to the number of
software faults remaining in the software till the time software undergoes alpha
testing. The failure intensity during this period can be described using the following
differential equation:

dmy (l‘)
dr

=bi(a—m(t)) 0<t<t, (1)

where

and a is the potential faults present in the software initially and b, is the fault
detection rate in the alpha testing period. Solving the above equation, the mean
value function for the first phase of testing can be obtained, as follows:
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my(t) = a(l —e"), when 0<t<t, (2)

4.2 Phase II: Beta Testing Phase

In Phase II, the testing process is considered as the fault discovering process called
beta testing. After the completion of alpha testing phase at time #,, a feature
complete software version is introduced to the market which is likely to contain a
number of known or unknown bugs as a betaware for beta testing. Here, the
software is tested under user environment and the failure occurrences are reported
back by the beta testers.

During the beta testing phase, the number of faults discovered can be modeled as
follows:

dmy (I)
dr

— bal(a—mi (1) —mo(D)] t,<1<1y (3)

where
mz(la() =mgy > 0

and b, is the fault detection rate due to the beta testers. It represents that the fault
intensity is proportional to the outstanding faults reported by time #g. Solving
Eq. (3), the mean value function for the faults discovered during the beta testing
phase can be obtained as:

my (1) = ae”P' 472075 (my — ae™P1) when 1, <1< 1p. (4)

We refer to my as the beta bugs, representing a finite number of bugs which are
being detected instantly by the beta testers who use the software.

4.3 Phase 111

Phase IIT corresponds to the testing process of SRGM as the fault removal phe-
nomenon. After the completion of beta testing, the faults reported by the beta testers
during the Phase II period are corrected after time 74. In Phase III, the fault removal
intensity is proportional to the residual faults that were being observed. The fol-
lowing system of differential equation describes the same:
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dmd3t(f) = b [mz(l/f) —m3 (t)} 1<t 5)

where
M3(Zﬁ) =m; >0

and my(#p) is the cumulative faults at time 75 and b3 is the fault removal rate. Using
the initial condition provided, the mean value function is obtained as:

M3(t) = mz(l) + (ml — Vﬂz(t))e_b3(’_’/f)
m(t) = (ae™"" + (my — ae™"")e (7)) (1 — e 070)) - mye ™) when

(6)

Here we mention m; > 0 as those beta bugs which are being removed as in when
the fault removal phenomenon is started after beta testing. The faults captured by
the beta tester were reported back during the beta phase allowing the software
engineer to remove a certain number of beta bugs by the time Phase III has been
started. Thus the total faults removed under overall testing of the software are the
bugs from Phase I and Phase III which has the mathematical form as given below:

(1) = my (1) +ms(t)

tp<t

m
m* (Z‘) =all - e*bll) + (ae*bltz + (mo _ ae*bltz)e*bz(f*f«))(l _ e*ba(f*tﬁ)) —I—mlefb"(tit”)

(7)

Above Eq. (7) denotes the total faults being removed during the total testing
time which is divided into three phases as mentioned above.

5 Numerical Analysis and Model Validation

5.1 Data Description

For the validation of the proposed model, we have used data of a Brazilian
switching software project. The data size of the software was about 300 KB and it
was written in assembly language [39]. In the total execution period of 81 weeks,
461 faults have been removed. Also the entries of the data set comprises of different
phases of testing, i.e., first 30 entries are from validation phase and next entries are
from field trials and system operations. The data used in the estimation procedure
gives a clear indication that the software project has undergone through its release
life cycle with alpha testing and beta testing phases.
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5.2 Performance Analysis

In this subsection, we examine the model given by Goel and Okumoto [23] with our
proposed model. We have estimated the parameters of SRGM by using the methods
of LSE. Nonlinear regression module of SPSS software package has been used for
the estimation of parameters and the evaluation of goodness of fit criteria.

The parameter estimates and the goodness of fit criteria for the data set under
consideration are given in Tables 1 and 2, respectively. Figure 4 represents the
goodness of fit curve for the data set and the estimated and predicted values appear
to be closely related.

From Table 2, we can see that the MSE, RMSPE, and Variation of the proposed
model incorporating beta testing are less than the G-O model. We also see that the
Biasness of our model attains smaller values. Moreover, the R? also conclude that
the proposed model fit the data excellently. Altogether, it is sensible to conclude
that the proposed model incorporating beta testing attains better goodness of fit
criteria. The improvement achieved by our model is obvious due to the release of
software for beta testing; which reflects a significant variation of the fault detection
rates and instead of considering a constant fault detection rate throughout its release
life cycle. On the basis of our results, we can conclude that software developing
firms should practice pre-release testing activities for enhancing the product for
general availability.

Table 1 Parameter estimates

Parameters GO model Proposed model
a 546.082 602.779
by 0.02421 0.023
by - 0.115
b3 - 0.026
mo - 16.410
my - 47.850

Table 2 Goodness of fit Parameters GO model Proposed model
MSE 99.86442 87.4553
Bias —0.921008 0.000000101
Variation 10.01268 9.410026
RMSPE 10.05495 9.410026
R? 0.994 0.995
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6 A Cost Model for Optimal Release Time

In this section, we apply the NHPP model to establish the optimal scheduling policy
for a software. Since, in practice every software developer needs to determine for
how long software should be tested, such that the expected cost is optimally
minimal and the reliability of the software product must satisfy customers’
requirements as well. In the literature of software reliability engineering, these kinds
of problems are termed as software release time decision problems. There may be a
solution that no more testing should be done but generally speaking, the main goal
is to achieve a balance between under-testing and over-testing. If a premature
software is released in the market, the developer may suffer from loss of user
confidence, and if there is a delay in release or over-testing it will impose the
burden of penalty cost and overly time consuming. Therefore, optimal release
policies are important and realistic issue. Research on software development cost
estimation has been conducted in literature [8]. In this study, we have compared the
well-known Okumoto and Goel [28] model with our proposed optimal release time
problem which has taken the consideration of software cost when the software
testing has been performed consecutively as alpha testing and beta testing.
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6.1 Review of Cost Model (Okumoto and Goel [28])

In 1983, Okumoto and Goel [28] developed a mathematical model comprising
various costs that occurred in the testing and maintenance of a software and is
given as

K(t) =K xm(t)+ Ky x (m(t,) —m(t)) + K3 x ¢ (8)

Okumoto and Goel [28] used the mean value function given by Goel and
Okumoto [23] in order to formulate the cost model. The cost function comprised of
different cost components, i.e., the cost incurred due to the removal of a fault
observed during testing and operational phases; as K; and K3, respectively, and K3
as per unit testing cost. The optimal release time of a software is determined by
minimizing the following unconstrained function.

MinK () = Ky x m(t) + K x (m(1) — m(t)) + K3 x t 9)

6.2 Cost Model Formulation

In contrast to policies given earlier, we here provide a scheduling policy. The
proposition is based on certain basic assumptions which are as follows:

(a) Fault removal process is described by NHPP.

(b) During the alpha testing phase fault is removed perfectly.

(c) Faults detected during the field trial are removed after the completion of beta
testing phase.

(d) Total fault content in the software is fixed.

(e) The cost incurred in testing is proportional to per unit testing time.

(f) The cost of fixing faults during the alpha and beta phase is proportional to the
time required to isolate all the faults found by the end of testing.

In our case, the advantage of beta testing that we are claiming in the aforesaid
sections provides a better fault count prediction for the software reliability if a
developer releases its software for the field trials. As previously mentioned, soft-
ware firms are keen to know the release time for their software product. We try to
capture the optimal testing time, such that the firms expect a minimum cost with an
achievable reliability.

The idea is to optimize the value #* with respect to the cost involved. We have
assumed the following costs in our study:

i. a cost C for isolating a fault during the alpha testing. This reflects the cost
incurred to the firm to remove a fault during the in-house testing activities.
Typically, in the lab environment situation, this cost is likely to be less as
fixing a detected fault incurs a small amount of CPU hours.
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ii. a cost C, for isolating a fault after the beta testing. This reflects the cost of
fixing the discovered bugs at the end of beta testing. Generally, in the beta
testing situation, the cost of collecting the feedbacks and responding to the
comments and queries of beta testers must be considered and this cost con-
tributes a higher value to the firm.

iii. a cost C; per failure per unit time after the software is released. We would
normally set this cost to be much higher than the previous costs as the damage
caused by leaving high complex faults in the software would require many
resources for the correction.

iv. a cost Cy per unit time. This reflects the cost of testing incurred to the firm per
unit time.

This implies that the overall expected cost function of testing is
Ct)=Cr xm(t)+Coxms(t) +Cs x (a—m"(t))+Cy X t (10)

In the above Eq. (10), the first component corresponds to the cost involved in
testing the software during the alpha phase [where m;(¢) is as given in Eq. (2)].
Second component represents the cost incurred while removing the faults detected
in the beta phase and ms () is taken as given in Eq. (6). Third component talks
about the cost required to correct the faults during the operational phase and m * (¢)
incorporates the fault correction phenomenon during the overall testing phase; as is
given in Eq. (7). The last component of the cost function denotes the per unit
testing cost. Hence, we find the optimal release time of the software that minimizes
the total testing cost subject to achieving a reliability level, Ry. Then the opti-
mization problem can be expressed as

Min. C(l) = (| x ml(t)—|—C2 X I’Vl3(l) 4+ C;3 X (a —m*(t)) +Cy xt
st (11)
R(x/1) >Ry

Solving the aforesaid problem under the minimization criteria provides the
optimal time to release the software in the market.

6.3 Numerical Illustration

The estimates of G-O model and the proposed model are used in the cost opti-
mization problem (Table 1). Making use of OPTMODEL procedure of SAS soft-
ware [41] to determine the optimal release time and the associated testing cost, and
for checking the appropriateness of the proposed approach, we consider two cases
corresponding to the optimization problem as below.
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Case 1: Okumoto and Goel optimal release time model

We have assumed the cost coefficients to be K; = 1.25, K, = 3 and K5 = 4 (the
cost in thousands). After solving Eq. (9), we get the optimal release time #* =
73.438 and expected cost K(¢*) = 1137.84.

Case 2: Anand optimal release time model (Proposed)

The cost coefficients in the cost model have been assumed to be C; = 0.5,
C, =0.75, C3 =3, C4, =4 and the desired reliability is assumed to be 0.8. On
solving Eq. (11), we get the optimal release time ¢* = 79.77 and expected cost
C(r*) = 1011.75.

After solving both the cases, it is obvious that the optimal release time of a
software incorporating beta testing coincide with the actual release time than the
optimal time obtained on solving traditional releases policy. Also, when considering
best testing activity the optimal time is much larger than the optimal time without beta
testing. Moreover, while following the proposed strategy in determination of optimal
release time, we observe that the total cost incurred is minimum when compared with
the traditional cost model. The detailed view of the cost function versus testing time is
illustrated in Fig. 5 (both traditional and proposed methodology).

7 Conclusion

With the availability and easy accessibility of web, beta testing has attained
enormous growth in the software market. However, the advantages of beta testing
have not been examined deeply. For a software developer, testing a software before
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its launch is not only vital but also a critical task. The acceptability of a software by
the end users can be only judged by exposing the software to real life usage. Beta
testing can be considered an important task as any bugs, errors, or problems noticed
during the beta tests will make the product viable, stable, and robust before its
general availability. The developed SRGM is unique as it considers the faults
discovered during the beta testing phase. Moreover, in this study we have
emphasized on providing beta releases for software testing and determination of
optimal release time. The modeling framework presented in this chapter aims to fill
the void by releasing the software after examining the faults detected by the beta
testers rather than releasing the product after the completion of in-house testing
activities as considered in the previous literature. The outcomes from this study to
develop model incorporating beta testing are very promising and showing an
improvement in reliability and optimal release time. The accuracy of the proposed
model has been verified by the numerical example.
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