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Abstract Software quality is of vital importance in software development projects. It
influences every aspect of the system such as the functionality, reliability, availability,
maintainability, and safety. In critical software projects, quality assurance has to be
considered at each level of the initial concept to the software engineering process:
from specification to coding and integration. At the lowest coding level, there are
several tools that enable the monitoring and control of software quality. One of
them is SonarQube, an open source quality management platform, used to analyse
and measure technical quality. I can be extended through plugins for customization
and integration with other tools. The specific conception and development of these
plugins is a significant design effort that ensures the correct handling of the different
phases involved in the software quality process. We present an initial design and
development of an integrated analyser component for extending the functionality of
the open source framework for software quality management.
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1 Introduction

Every software development process needs information about almost every aspect
of the software development phase, like achievement of objectives, monitoring and
control of activities, project costs and technical quality.Metrics are of key importance
in all engineering disciplines and, in particular, for software development (see [13]),
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providing a vital insight into the development process to assess maintainability,
reliability and even development progress. Metrics provide reproducible indicators
useful to estimate the quality, performance, management, and cost within a project.
Theybring in benefits like the possibility of analysing the data to understand, improve,
and predict future behaviours for undertaking corrective actions on time.

Metrics has been studied and developed throughyears in order to improve software
and systems development. They have increased their relevance due to their applied
use and the contrasted benefits to define baseline quality indicators for serveral pur-
poses. For example, the SEI Capability Mature Model Integration (CMMI) [9] for
development, relies on the usage of metrics (see [17]), and is used for evaluating the
maturity process of the organizations.

The collection and processing of the metrics can involve a significant human
effort, that highlights the need of automating the specification of metrics and subse-
quent data collection that must later be processed. By using automatic analysis tools
(such as [4] for static code analysis), the metrics collection effort is significantly
reduced. One of the platofms that supports this process is Few open source platforms
support the automatic metrics management for this process. Among them, the most
popular quality management platform is SonarQube [10][43]. It enables continuous
inspection and it supports a number of languages, including Java, C, C++, C#, PHP,
and JavaScript. SonarQube provides some basic metrics like complexity, duplicated
code detection, or lines of code counting, among others. However, this is a very
generic functionality that requires to be enhanced for software development projects
of a certain complexity. Highly complex projects such as critical software projects
require that these basic metrics be enhanced to provide the information required by
each particular project, as each project may have to adjust to specific normd. It is then
useful and needed to take information from other sources, like other external tools,
and stablish the adequate methodology in order to enhance the functional power of
this framework in order to provide the required information with a suitable design
that makes it easily customizable.

In this paper, we present an approach to enrich the metrics management and
presentation to verification engineers based on the SonarQube framework. This has
been performed by designing an integrated metrics analyser component that provides
the enhanced functionality for the platform in order to integrate its own analysis
results with the ones from external analysis tools in a single presentation space. The
design is a modular one that allows to easily customize the integration of any external
code analysis tool. The result is the achievement of a more complete set of metrics
that can be managed in the projects to control and monitor the software development
process according to the needs of each specific project. The information from the
analysis of th project code is then centralized in the platform that is, at the same time,
a collaborative environment that allows the remote work of teams of verification
engineers. We validate the component by implementing the specific integration with
external information sources that provide static analysis metrics (such as Understand
[53]); this external tool provides metrics and rule-checks against both, custom and
published standards. In our work, the rules and metrics can also be extended to
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complement the provided ones. We exemplify technical metrics, related to software
quality through actual static analyses on a real critical software project.

The paper is structured as follows. Section 1 includes a brief introduction and
motivation for this work. Section 2 describes the related work in what concerns
norms and practices related to technical quality and metrics. Section 3 describes
the baseline framework offered by SonarQube. Section 4 presents our contribution
in the form of a new functionality for the analysis of metrics from different tools,
presenting the design details on the enabling plugin for this functionality. Section 5
validates the design through a concrete implementation for an external tool and we
show its usage in the context of a real-world software project. Section 6 concludes
this paper and presents the continuation work.

2 Background and Related Work

This section describes selected work most related to the objective of the present
contribution, mainly concerning the existing norms and regulations for critical soft-
ware development, the engineering processes that describe the steps to the objective
software development, and current tools for software code analysis.

2.1 Norms and Software Quality Tools and Frameworks

Technical metrics are collected through static analysis techniques. Software static
analysis is required in several norms related to critical systems, some of which are
described here. The norms selected here require the use of static analysis techniques
to comply with their objectives. For example, DO-178C [46] and DO-278A [47]
introduces the use of metrics to be specified in the Software Quality Assurance Plan.
The metrics collection and analysis, additionally supports the compliance of some
norms, like North Atlantic Treaty Organization (NATO) AQAP-2210 [2], and its
spanish version PECAL-2210 [39].

DO-178C is the norm forSoftware Considerations in Airborne Systems and Equip-
ment Certification, [46]. It is one of the most accepted international standards. In-
cludes additional objectives and it is complemented with the supplements [49], [50],
[51] and [52]. The previous version of this norm is DO-178B [48]. DO-278A is the
norm for Guidelines for Communication, Navigation, Surveillance and Air Traffic
Management [47]. It provides guidelines for non-airborne Communication, Naviga-
tion, Surveillance and Air Traffic Management (CNS/ATM) systems, including the
guidelines for the software assurance activities to be conducted with non-airborne
CNS/ATM systems. IEC 61508 is the norm for Functional safety of electrical/elec-
tronic/programmable electronic safety-related systems [31]. It is the standard for
industry automation, intended to be a safety standard applicable to all kinds of indus-
try that includes the complete safety life cycle. Used as basis for other documents, as
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railway (CENELEC 50128 [34]), automotive industries (ISO 26262 [31]) or nuclear
power plants (IEC 61513 [32]).

The metrics and quality information with respect to a complex software project
may easily require different analysis techniques that generate results and data from
different sources, possibly also collecting data in different ways. In most projects,
more than purely the source code is analyzed, e.g. dependencies among packages
such as [14]. Information about the software is collected in different ways by means
of different tools such as the ones presented as follows. Understand [53] and LDRA
[37] are commercial tools for static code analysis, supporting multi-language. PC-
Lint [41] is also a commercial solution for static code analysis supporting C and C++
languages. Splint [44] is a GNU licensed tool that supports static code analysis for
C programs. PMD [42] supports static code analyser for Java, JavaScript, XML and
XSL. SonarQube [10, 43] is an open source qualitymanagement platform, developed
under LGPL v3 license.

As not a single tool is capable of providing all required data, it is typically required
to set up a tool chain for code analysis setting also the procedures and principles for
information collection and interpretation. in the form of a collaborative environment.
As a result, the SonarQube platform has appeared as a platform to support advanced
analysis; however, SonarQube appears in a similar way to a blank sheet of paper,
so that the required techniques and methods to implement the needed functionality
have to be designed and integrated in it.

The tools mentioned in section 2 are used to statically analyse the code quality.
However, the metrics that they yield do not meet all the requirements across different
projects. In each project, different metrics can be required, or different implemen-
tation languages can be used that vary from a project to another. This situation can
make that one tool that is suitable for a project is not valid to other one.

For example, SonarQube is a quality management platform that can reflect and
present the different quality aspects of several projects, coded in a number of different
languages. This is carried out by the design and implementation of modules that can
extend the functionality of the platform. Apart from the very basic set of metrics and
data that SonarQube provides for any given project, a mechanism to customize it
for particular projects that have different information requirements is needed. This
characteristic can be complemented with the metrics available in other external code
analysers (such as Understand) to enrich and extend the capability of SonarQube.

One other missing element in the current status of SonarQube is that each user
needs to have the tool installed locally; as such, the run-time environment has little
orientation to be a collaborative environment that can simultaneously support their
access to several projects with a number of users.

We overcome these missing characteristics with the design and implementation
of enhancements to SonarQube to support the customizable integration with external
tools for code analysis. We design the required plugins to enrich the basic metrics
presentation functionality of the platform, combining them in an unique repository
that provides collaborative access to different (though shared) software projects.
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2.2 Software Architectures in Critical Systems in Emerging
Domains

An essential element of critical systems is the software architecture as it directly
impacts the source code quality and the complexity of the final development. Criti-
cal software systems validation focuses, among other aspects, on temporal behavior
applying real-time techniques [1, 6–8, 15]. These differ to some extent in the thor-
ough application and verification of the temporal properties, rather providing quality
of service mechanisms that are embedded in the software logic. These mechanisms
allow dynamic execution preserving timely properties [11, 21–23, 25, 45]. Software
quality should account for the verification of the properties of distributed software
also related to newer domains as cloud [18], the characteristics of the middleware
are integrated in the model [19, 20]. Critical software systems only tolerate off-line
and design time verification; however newer domains such as cyber-physical sys-
tems require verification techniques to be applied on-line [5, 24]. For distributed
environments based on middleware such as [29, 30], on-line decision on correctness
of the system composition is applied (e.g. [26–28]). In such emerging domains, the
software quality frameworks will have to device new ways of considering properties
that will only emerge at execution time.

3 SonarQube Overview

SonarQube is a software quality management platform, multi-language, capable of
performing simple analysis over the source code. Basically, it provides information
about duplicated code, unit tests, coding standards, code coverage, code complexity,
comments, and software design and architecture. The functionality and capabilities
of SonarQube can be extended with new modules, namely plugins. This allows to
integrate support for additional programming languages, additional metrics, or the
integration with other tools that bring in new functionalities.

The underlying logic of SonarQube is based on a source code analyzer compo-
nent that performs basic analysis activities (such as counting lines of code) and an
application server that graphically displays the data that results from the analysis in
a browser front-end. The following elements are key to the internal function of the
SonarQube framework:

• Widgets are the components that configure the graphical display of data resulting
from the source code analysis, i.e., it enables the customization of the analysis
results presentation to the user. A widget supports the specification of the visual
format and display locations of the presented data. Each widget yields one of the
square boxes that are shown. Each box contains a number of data items whose
display location and characteristics is indicated in the widget code. For each new
analysed project, SonarQube creates a project dashboard for selecting, adding, or
removing the available widgets.
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• Sensors are components that access the specific source code to be checked and that
support the implementation of analysis functions over the source code to extract
the metrics.

• Decorators are the components that support the programming of additional pro-
cessing over the initialmetrics provided by sensors in order to derivemore complex
metrics.

The framework comprises a key component, Sonar Runner, that controls the se-
quence of steps to launch the source code analysis. In order to execute a SonarQube
analysis, it is needed to initially launch Sonar Runner that is determines the sequence
of invocations of the functions provided by the Sensors and Decorators. Once the
process is completed, the runner stores in a database all the collected data.

4 Metrics Integration in the Quality Framework

This section presents the design and implementation of the integrated metrics anal-
yser that provides the enhanced functionality for SonarQube to integrate its own
analysis results with the ones from external analysis tools in a single presentation
space. The enhancement has been done via a plugin that integrates the external data
and displays the integrated metrics in the project dashboard. The design is flexi-
ble and modular in order to support the integration of any external tool with minor
modifications.

4.1 Addition of Metrics

SonarQube provides basic analysis facilities, yielding very basic metrics over the
code. In software projects for critical systems, the specific standards that must be
applied require more complex metrics over the code. A few examples of these are:
complexity, nesting levels, function parameters, and other values derived from the
previous ones such as maximum, minimum and mean values for each of the previous
metrics. These are not provided by SonarQube. However, there are other specific
external tools that do provide a broad range of complex metrics.

With the enhancement of SonarQube quality management platform, users view
richer information over a software project code by using SonarQube as the single
front-end, presenting a number of metrics in the project dashboard, as an additional
widget.

Following, the structure of a sensor is provided. TheSensor interface is a tagging
components, i.e., a class extending this interface is automatically a sensor as it is
obligued to implement the analyse method to provide a customized functionality
for the sensor.
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public interface Sensor extends BatchExtension , CheckProject {
void analyse(Project module, SensorContext context ) ;

}

The design of the integration plugin has to allocate modules to provide the logic
for: (i) storage of the analysis results from the external tool (the external analysis
data); (i i) use and extend a sensor template to locate and acces the external anal-
ysis data; (i i i) overwrite the analyse method to scan and collect the external
analysis data; and optionally (iv) design and implement a decorator that computes
additional metrics from the data collected by the sensor.

4.2 Software Design

The architecture of the analyzer software module is explained below, containing the
following clases:

• ExternalToolPlugin is the class containing the specification of the properties of
the analyser module. An arbitrary number of properties can be specified. For the
integrated metrics analyser, sonar.externaltool.metrics is the basic
property to specify the path to the external analysis results. Other possible prop-
erties are programming language and language.

• ListMetrics is the class that specifies all metrics to be used (displayed) by the plu-
gin. Metrics should be specified by name, type, description, qualitative or quanti-
tative and domain. Sensors later assign values to each metric of the list as a result
of the source code analysis done by SonarQube or by some other external tool.
Here, this class should contain all metrics provided by the external tool, that are
precisely the external analysis results.

• ExternalToolMetricSensor class contains the functionality to scan the analysis
data produced by the external analysis tool in order to collect the metrics that it
provides. This class is invoked when the Runner component is executed.

• MetricsRubyWidget class contains the definition of the properties of the widget,
the title of the widget, and the the design and display characteristics of the data
to be included in the project dashboard. Precisely, the file containing the informa-
tion about the design and display characteristics (html.erb) that contains the
template for such a design and the positioning of the data.

5 Implementation Details for Validation

For the validation, a real project developed under norms [46] and [2] was analysed
with our software module. Understand was selected as the external tool to validate
the analyser module that integrates different sources of analysis results.
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The first step to integrate Understand analysis into the SonarQube framework was
to develop an extension of the Understand metrics to provide the required files for
SonarQube.

Input files were provided by the external tool and contained all the metrics that the
integrated analyser module is able to detect. The text marked as Free text to include
comments will not be analysed by the module.

The classExternalToolMetricSensor of the integrated analysermodule is extended
to derive the class UnderstandMetricSensor that supports the specific characteristics
of this specific external analysis tool. Consequently, when the Runner component
is executed, this class reads the required output file from Understand to derive its
analysis metrics.

For the class MetricsRubyWidget that defines the properties to customize the
widget and the data display, the specific data for Understand is given:

– getId() returns an identifier to the external tool Understand that is UnderstandMet-
rics

– getTitle() returns Understand Metrics.
– getTemplatePath() that definesto the file html.erb.

6 Conclusions

The paper has presented the design and implementation of a modular integrated
metrics analyser for the SonarQube framework. Its execution inside the SonarQube
framework results in the integration and connection of both tools that improves their
capabilities, yielding a single colloborative remote working space that supports the
interaction of verification teams working over specific projects.

Themodule is applicable toall projectswith theneedof technicalmetricscollection
whereexternal toolsaremandatory tocollect somemetricsnotprovided initiallyby the
SonarQube platform, used as qualitymanagement plattform; and it has been tried in a
real project that requires compliancewith norms related to the development of critical
software such as DO-178C [46] and software quality such as AQAP-2210 [2].
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