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Abstract. This paper presents an e-learning content selection model, based on
multi-agent paradigm, aiming to facilitate the learning material reuse and
adaptability on Learning Management Systems. The proposed model was
developed according to a BDI multi-agent architecture, as an improvement of
the Intelligent Learning Objects approach, allowing the dynamic selection of
Learning Objects. A prototype was implemented to validate the proposed model,
using the JADEX BDI V3 platform, and allowing to build improved learning
experiences.
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1 Introduction

The distance learning plays an important role on the educational process worldwide.
Several learning institutions have adopted e-learning as one of their acting strategies,
and new ways of online learning are becoming more and more common [1].

Teaching aid systems must be geared to enhance the educational experience. Two
aspects contribute to it: adaptability and reuse. The former is related to different stu-
dents’ needs and styles. An adaptable system increases the student understanding, in a
personalized way [2–4]. The latter avoids the need of developing a new resource if
exists another one with the same learning intention [3, 5].

Intelligent Tutoring Systems (ITS), Learning Management Systems (LMS) and
Learning Objects (LO) are some computational tools that enrich the learning process.
ITS are applications created for a specific educational domain, usually with some few
adaptability and interoperability resources [6]. Thus, if a change in the learning domain
is needed, the ITS must be reconfigured. Following, LMS are learning environments
used to build online courses (or publishing material), to monitor the student progress
and to manage educational data [1, 7, 8]. Finally, LO are digital artifacts for supporting
the teaching-learning process, promoting reuse and adaptability [9].

Although LO and LMS allow reusability, they have a limited level of adaptability.
The kind of adaptation they offer needs to be pre-programmed by the instructional
designer or teacher, that is, this systems usually are no dynamic adaptable [8, 9].
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This article presents the first results of our research that seeks the convergence of
these three different paradigms for the development of intelligent learning environ-
ments. The first step, presented in this paper, was to develop a search engine, delivery
and presentation systems to get learning objects obtained from repositories.

1.1 Related Work

There are several similar studies developed to provide adaptability to educational
systems. Some of them are built as an extension of a LMS using conditional jumps [8],
Bayesian networks [4] or data mining technics [7] as their adaptive strategy. Other
researches are not integrated with a LMS, and use distinct ways to adapt the learning to
the students’ style, such as ITS [6], Recommender System [2], etc. [10, 11].

In addition, there are also some works based on the Multi-Agent System (MAS)
approach to produce smarter applications. MAS are composed by autonomous entities
(agents) which percept the environment they are situated in and act on it to achieve
their objectives. The communication and cooperation of individual agents make pos-
sible to solve complex problems, which they cannot solve individually [12, 13].

An important MAS architecture for intelligent agents is the BDI model. BDI agents
are composed of mental attitudes (Belief, Desire, Intention), and act following the
practical reasoning process (goal deliberation and means-end reasoning) [12, 14].

Some analyzed works combine LMS and MAS to make the former more adaptive.
An example is the use of data obtained from a MOODLE [15] forum to show resources
and activities to the students [16]. There is also an intelligent, dynamic and adaptive
environment, based on agents that are able to identify the student cognitive profile [17].

However, all this related studies have two features that can be improved. The
former is the way as the student’s learning style is determined. The analyzed works use
questionnaires in the beginning of the course to do it. This extra step can be considered
intrusive and distracting [2]. The exception is the work that clusters students in profiles
based on their assessments performance (grades) [17]. The latter is the possibility of
coupling new learning resources (LO) dynamically to the environment. The teacher (or
instructional designer) need to configure previously all the possible course paths for
each student style, what could be hard and take so much time [4, 18]. Further, the
attaching of a new LO to the course involves modifying the course structure.

To produce more intelligent LO, previous researches proposed the convergence
between the LO andMAS technologies, called Intelligent Learning Objects (ILO) [19, 20].
This approach makes possible to offer more adaptive, reusable and complete learning
experiences. An ILO is an agent capable to play the role of a LO, which can acquire new
knowledge by the interaction with students and other ILO (agents information
exchange), raising the potential of student’s understanding.

The LO metadata permits the identification of what educational topic is related to
the LO [9]. Hence, the ILO (agents) are able to find out what is the subject associated
with the learning experience shown to the student, and then to show complementary
information (another ILO) to solve the student’s lack of knowledge in that subject.

The next section presents a different model to handle the two issues pointed out in
the analyzed works, and to improve the ILO model as well.
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2 ILOMAS

The new proposed model is based on MAS approach integrated to a LMS, resulting on
the improvement of the analyzed related works, allowing that LO can be included to the
learning experience dynamically, adding intelligent behavior to the system. The
solution’s adaptability is based on the possibility of new LO be attached to the LMS
without previous course configuration, as soon as the system finds out that the student
needs to reinforce its understanding on a specific concept. This is automatically
identified through the verification of the student assessment performance (grade), on
each instructional unit, or by student choice, when interacting with the LO. Moreover,
the course structure becomes more flexible, since it is unnecessary to configure all the
possible sets of learning paths for each student profile.

The proposed model achieves reuse by the combination of pre-existed and vali-
dated LO whose concept (subject) is the same of that the student needs to learn more
about, avoiding that teachers or instructional designers need to build new materials.

The objective of the new model called Intelligent Learning Object Multi-Agent
System (ILOMAS) is to enhance the framework developed to create ILO based on
MAS with BDI architecture [21], extending this model to allow the production of
adaptive and reusable learning experiences. The idea is to select dynamically ILO in the
LMS according to the student performance, without previous specific configuration on
the course structure. The ILOMAS is composed by agents with specific goals, and
capable of communicating and offering learning experiences to students in a LMS
course, according to the interaction with these students.

3 Analysis and Design

The modeling of the ILOMAS framework uses an Agent-Oriented Software Engi-
neering methodology. The Prometheus methodology defines a detailed process to
specify, design and implement intelligent agent systems based on goals, plans and
beliefs (BDI) [22]. It is composed of several activities and phases to generate speci-
fication and design documents. Another reason to choose this methodology is the
existence of Prometheus Design Tool (PDT), an Eclipse IDE plug-in that supplies an
iterative development of the Prometheus diagrams [23].

Following the Prometheus methodology, on the system specification phase, it was
identified the goals, roles, agents and their respective interfaces with the environment
(perceptions, actions and external data). It was detected two kinds of agents (Fig. 1):

• LMSAgent – Represents the LMS. It is responsible for: (1) receiving the student
learning experience request (Learning Experience Request perception); (2) finding
out the subject that the student must learn about (Learning Experience Subject
Identifier role), according to the information provided from the LMS data base
(external data); and (3) for passing the control of the interaction with the student to a
new agent of the kind ILOAgent (Inform Learning Object Subject message).
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Its beliefs are information provided from the LMS database, such as the stu-
dents, the courses and the respective subject related to the current learning expe-
rience (that is, the topic that the student must learn about), for each student enrolled
on the LMS’s courses. The communication between the agent and the LMS can be
made through the calling to data base access API functions (such as Java JDBC,
PHP PDO, etc.) or Web Services. The LMSAgent goals are GetStudentCourseGoal
and GetStudentSubjectGoal (sub-goals of IdentifyLearningExperienceSubject goal),
which allow the agent to identify the information of the current learning experience
associated with a specific student.

• ILOAgent – Agent responsible for showing the learning experience to the student.
This is made through the presentation of a LO related to the subject that the student
needs to learn about, as determined by the LMSAgent. The function of an ILO-
Agent agent is to search a correspondent LO on the LO repository (Learning Object
Searcher role) and show it to the student (Learning Experience Show action),
furthermore, this kind of agent must keep itself aware to the interaction between the
student and the system (Learning Object Player role).

The beliefs of this agent are the information about the current learning expe-
rience (obtained from LMSAgent), the chosen LO, and the status of the interaction
with the student. The goals are GetLORepositoryGoal, GetRelatedLOGoal, and
SelectLOGoal (sub-goals of SearchLearningObject goal), which enable the agent to
search for a LO (related to the specific subject) in the repository.

The Agent Overview diagram (Fig. 2) presents the agent’s plans (the concrete way
to achieve the agent’s goals [12]), perceptions, actions, internal messages, and capa-
bilities. The idea of using capabilities is to module the agent features, allowing the
reuse of commons characteristics (such as plans, goals, etc.) among distinct agents [22].

Fig. 1. Analysis overview diagram
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4 Implementation

After the modeling phase, the ILOMAS framework and a prototype instance were
implemented to validate the proposed model. The JADEX framework [24, 25] – an
extension to JADE platform (FIPA compliant) with support to develop intelligent agent
systems – was chosen to implement the agents based on the BDI architecture [12, 14].

The JADEX platform permits the creation of active components, an approach that
gets benefits from the association of two distinct technologies: Agents and SCA. The
SCA model was proposed by IT companies (i.e.: IBM, ORACLE) with the intention of
promoting the interoperability among distributed applications, according to concepts of
components and service oriented architecture (SOA) [24, 25].

The newest JADEX platform version is JADEX BDI V3 (V3). Before V3, the
agents were built in ADF files (XML tags for beliefs, desires, etc.) and Java classes
(plans) [26]. However, on V3 the agents are developed with pure Java classes (without
XML files) and the annotations mechanism (beliefs, plans, etc.) [14, 25]. Further, on
V3 the recommended way of agent communication is through service invocation. The
BDI agents can be service providers (declaring specific annotations and implementing
specific interfaces) and can request services of other agents, components, etc. [24, 25].

It is necessary to point out the implementation limitations. Instead of putting
emphasis on visualization issues (such as formats, rich graphical user interfaces, etc.), it
was emphasized the MAS development (with the agents and their interactions).

The interaction interface between the student and the agents’ environment was
implemented based on the Java Servlets and JSP technologies, getting benefits of the
JADEX BDI V3 services communication structure. The Servlets technology allows the
execution of services and Java classes at the server side from Web requests.

On the prototype, the servlet layer delegates the handle of the student’s browser
request to a class (non-agent) based on the Facade design pattern. This pattern provides a
unified and simplified interface to a sub-system, promoting low coupling [27]. The
ILOMASFacade class offers to the servlet classes the access to agents’ services (the
agents’ capabilities, plans, etc.) keeping the separation between the MAS layer and
the external items (front-end and servlets), avoiding unnecessary coupling (Fig. 3).

Fig. 2. Agent overview diagram (i.e.: ILOAgent)
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4.1 Developed Classes

Following JADEX BDI V3 framework structure, the developed agents were declared
with the @Agent annotation and with the BDI suffix in their class name. Besides, it was
required to specify a BDIAgent type attribute (annotated with @Agent). This attribute
type provides the necessary methods to execute the reasoning and behaviors on the BDI
model, such as dispatch an agent goal (leading to plan execution).

Other annotations can be used in agent classes to declare BDI attributes (@Belief,
@Capability, etc.) and methods. The method annotations define agent behavior to
specific states of the agent’s life cycle, such as @AgentCreated (after agent start up),
@AgentKilled (before agent die), and @AgentBody (agent run) [14, 25, 28], i.e.: when
the ILOAgentBDI starts running, its goal of search what LO will be shown to the
student is dispatched, according to the subject identified by the LMSAgentBDI.
Additionally, the agents were specified as service providers, using the annotations
@Service and @ProvidedService, and implementing the methods of the Java Interface
corresponding to each respective service, whose return is asynchronous [25, 28].

The BDI elements (beliefs, goals and plans) related to the functionality of deter-
mining the subject associated with the learning experience were grouped on the Iden-
tifyLearningExperienceCapability class. This capability class has beliefs that are
instances of another class, which keeps information obtained from the LMS database
(annotated with @Belief).

The IdentifyLearningExperienceCapability has also the goal IdentifyLearningEx-
perienceGoal (and its sub-goals GetStudentCourseGoal and GetStudentSubjectGoal),
declared with the @Goal annotation. The execution of a goal is made through the
triggering of a specific plan represented by a method, using the @Plan and @Trigger
annotations, (i.e.: identifyLearningExperienceSubject method).

Another developed capability was SearchLearningObjectCapability, whose main
goal SearchLOGoal is composed of sub-goals: (1) find out the repository, (2) get the
list of LO associated with the subject within the repository, and (3) choose one LO.
Some metadata elements declared in IEEE-LOM [9] are used in this process. The
ILOAgentBDI has the SearchLearningObjectCapability, which uses the element
“keywords” of the LOM metadata to define the list of related LO.

Fig. 3. ILOMAS Web prototype architecture
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The SearchLearningObjectCapability class declares one belief which references the
LO repository found. The dispatching of the main goal SearchLOGoal results in the
execution of the searchLearningObject plan method (annotated with @Plan and
@Trigger).

4.2 ILOMAS Validation

The prototype was deployed to an Apache Tomcat Server (7.0.57) to test the proposed
model. On the test beginning, a student accessed the system and the LMSAgent has
identified that the student needed to learn about photosynthesis (Biology course). After,
the student asked for the learning experience, leading to a new servlet requesting.
This servlet has forwarded it to ILOMASFacade, which has waited for the end of
ILOAgentBDI’s deliberation. Then, this agent has discovered a LO related to the
subject within the repository. Finally, this LO was shown to the student successfully.

Besides, it was simulated a student’s request for a complementary learning expe-
rience (by pressing the corresponding button). As result, a new ILOAgentBDI was
created on the system, which searched for and found a different LO related to the same
subject (photosynthesis) within the repository. It was not explicitly defined in the
database that the student should have watched this new LO (only the subject was
required, no specific LO), so the MAS obtained the related LO dynamically (Fig. 4).

Fig. 4. ILOMAS Web prototype
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5 Conclusions and Future Work

This paper presented a model to build more adaptive and reusable educational expe-
riences, compared to related works. The ILOMAS framework was designed to allow
the dynamic LO selection on LMS courses, as an improvement of ILO’s previous
approach. The agents are modeled based on the practical reasoning paradigm (towards
goal achievement). The MAS was developed following the JADEX BDI V3 frame-
work, which permits that the agents’ functionalities can be accessed as services. The
use of Servlet technology provides the integration of front-end and intelligent layer.

A prototype was implemented to verify the proposed model, and some evaluation
tests were executed. As result, the ILOMAS has received the learning experience
requested by the student, and has identified dynamically a LO associated with the
subject that the student must have learned about (according to the LMS database).

As future work, the ILOMAS framework will be extended to supply the integration
with SCORM [29] in order to raise reuse, dynamic sequencing, and interoperability.
This improvement on the system will make possible to identify accurately the need of
reinforcement by the student, according to the information about the interaction
between the student and the object, provided by the messages received from and sent to
the SCORM API (the data model elements, such as success, fail, latency, weighting,
objectives, etc.) [30].

Another enhancement on the framework would be the use of some recommendation
mechanism, made by specialized agents, to better choosing a LO among the list of
objects associated with the specific subject within the repository. Currently, when there
are more than one LO related to the desired subject within the repository, a random
choice is made to select the next LO to be presented to the student, considering only the
objects not shown. The overall process can be smarter by using a multiagent based
recommender system for indexing and retrieving LO [31, 32]. The ILOMAS frame-
work can consult this system before accessing the repository.

Finally, future works involve also the testing of the model with different learning
situations and real students.
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