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Abstract In our former work, we have showed that cloud computing still requires
lots of fundamental research. Among many other existing problems in cloud com-
puting, we identified the lack of client orientation and lack of formal foundations as
serious deficiencies. In this chapter, we give a summary on our research and discuss
the architectures as well as the formal models of some software solutions with which
we are going to address (a part of) these two problems in cloud computing.

The solution we propose is a novel and uniform client-cloud interaction approach
by which cloud service owners, who may be different from the cloud providers, are
able to fully control the usage of their services in the case of each user subscription.
In this context, any cloud service can be invoked by distinct devices; therefore, the
content must be adapted to various channels and end devices, in particular with
respect to needs arising from mobile clients. For a quick and seamless integration
between the cloud provider’s identity management system and the system used
by the client, we introduce the concept of a client-centric tool. An extension of
the client-cloud interaction model enables client-to-client interaction (CTCI) in an
almost direct way, so that the involvement of cloud services is transparent to the
users.

In this chapter, we propose a formalization of this solution that incorporates
the major advantages of abstract state machines (ASMs) and ambient calculus by
specifying the algorithms of executable components (agents) in terms of ASMs and
by describing their communication topology, locality, and mobility in the terms of
ambient calculus.

1 Introduction

Nowadays “cloud computing” is one of the most often used buzzword in computing,
and many providers (Amazon, Google, Microsoft, IBM, etc.) of cloud services
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(infrastructure as a Service (IaaS), software as a service (SaaS), platform as a service
(PaaS), data as a service (DaaS), etc.) emphasize the many benefits of outsourcing
applications into a (private or public) cloud. In other words, it is suggested that
cloud computing represents a mature technology that is ready to be massively used.
But it is our conviction that cloud computing still requires lots of fundamental
research [99].

In particular, most of the offerings in cloud computing are provider centric. For
instance, a client (or tenant) may rent a certain piece of infrastructure, load and
execute a piece of software on it, pay for the use, and leave the cloud without leaving
permanent traces. Certainly, there are many computing-intensive applications, for
example, Web crawling, image processing, machine learning, etc., that fit well
into such a scenario. However, if we think of a multiuser database application, its
usefulness decreases significantly.

Among many other problems in cloud computing, we identified the lack of
client orientation as a serious problem that needs to be addressed in research.1

This subsumes the problems of identity of tenants, access rights, adaptivity to the
needs of clients, and more. For instance, in many cases (e.g., multiuser database
applications), it would be indispensable to keep knowledge of users and their rights
in the authority of the client instead of in the cloud. The immediate consequence of
such an approach is that cloud applications should become hybrid and distributed,
as parts of data and software will reside on premise, while others reside off-site in
the cloud.

There is another serious lack of formal foundations in cloud computing starting
from the simple fact that key notions such as service are not defined. Therefore, in
our research, we deal with the challenges in cloud computing that require solutions
with more stronger client-side orientation, and we also address the fundamental
research question on how a uniform formal model for clouds must look like without
any bias to particular languages and technology.

In this chapter, we present the high-level formal models of our cloud-related
algorithms and software solutions which have strong client-side aspects and which
are integrated into a single cloud service architecture. We split the specification into
three parts.

The first part lays out a cloud service infrastructure that provides a transparent
and uniform way to interact with its clients (service owners and end users). This
includes the following:

• The end users are able to access and combine the available functions of cloud
services.

• The owners of the cloud services, who may be different from the cloud providers
and who may possess exclusive access to certain cloud resources (service
functionalities or data) which is shared among their end users, are able to define

1We define the term client as being a small and medium enterprise (SME) that contracts and uses
any cloud service. Similarly, we refer to a user as an identity within the SME using a cloud-based
service.
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some special kind of action schemas called service plots, which may be specific
for end-user subscriptions, respectively. By these action schemas, clients are
able to restrict not only which are the permitted actions belonging to certain
cloud resources (e.g., services) for certain end users, but they are also able to
specify and tune precisely which are the permitted combinations of these actions
to perform certain tasks.

• It is also described how we extended the formal model of the proposed
cloud system with a client-to-client interaction (CTCI) mechanism via a cloud
architecture. The discussed solution for transparent use of services is a kind of
switching service, where registered cloud users communicate with each other,
and the only role the cloud plays is to switch resources from one client to another.

With respect to identity management in a cloud-based approach, a problem arises
in maintaining identity data across the providers. The second component of our
system provides a client-focused identity meta-system based on the concept of
ASMs, which allows a client to maintain a private identity directory while offering
individual users automatic authentication to cloud-based services. In this part, we
introduce the concept of an identity management machine (IdMM), an ASM-based,
client-centric, single sign-on tool, which deals with the client-side aspects of identity
and access management in cloud computing.

The last but not least, the third part of our specification uses ASM ground models
for presenting in a rigorous way the proposed Web application (WA), which tries to
solve the problem of adaptivity by including aspects regarding content adaptation
and displaying. We chose to use ASMs since they permit to design and analyze
asynchronous multiple-agent distributed systems, as the cloud architecture we deal
with; moreover, thanks to refinement mechanism, we show how ground models can
be refined to pseudo-code-like descriptions. A future refinement can possibly bring
to the implementation. ASM method also provides a high-level notation that permits
to concisely describe complex systems and that can be easily understood by all the
stakeholders [25].

As it is shown in Sect. 3, these novel interaction solutions are dynamically
reconfigurable, and they can either take place on a cloud or can be easily shifted
to the client side and wrapped into a middleware software which may be located
in the authority of one or more clients. The latter case can also provide enhanced
privacy protection, since the cloud provider does not necessarily know the (real)
identities of the end users.

In order to achieve this required flexibility of the model, the component
formalization was done in terms of ambient abstract state machines [26, 31],
which inherently makes possible to create such dynamically variable architectures.
This method incorporates the major advantages of the abstract state machines
(ASMs) [26, 64] and of ambient calculus [38, 61]. Namely, one can describe
formal models of complex dynamically reconfigurable distributed (or cloud) sys-
tems including mobile components in two abstraction layers such that while the
algorithms of executable components (agents) are specified in terms of ASMs, their
communication topology, locality, and mobility are described with the terms of
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ambient calculus in our method. The abstracted formal architecture presented in
this chapter is also going to be served as a framework which can be enriched with
other novel client-centric mechanisms in the future.

The rest of the chapter is organized as follows: Section 2 gives on overview on
the basic notions of cloud computing and on access control techniques for cloud.
Section 3 informally summarizes the components of our integrated cloud architec-
ture. Section 4 introduces the applied formal approaches and gives a short overview
on ambient calculus and ambient ASM as well as defines some nonbasic ambient
capability actions which are applied in the latter sections. Section 5 describes our
high-level ambient ASM model of our cloud service architecture which is equipped
with service plots and client-to-client interaction via cloud. Section 6 discusses the
specification of client-centric identity and access management for cloud services.
Section 7 deals with the ASM ground models of the software components for
cloud service adaptivity. Section 8 highlights some aspects of verification of the
formal model of our integrated cloud system, which we are going to perform in the
near future. Finally, Sect. 9 discusses the related work, and Sect. 10 concludes this
chapter.

2 Cloud Computing and Access Control Techniques for
Cloud

In this chapter, we give a short overview on the basic notions of cloud computing
and on various cloud-related access control techniques in order to make this chapter
more self-containing as well as to facilitate its understanding for a wider audience.

2.1 Cloud Computing

Cloud computing appeared years ago as a buzzword in computing technology, being
related to other existing technologies, like grid computing and seen as a scalable
external data center [114]. Even though people are referring to cloud computing
since some time and many providers (Amazon, Rackspace, Google, Microsoft, IBM,
etc.) are suggesting that it’s a mature technology, we recognize cloud computing as
still an evolving paradigm [80].

The National Institute of Standards and Technology (NIST) is mentioning impor-
tant aspects of cloud computing in their definition: “Cloud computing is a model
for enabling ubiquitous, convenient, on-demand network access to a shared pool of
configurable computing resources (e.g., networks, servers, storage, applications, and
services) that can be rapidly provisioned and released with minimal management
effort or service provider interaction. This cloud model is composed of five essential
characteristics, three service models, and four deployment models” [80].
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Further on, they mention the cloud computing characteristics: on-demand self-
service, a consumer can automatically provision computing capabilities without the
need for human interaction; broad network access, services are available over the
network and accessed through a variety of mechanisms (e.g., mobile phones, tablets,
laptops, and workstations); resource pooling, a provider’s capability to use a multi-
tenant model for pooling computing resources in order to handle multiple clients;
rapid elasticity, the possibility to rapidly scale (in and out) resources; and measured
service, providers are using resources monitoring in order to optimize their services
and support the pay-per-use business model. Specific measurements are used, fitting
the type of service (e.g., storage, processing, bandwidth, and active user accounts).

Cloud providers offer their services (as a utility) conforming to the following
models: software as a service (SaaS), platform as a service (PaaS), and infrastruc-
ture as a service (IaaS). SaaS is a service model where a client uses applications
offered by the provider that run on a cloud infrastructure. Examples of this service
comprise Google Apps for Business [57] and Microsoft Office 365 [81]. PaaS offers
the client the possibility to deploy on a cloud infrastructure his or her applications
created using predefined languages, libraries, services, and tools that are supported
by the cloud provider. Microsoft Azure [15] and Google App Engine [60] are
two examples of such services. IaaS is a service model, which provides the client
fundamental computing resources, like processing, storage, and networks. In this
case, the client can also deploy operating systems, which in the case of PaaS is not
possible. An example of such a service model is the Amazon Elastic Compute Cloud
(Amazon EC2) [10].

There are also different deployment models of a cloud: private cloud (internal
data centers designed for a single organization), community cloud (used by several
organizations with shared interests), public cloud (made available for the general
public), and hybrid cloud (a combination of the all previous models: some parts of
the infrastructure are usable for the general public, while others are ready to use
only for some organizations).

Some of the disadvantages that come together with the adoption of cloud services
are the following [46, 52]: loss of governance, provider lock-in, isolation failure, and
security and privacy issues (insecure interfaces and APIs, malicious insiders, shared
technology issues, data loss or leakage, account or service hijacking, unknown risk
profile).

2.2 Access Management in Cloud Computing

A detailed description of identity and access management in cloud computing
can be found in [109]. The author describes four distinct identity and access
management scenarios within the domain of cloud computing. The first scenario
entails a traditional model where the client maintains a local identity and access
management system which is mirrored on the cloud provider. Such a model is useful
only in IaaS where the client has the ability to install custom software on his or her
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virtual machine. The second scenario entails a trusted model where the identity
information is shared to a cloud provider via the use of previously agreed-upon
identity federation protocols. In an identity provider scenario, the client either acts
or uses an external identity provider which makes use of common identity federation
protocols (such as OpenID, OAuth, SAML) to offer the identity-related information
to cloud services. Finally, the author of [109] describes a fourth model where the
client makes use of a cloud provider’s identity and access management system.
This system of all in the cloud means that the client has no control over the data
and must subscribe to a provider’s identity and access management system. Using
multiple services across multiple providers further increases the task of maintaining
the correct identity information data.

The authors of [63] provide a review of identity and access management in cloud
computing. They provide a description of identity and access management as well
as a description of existing tools for identity and access management. They then
provide a review of the existing identity and access management tools in cloud
computing. This review is extended by [83] where the authors better described the
technologies and protocols used in identity and access management emphasizing the
protocols for identity federation. For small and medium enterprises, [79] describes
the challenges when adopting cloud computing services. The authors provide a
detailed description of identity and access management in general, also emphasizing
the existing identity federation and open standards.

While the authors of [63, 79, 83] emphasize the use of identity federation and
existing open standards, it must be noted that most cloud providers tend to use the
“all in the cloud” approach when it comes to their identity and access management
systems. As such, most providers will offer their own identity system, often not
providing the option of using identity federation protocols such as OpenID or
OAuth. When such protocols are offered, the providers often act just as identity
providers and not relaying parties [50].

3 Overview of the Client-Cloud Interaction Software System

Roughly the formal model of cloud systems employed by us can be regarded as a
pool of resources equipped with some infrastructure services. Depending whether
these abstract resources represent only physical hardware and virtual resources or
the entire computing platforms, the model can be an abstraction of IaaS or PaaS,
respectively. The basic hardware (and software) infrastructure is owned by the cloud
provider, whereas the software running on the resources may be either rented or
owned by some tenants of the cloud (service owners). We assume that these software
products may in turn be offered as services (denoted by S1 : : : Si in Fig. 1) and thus
used by some groups of cloud users.

Accordingly, we apply a loose definition of the term service cloud here, where an
entity who is different from the cloud provider and who has disposal of the access
rights to some hardware or software resources running on the cloud may become
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Fig. 1 Architecture

a cloud service provider. Thus, from this aspect, the model can be regarded as an
abstraction of a mixture of SaaS and of IaaS (or a mixture of SaaS and PaaS).

We make a distinction between cloud service owners (or tenants) and cloud users
(or end users); see Fig. 1. Users are registered in the cloud, and they subscribe to
and use some (software) services available in the cloud. Service owners are usually
small and medium enterprises (SMEs) that contract with cloud providers, rent some
cloud resources, and/or bring and deploy their own resources (e.g., software service
instances, data, etc.) on the cloud which they share among their end users. Of course,
service owners can also act as normal users, which means they can use services
provided by other tenants.

A developed prototype of this cloud service system has been deployed for testing
purposes on Windows virtual machines under OpenStack cloud infrastructure
software on an IBM CloudBurst server machine.

Due to the applied ambient concept, the relocation of the system component is
trivial, and we can apply our model according to different scenarios (see Fig. 2a,
b). In our developed prototype and in our case studies (see Sect. 3.4), all our novel
software solutions discussed in this chapter are integrated into a compound software
component on the client side called the client-cloud interaction middleware, which
takes place among the end users, the service owners, and the cloud(s) in order
to manage the interactions between them; see Fig. 1. In this middleware-based
architecture, the various components (e.g., service plot management, client-to-client
interaction feature, identity and access management, and content adaptivity) are
only loosely coupled with each other; any of them can be eliminated and the others
still remain functional.

One of the advantages of the employed middleware-based configuration is that
the same instance of the infrastructure services is able to extend the functionalities
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Fig. 2 Application of our model according to different scenarios. (a) Scenario I. (b) Scenario II

of and to provide a transparent and uniform access to more than one cloud. It should
be noticed that the end users cannot bypass and omit the middleware and access
to the cloud services, since they do not have direct access to the cloud(s) (they
have credentials only to the middleware, and the middleware assigns permanently
or temporarily their credentials to cloud service accounts).

In the following, we give an overview of various components of our integrated
cloud service architecture, whose formal specifications are discussed in this chapter.
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3.1 A Cloud Architecture Equipped with Service Plots and a
Client-to-Client Interaction Feature

There are two major problems which we address with the discussed cloud architec-
ture model [30]: on the one hand, how to provide a transparent and uniform way
to interact with the end users, such that it allows the users to access and combine
the available functions of cloud services which may belong to various cloud service
owners (or tenants), and on the other hand, how to give full control into the hands
of the tenants over the usage of the cloud resources which they own or rent on the
cloud.

In our model, we assume that service instances are always equipped with
service operations denoted by unique identifiers o1,. . . , on; see Fig. 2a. These
service operations actually compose the interface of a service instance, and they
are exported from a service to be used by other systems or directly by users.

Furthermore, it is assumed in our approach that each service owner has a
dedicated contact point that resides out of the cloud. It is a special kind of client-
side device that can also act as a server for the cloud itself in some cases. Namely,
if a registered cloud user intends to subscribe to a particular service, he or she sends
a subscription request to the cloud, which may forward it to such a special kind
of client belonging to the corresponding service owner. This client responds with
a special kind of action scheme called service plot, which algebraically defines
and may constrain how the service can be used by the user (e.g., it determines
the permitted combination of service operations). This special kind of client of the
service owners is abstract in the current model.

The received service plots, which may be composed individually for each sub-
scribing user by service owners, are collected with other cloud functions available
for this particular user in a kind of personal user area by the cloud; see Fig. 2a.
Later, when the subscribed user sends a service request, it is checked whether the
requested service operations are allowed by any service plot. If a requested operation
is permitted, then it is triggered to perform; otherwise, it is blocked as long as a plot
may allow to trigger it in the future. Each triggered operation request is authorized
to enter into the user area of the corresponding service owner to whom the requested
service operation belongs. Here, a scheduler mechanism assigns to the request a one-
off access to a cloud resource on which an instance of the corresponding service
runs. Then the service operation request is forwarded to this resource, where the
request is processed by an instance of the service whose operation was requested.
Finally, the outcome of the performed operation returns to the area of the initiator
user, where the outcome is either stored or sent further to a given end-user device.

In this way, the service owners have direct influence on the service usage of
particular users via the provided service plots. If a user subscribes to more than
one service, he or she may have access to more than one plot. These plots are
independent from each other and they can be applied concurrently. If a service owner
makes available more than one service for a user, the owner has the choice either
to provide independent plots for the user or to combine some functions of various
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services into a common service plot. This conceptual solution shows a transparent
and uniform way how to provide an advanced access control mechanism for cloud
services without giving up the flexibility of heterogeneous cloud access to these
services.

Regarding our proposed cloud service model, one of the major questions can
be whether it is adaptable to nowadays leading cloud architectures and solutions
(e.g., Amazon S3, Microsoft Azure, IBM SmartCloud, etc.), since these systems
rule the market at present and they will have impact on the cloud business in the near
future as well. Since due to the applied ambient concept the relocation of the system
component is trivial, we can apply our model according to different scenarios. For
instance, all our novel methods including our client-cloud interaction solution can be
shifted to the client side and wrapped into a middleware software which takes place
between the end users and cloud in order to control their interactions; see Fig. 2b
(this scenario was implemented in the mentioned software prototype). Note that
the specified communication topology among the distributed system components
remains the same in both proposed scenarios.

Thinking further this second scenario, we can envisage a new (cloud) service
whose customers are enterprises that take over the role of the service owners in this
service, such that they can fully control how their employees can access and use
third-party clouds. Namely, assuming that these enterprises own or pay for various
cloud services, they can provide customized service plots for their employees via
such a client-cloud interaction controller service to restrict end-user accesses to the
available functions of these cloud services.

3.1.1 Client-to-Client Interaction

We also extended the model of our cloud service architecture with a client-to-client
interaction (CTCI) mechanism via a cloud architecture [29]. Our envisioned cloud
feature can be regarded as a special kind of services we call channels, via which
registered cloud users can interact with each other in an almost direct way and,
what is more, they are able to share available cloud resources among each other as
well.

Some use cases, which may claim the need of such CTCI functions, can be, for
instance, disseminating large or frequently updated data whose direct transmitting
meets some limitations or connecting devices of the same user (in the latter case, an
additional challenge can be during a particular interpretation of the modeled CTCI
functions, how to wrap and transport local area protocols, like upnp via the cloud).
See an overview of the formal model of CTCI in Sect. 5.3.
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3.2 Client-Centric Identity and Access Management in Cloud
Computing

The adoption of cloud-based services offers many advantages for small and medium
enterprises. However, a cloud-based approach also entails certain disadvantages.
The papers [7, 34, 46, 99] outline some of these disadvantages: loss of control,
contracting issues, provider lock-in, and other security and privacy issues. Such
issues imply an extra level of trust between a client and a cloud provider. With
respect to identity management, a loss of control implies that the client must
trust the cloud provider with sometimes critical or important identity information
such as credit card information. A potential client would prefer such data to be
stored on premise and only be offered to a service on demand. The vendor lock-
in issue might be mitigated by the adoption of services across multiple providers.
In this scenario, a problem arises in maintaining identity data across the providers.
Changing the surname, for example, entails changing this property for each service
in particular (especially if the service provider does not adopt open standards).
Our research is focused on providing a client-centric identity meta-system which
allows a client to maintain a private identity directory while offering individual
users automatic authentication to cloud-based services via a single sign-on, privacy-
enhanced service.

In the paper [115], we have introduced the concept of an identity management
machine (IdMM), an ASM-based, client-centric, single sign-on tool for small
and medium enterprises that want to adopt or migrate to cloud-based services.
This concept has been further refined in the paper [116] where we described the
architecture of the IdMM. As mentioned in the paper [116], the IdMM is composed
of six agents: the core agent (comprising the rules described in the paper [115]),
the client agent (managing the interaction with the client’s directory), the cloud
agent (used for the interaction with a cloud service), the user agent (handling the
interaction with an individual user), the protocol agent (used for protocol-based
authentication), and the provisioning agent (managing user provisioning, password
resets, and user de-provisioning). Apart from the core agent, each agent is defined
by further refinement of the abstract functions presented in the paper [115]. This
process is still an ongoing task, with the provisioning and protocol agents still left
at an abstract level. In the paper [117], we have described the IdMMClient agent by
further refinement of the client-side abstract functions. We also gave an example of
the IdMMClient’s interaction with an ApacheDS LDAP directory [11].

The IdMM makes an abstraction of the protocols used by both the client and
cloud provider for their identity management systems via the use of the abstract
functions presented in the paper [115]. Such functions leave the organizational
and implementation aspects of the identity management systems directly into the
hands of the end parties. To describe these functions, we must first consider
the interaction between a client and a cloud provider with respect to identity
management, authentication, and authorization. We consider three distinct cases of
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client-to-cloud interaction: the direct case, the obfuscated case, and the protocol-
based case.

3.2.1 Direct Client-to-Cloud Interaction

As showed by the authors of the papers [7, 34, 50], one of the greatest issues
surrounding identity management for cloud providers is the need of the cloud
provider to control the customer experience. Many providers make use of their own
custom-designed identity systems to which a client must subscribe. This means that
the client has no choice but to use the cloud provider identity system. While this
may be an inconvenience from a privacy point of view, the real problem lies in
managing the client’s information across multiple providers. A simple change, such
as changing a user’s address, entails changing the value on every single provider the
client uses. Any change made on the client side must also be made on the cloud via
the synchronization of attributes. Concurrently, any changes made by the provider
(such as the addition, replacement, or removal of an attribute) must be reflected in
the client’s directory system.

3.2.2 Obfuscated Client-to-Cloud Interaction

While the direct client-to-cloud interaction allows for an efficient use of cloud
services, it does suffer from a lack of privacy. Since all information about a client
is stored on the provider’s infrastructure, there is an increased risk that through data
leakage or unauthorized access, that information could fall into the wrong hands.
We mitigate this threat by introducing the concept of obfuscated identities.2

We consider an identity to be real if information contained corresponds to the
identity’s owner and is visible to any external entity. An obfuscated identity has its
information obfuscated. Depending on the method of obfuscation, the information
is either undecipherable or can only be deciphered by the owner of the identity.
We also consider a third kind of identity, a partially obfuscated identity. Such an
identity contains a mixture of real and obfuscated data. An example for the use of
real identities can be found in the usage of online stores where the information must
be accurate in order to process the payment and shipping. By contrast, one could use
obfuscated identities for a free online storage service. If, for example, the storage
service requires an age restriction, then one could use a partially obfuscated identity
where only the date of birth is real.

The usage of obfuscated and partially obfuscated identities is dependent on the
cloud service. As mentioned, some services do require real identities. Even if the
service can be used with obfuscated identities, we leave the matter in the hands of
the client. The client can choose whether or not to use obfuscation in such cases.

2For the purpose of this paper, we consider the definition of an identity as explained in paper [112].
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For partially obfuscated identities, we also allow the client to choose what real data
attributes are sent to a service.

3.2.3 Protocol-Based Client-to-Cloud Interaction

In recent years, there has been a drive to improve interoperability between cloud
providers mostly to prevent vendor lock-in. From an identity management perspec-
tive, the result has been the adoption of some open-based protocols to facilitate
both cloud interoperability as well as identity access management. Protocols such
as OAuth or OpenID represent an important tool for a client-centric identity
management system. They allow the provider to focus on the requirements of the
service while allowing access via the standard implementation of these protocols.
From the client’s perspective, such protocols allow for an easier integration across
multiple cloud providers. It must be noted however that such protocols do suffer
from a variety of security and privacy issues, as described in [50, 88].

3.3 Cloud Content Adaptivity

This subsection is giving an overview of the problem of adaptivity to different
services, devices, preferences, and environments. By adaptivity we understand that
all the services provided by the cloud to the client should be adapted on the fly to
the different contexts mentioned above.

The previously specified problem (initially presented in the paper [43]) is
described in Fig. 3. As an example, we use a database manager application, which
is deployed on the cloud. The user should be able to use the application (we can

Fig. 3 Problem description
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think of an application as of a list of services available in the cloud for that user)
from any device he or she logs in without having to install any other application.
How can we make the cloud services available on all devices? We need a general
application that will adapt to different end devices on the fly. The implementation of
a Web application (WA) comes as a solution to the client-cloud interaction, because
it transfers data among different software components, which execute on different
devices, using only the browser [85]. However, WAs do not have a precise definition
or a precise model to follow, because they are related to various standards and
implementation frameworks. To tackle this problem, we propose the conception of
a formal model prior to code development that would include a rigorous analysis.
Using formal modeling and verification, we want to guarantee reliability properties
in order to ensure that, e.g., the client will receive the same (or as similar as possible)
output independently of the device he or she is using. We show how requirements
can be captured with ASM ground models and how the refinement method can
be applied in order to link the ground models to pseudo-code. Together with the
refinement method, the ASM ground models are generating a documentation which
can be used for inspection, reuse, and maintenance.

We decided to use ASMs, instead of other modeling methods (e.g., Unified
Modeling Language (UML), finite-state machine (FSM)), for realizing the design
of the client-cloud interaction system, because with them, we can prove that the
system’s development is correct and reliable (we can check if the WA under
development behaves as expected). ASM method [25]:

• offers the possibility to design and analyze both procedural single-agent and
asynchronous multiple-agent distributed systems (as the cloud framework we
deal with). In ASMs, an action can be replaced in a refinement step by multiple
parallel actions [22], which means that by going from the current state to the
next state, the set of rules are executed simultaneously [23]. Because of these
attributes, the ASM method was chosen over the FSM.

• creates a high-level modeling at the level of abstraction (allowing to describe
complex systems, which can be easily understood by all the stakeholders)
and links the descriptions in a chain of coherent system models (that can
possibly bring to the implementation) using stepwise refinement. The former
characteristic improves upon the loose character of UML description, and the
second one also fills in a breach in UML [25].

• supports rigorous model validation and verification.

3.4 Cloudification Case Studies

In order to show and prove the feasibility and viability of our approach for control-
ling client-cloud interaction and managing access control, we have accomplished
two cloudification case studies.
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In the first case study, we took a stand-alone application called visual SQL [45,
66, 111], whose source code was available for us. Visual SQL is a software tool
which provides a graphical database description language to facilitate intelligent
conceptual diagramming of database queries. We adapted this software to an
existing cloud architecture and made it interoperable with the prototype of our
client-cloud interaction middleware software such that it provides access control
for this cloudified application. This work shows how software applications which
were originally designed for single usage on a local desktop use can be adapted to
a cloud infrastructure and equipped with a sophisticated access control mechanism
for multiple users.

The second case study was related to Office 365 which is a subscription-based
cloud service provided by Microsoft and which integrates other Microsoft online
services together such as Exchange Online, SharePoint Online, Lync Online, Web
Apps, and Office Professional Plus. We combined Office 365 with our client-
cloud interaction middleware such that its functionality was extended with an
access control mechanism, which is more sophisticated than its own. Namely,
Office 365 provides only a limited authority for customers/admin to control their
users.

This advanced access control which is achieved by the application of the client-
cloud interaction middleware cannot be bypassed by the end users, since they have
direct access only to the middleware, but not to the purchased Office 365 service
package of any customer (company) of client-cloud interaction middleware. For
instance, customers of client-cloud interaction middleware can restrict which end
user can make a copy from e-mails received in his or her Office 365 mailbox, who
can attach document stored in Office 365 to e-mails, or who can send e-mails to
external e-mail addresses using Office 365 mail service. We should emphasize that
this work was carried out in the way that we discovered and used only the publicly
available programming interfaces and tools for Office 365 and we did not get any
extra support from Microsoft.

An implemented prototype in the cases of both case studies, respectively, was
deployed for testing purposes on Windows virtual machines under OpenStack cloud
infrastructure software on an IBM CloudBurst server machine as well. It is beyond
the scope of this chapter to describe these case studies and their formal specification,
but we refer to [103], which discusses the first case study and its formal model in
details.

4 Preliminaries

In this section, we give a short summary on the applied formal approach as well as
ambient calculus and ambient ASM in order to facilitate the understanding of the
latter sections.



98 K. Bósa et al.

4.1 The Applied Formal Approach

For our research, we searched for a software engineering method by which both
the algorithms of the concurrent system components and the dynamic topology of
complex distributed and cloud systems can be formally described. As a first step,
we investigated the following two formal approaches:

• One of the most outstanding methods for formal modeling of distributed
components of (mobile) network applications is a calculus of mobile agents
called ambient calculus [38, 61]. This concept is simple, succinct, and sufficient
enough to efficiently describe locality as well as phenomena related to mobility.

Additionally, besides mobility, ambient calculus inherently supports the
reasoning of high-level abstraction of many security considerations which can
be defined by formulating the ability or inability of various entities to cross
certain physical or virtual barriers [37] (e.g., certain combinations of some
ambient expressions can be interpreted as firewalls that filter traffic according
to some security policies, others can be regarded as abstractions of certain access
controls or of ciphertext decodings, etc.). But one of its main drawbacks is that
the ambient calculus is not capable to treat the algorithmic specification of the
executable agents which appear in its ambient constructs.

• For this latter purpose, an obvious candidate would be the mathematically well-
funded and efficient software engineering method called abstract state machines
(ASMs) [25, 64]. ASMs have already demonstrated their usefulness and their
viability in many fields, for example, in the formal definition of sequential [65]
and parallel algorithms [19, 20], giving comprehensive high-level definition and
analysis (verification and validation) of Java programming language and of the
Java virtual machine [108], and modeling Web services [9]. However, there is a
limitation in ASMs to describe dynamically changing hierarchical structures of
components in distributed systems and to express some system properties which
depends on their distribution in space (e.g., local deadlock).

In [26], the ambient concept (notion of “nestable” environments where computa-
tion can happen) is introduced into the ASM method. In that article, it is also shown
how to encode the mobile ambients of ambient calculus in terms of ambient ASM
rules. Since one of the main goals of [26] is to reveal the inherent opportunities
of the new ambient concept introduced into ASMs, the presented definitions for
moving ambients are unfortunately incomplete.

In [31], we extended and completed the ASM rules mentioned above, such that
they fully capture the ambient calculus. By this, a new method is created in terms of
ASM rules, in which one is able to describe formal models of distributed systems
including mobile components in two different abstraction layers (see Fig. 4). This
means that while the algorithms and local interactions of executable agents are given
in terms of ASMs, the long-term interactions and movements of system components
via various administrative domains are specified with the terms of ambient calculus
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Fig. 4 Abstraction layers in
the chosen formal approach
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in our approach. This novel method makes possible in a given model that:

• the agents may not only be arbitrarily placed and linked initially, but the
composed structure is rearranged from time to time by the programs of agents
residing in it;

• the behavior of agents is influenced by their current spatial locations and
communication topology;

• one can express visibility and access conditions on ASM agents (or on some
administrative boundaries) explicitly.

Since the definition of ambient ASM is based upon the semantics of ASM without
any changes, each specification given this way can be translated into a traditional
ASM specification.

4.2 Ambient Calculus

The ambient calculus [38] was inspired by the �-calculus [82], but it focuses
primarily on the concept of locality and process mobility across well-defined
boundaries instead of channel mobility as �-calculus. The concept of ambient stands
in the center of the calculus; see a summary of the definition of ambient calculus in
Table 1.

The ambient calculus includes only the mobility and communication primitives
depicted in Table 1(A).3 The main syntactic categories are processes (including both
ambients and agents) and actions (including both capabilities and communication
primitives). A reduction relation P ��! Q describes the evolution of a term P

into a new term Q (and P ��!�
Q denotes a reflexive and transitive reduction

relation from P to Q).

3Name restriction creates a new (unique) name n within a scope P . One must be careful with the
term !(� n)P , because it provides a fresh value for each replica, so .� n/ŠP ¤ Š.� n/P .
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Table 1 Definition of ambient calculus

(A) The mobility and communication primitives

P; Q; R::= Processes

P j Q Parallel composition

nŒ P � Ambient

.� n/P Restriction of name n within P 3

0 Inactivity (skip process)

ŠP Replication of P

M:P (Capability) action M then P

.x/:P Input action (the input value is

Bound to x in P )

hai Async output action

M1: : : : :Mk A path formation on actions

M ::= Capabilities

IN n Entry capability (to enter n)

OUT n Exit capability (to exit n)

OPEN n Open capability

(To dissolve n’s boundary)

(B) Reduction (operational semantics)

P � P 0 ; Q � Q0; P �! Q H) P 0 �! Q0

P �! Q H) P j R �! Q j R

P �! Q H) nŒ P � �! nŒ Q �

P �! Q H) .� n/P �! .� n/Q

nŒIN m:P jQ� jmŒR� �! mŒnŒP jQ�jR�

mŒ nŒ OUT m:p jQ�jR� �! nŒP jQ�jmŒR�

OPEN n:P j nŒ Q � �! P j Q

.x/:P j hai �! P.x=a/

(C) Structural congruence (operational semantics)
P � P P � Q H) Q � P

P � Q; Q � R H) P � R P � Q H) P j R � Q j R

P � Q H) nŒ P � � nŒ Q � P � Q H)ŠP �ŠQ

P � Q H) .� n/P � .� n/Q P � Q H) M:P � M:Q

P � Q H) .x/:P � .x/:Q P j Q � Q j P

.P j Q/ j R � P j .Q j R/ ŠP � P j ŠP

.� n/.� m/P � .� m/.� n/P .� n/.P j Q/ � P j .� n/Q if n … f n.P /

.� n/.mŒ P �/ � mŒ .� n/P � if n ¤ m P j 0 � P

Š0 � 0 .� n/0 � 0

An ambient is defined as a bounded place where computation happens. An
ambient is written as n[P ], where n is its name, which can be used to control access
(entry, exit, communication, etc.), and a process P is running inside its body (P may
be running even if n is moving). Ambient names may not be unique. Ambients can
be embedded into each other such that they can form a hierarchical tree structure.
An ambient body is interpreted as the parallel composition of its elements (its local
ambients and its local agents) and can be written as follows:

nŒ P1 j : : : j Pk j m1Œ: : :� j : : : j mlŒ: : :� � where Pi ¤ mi Œ: : :�

An ambient can be moved. When an ambient moves, everything inside it moves
with it (the boundary around an ambient determines what should move together
with it). An action defined in the calculus can precede a process P . P cannot
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start to execute until the preceding actions are performed. Those actions that are
able to control the movements of ambients in the hierarchy or to dissolve ambient
boundaries are restricted by capabilities. By using capabilities, an ambient can allow
some processes to perform certain operations without publishing its true name to
them (see the entry, exit, and open in Table 1). In case of the modeling of a real-life
system, communication of (ambient) names should be rather rare, since knowing
the name of an ambient gives a lot of control over it. Instead, it should be common
to exchange restricted capabilities to control interactions between ambients (from a
capability, the ambient name cannot be retrieved).

4.3 Ambient ASM

The core idea of ambient ASM [26] is to introduce an implicit parameter curamb
to each location expressing a context for evaluation of terms and execution of
machines. Analogously to conventional implicit object-oriented parametrization
(e.g., this:f .x/ D f .x/), the dot term s:t is introduced, where s is a term standing
for an ambient expression, t is a term of the form f .t1; : : : ; tn/ and f is a location
symbol.

To each location, an additional argument is added for the ambient curamb in
which the location is evaluated. Moreover, the basic ASM classification of functions
and locations is extended with ambient-independent functions and locations (i.e.,
static or dynamic functions and location) whose values for a given argument do not
depend on any ambient expression.

An ASM is an ambient ASM if it can be obtained from a basic ASM [25] by
allowing for every given machine P also a machine of the following form:

amb exp in P

where execution of P is performed in the ambient exp (exp is bound to curamb).
Additionally, the notation nŒ P � introduced by Cardelli and Gordon [38] is also
defined in ambient ASMs as follows:

nŒ P � D amb n in P

The semantics of ambient ASMs is defined by transformation into basic ASMs
in [26].

4.3.1 Moving Ambients

In [26], an ASM machine called MOBILEAGENTSMANAGER is described as well,
which gives a natural formulation for the reduction of the three basic capabilities
(ENTRY, EXIT, and OPEN) of ambient calculus in terms of ambient ASM rules. For
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this machine, an ambient tree hierarchy is always specified initially in a dynamic-
derived function called curAmbProc. The machine MOBILEAGENTSMANAGER

transforms the current value of curAmbProc according to the capability actions
given in curAmbProc.

In [31], we presented an extended version of the ASM machine MOBILEAGENTS-
MANAGER, which fully captures the calculus of mobile agents4 and which is also
able to interpret (in the corresponding ambient contexts) the agents’ algorithms
given in terms of ASM syntax in curAmbProc. This updated ASM machine is
called EXTENDEDMOBILEAMBIENTMANAGER.

One of consequences of this is that one is able to describe formal models of
distributed systems including mobile components in the mentioned two abstraction
layers and apply some experimental validation on these models. This means that:

• a particular system model can be defined as part of the value of curAmbProc in
terms of ambient calculus terms (like what we did in Sect. 5.2) and in terms of
ASMs;

• either models of some external instruments or some (user) actions (see in
Sect. 5.1) can additionally be added to curAmbProc in parallel composition with
the given model (they will act the role of the environment of the system in a
particular case).

The value of curAmbProc will serve as input for the ASM machine EXTENDEDMO-
BILEAMBIENTMANAGER, which will transform the given value of curAmbProc (by
performing the possible reduction steps and by parsing the specified ASMs) in order
to check how the defined model interacts with its environment and how it behaves
in a particular situation.

4.4 Definitions

As Cardelli and Gordon showed in [38], the ambient calculus with the three basic
capabilities (ENTRY, EXIT, and OPEN) is powerful enough to be Turing complete.
But for facilitating the specification of such a compound formal model as a model
of a cloud infrastructure, we defined some new nonbasic capability actions encoded
in terms of the three basic capabilities.

All the new ambient calculus capabilities defined in this section either directly
appear in the presented cloud model in Sect. 5.2 or serve as a basis and were utilized
for the definitions of one or more subsequent capabilities presented in this section
as well. Table 2 summarizes the definitions of these nonbasic capabilities.

4Besides the three basic capabilities, the reductions of name restriction, input action, and
asynchronous output action as well as the structural congruence for replication are also defined
in terms of ambient ASM rules.
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4.4.1 Applied Notations

In the rest of this chapter, the term P ��!�
Q denotes multiple reductions. In

addition, P
asm��!�

Q denotes one or more steps of some ASM agents. We also apply
the following abbreviations:

M1: : : : Mn � M1: : : : :Mn:0 where 0 = inactivity

nŒ � � nŒ0� where 0 = inactivity

.� n1; : : : ; nm/P � .� n1/ : : : .� nm/P

4.4.2 Nonbasic Capabilities

Below we give an informal description of each nonbasic capability in Table 2. It is
beyond the scope of the chapter to present detailed explanations and reductions of
their ambient calculus-based definitions, but we refer to our former works [30] and
[28] for more details.

1. Renaming This capability is applied to rename an ambient comprising this
capability. Such a capability was already given in [38], but our definition differs
from Cardelli’s definition. In the original definition, the ambient m was not
enclosed into another, name-restricted ambient (it is called s in our definition),
so after it has left ambient n, n may enter into another ambient called m (if more
than one m exist as sibling of n).

2. Seeing This operation was defined in [38], and it is used to detect the presence
of a given ambient.

3. Wrapping Its aim is to pack an ambient comprising this capability into another
ambient.

4. Allowing Code This capability is just a basic OPEN capability action. It is
applied if an ambient allows/accepts an ambient construct (which may be a bunch
of foreign codes) contained by the body of one of its sub-ambients (which may
be sent from a foreign location). The name of the sub-ambient can be applied
for identifying its content, since its name may be known only by some trusted
parties.

5. Draw in (an Ambient) The aim of this capability is to draw in a particular
ambient (identified by its name) into another ambient (which contains this
capability) and then to dissolve this captured ambient in order to access its
content. For achieving this, a mechanism (contained by the ambient key) is
applied which can be regarded as an abstraction of a kind of protocol identified
by key. The ambient key enters into one of the available target ambients which
should accept its content in order to be led into the initiator ambient.

6. Draw in then Release a Lock This capability is very similar to the previous one,
but after m has been captured by n (and before m is dissolved), n is wrapped by
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another ambient. The new outer ambient is usually employed as release for a
lock.5

7. Concurrent Server Process This ambient construct can be regarded as an
abstraction of a multi-threaded server process. It is able to capture and process
several ambients having the same name in parallel. In the definition, n is a
replicated ambient whose each replica is going to capture another ambient called
m. Since there is a name restriction quantifier in the scope of the replication
sign, which bounds the name n, a new, fresh, and unique name (denoted by
n

uniq
k ) is generated for each replica of n. One of the consequences of this is that

nobody knows from outside the true name of a replica of the ambient n, so each
replica of n is inaccessible from outside for anybody (even for another replica of
n too).

5 The Specification of the Cloud Service Architecture Based
on Ambient ASM

As was explained at the end of Sect. 4.3.1, the model of our cloud architecture
is given as part of the value of the dynamic-derived function called curAmbProc,
which serves as input for the ASM machine EXTENDEDMOBILEAMBIENTMAN-
AGER [31].

curAmbProc := root[ Cloud j Client1 j. . . j Clientn ]6

In this section, we focus on the system configuration scenario, where the model of
our new software solutions is integrated with a cloud model (see Fig. 2a); however,
due to the applied ambient concept, the relocation of the new infrastructure services
into a middleware component within the model (see Fig. 2b) cannot be a problem.

In the formal model discussed in this section, we assume that there are some
standardized public ambient names, which are known by all contributors. We
distinguish the following kinds of public names: addresses (e.g., cloud, client1, . . . ,
clientn), message types (e.g., reg.istration/, request, subs.cription/, returnValue,
etc.), and parts of some common protocols (e.g., lock, msg, intf , access, out, o1,
. . . , os , op). All other ambient names are nonpublic in the model which follows.

In this section, we leave the end devices on the client-side abstract, but we define
some user actions with which the cloud service architecture is able to interact.

5In ambient calculus, the capability OPEN n.P is usually used to encode locks [38]. Such a lock
can be released with an ambient like n[ Q ] whose name corresponds with the target ambient of
the OPEN capability.
6The ambient called root is a special ambient which is required for the ASM definition of ambient
calculus; see [26] and [31].
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5.1 User Actions

In the model, user actions are encoded as messages. A user can send the following
kinds of messages to the cloud:

MsgFrame � msg[ IN cloud.ALLOW intf .content ]
where content can be

RegMsg � reg[ ALLOW CID.hUIDxi ]

SubsMsg � subs[ ALLOW CID.hUIDx; SIDi ; pymti ]

RequestMsg � request[ IN UIDx j
oi [ ALLOW op.hclientk; argsi i ] j
:
:
:

oj [ ALLOW op.hclientk; argsj i ] ]

AddClMsg � addCl[ IN UIDx j ALLOW CID.hclientk; pathl ; UID.on clientl /i ]

AddChMsg � addCh[ ALLOW CID.hUIDx; cnamei ]

SubsToChMsg � subsToCh[ ALLOW CID.hUIDx; cname; uname; clientk; pymti ]

ShareInfoMsg � share[ IN CHIDi j ALLOW CID.hsndr; rcvr; infoi ]

ShareSvcMsg � share[ IN CHIDi j ALLOW CID.hsndr; rcvr; info; oi ; argsP; argsFi ]

In the definitions above, the ambient msg is the frame of a message; the term
IN cloud denotes the address to where the message is sent; the term ALLOW intf
allows a (server) mechanism on the target side which uses the public protocol intf
to capture the message; and the content can be various kinds of message types. The
term ALLOW CID denotes that the messages are sent to a service of a particular
cloud which identifies itself with the nonpublic protocol/credential CID (stands for
cloud identifier).

The first three kinds of messages were introduced in the original model. In a
RegistrationMsg, the user x provides his or her identifier UIDx that he or she is
going to use in the cloud. By a SubscriptionMsg, a user subscribes to a cloud service
identified by SIDi ; the information represented by pymt proves that the given user
has paid for the service properly.

Again, cloud services provide their functionalities for their environment (users or
other services) via actions called service operations in our model. In a RequestMsg,
a user who has subscribed to some services before can request the cloud to perform
some service operations belonging to some of these services. oi and oj are the
unique names of these service operations and denote service operation requests;
clientk is the identifier of a target location (usually a client device) to where the
output of a given operation should be sent by the cloud; and argsi and argsj are the
arguments of the corresponding requested service operations. Furthermore, the term
IN UIDx represents the address of the target user area within the cloud, and ALLOW

op denotes that the request will be processed by a service plot, which expects service
operation requests (and which interacts with the request via the public protocol op).
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The rest of the message types is used by the CTCI functions; see Sect. 5.3. With
AddClMsg, a user can register a new possible target (client) device or location for
the outcomes of the requests initiated by him or her. Such a message should contain
the chosen identifier clientk of the new device, the address pathl of the device, and
the user identifier UID.on clientl / used on the given target device.

By AddChMsg, users can open new channels; by SubsToChMsg, users can
subscribe to channels; and by ShareInfoMsg and ShareSvcMsg, users can share
information as well as service operations with some other users registered in the
same channel. For the detailed description of the argument lists of these last four
messages, see Sects. 5.3.1–5.3.3.

5.2 The Formal Model of the Cloud Architecture

The basic structure of the defined cloud model, which is based on the simplified
infrastructure as a service (IaaS) specification given in [31], is the following:

cloud � (� fw, q, rescr1,. . . rescrm)cloud[
interface j
fw [ rescr1[ service1 ] j. . . j rescrl [ service1 ] j rescrlC1[ service2 ] j. . . j rescrm[ servicen ] j

q[ !OPEN msg j BasicCloudfunctions j CTCI functions j
UIDx[ userIntf ] j. . . j UIDy[ userIntf ] j
UIDowner

v [ ownerIntf ] j. . . j UIDowner
w [ ownerIntf ]

] ] ]
where

interface � SERVERn
intf msg.IN fw.IN q.n BE msg

In the cloud definition above, the names of the ambients fw, q, and
rescr1,. . . rescrm are bound by name restriction. The consequence of this is that
the names of these ambients are known only within the cloud service system, and
therefore the contents of their body are completely hidden and not accessible at all
from outside of the cloud. So each of them can be regarded as an abstraction of a
firewall protection.

The ambient expression represented by interface “pulls in” into the area protected
by the ambients fw and q any ambient construct which is encompassed by the
message frame msg. The purpose of the restricted ambients fw and q is to prevent
any malicious content which may cut loose in the body of q after a message frame
(msg) has been broken (by OPEN msg) to leave the cloud together with some
sensitive information. For more details, we refer to [30].

The restricted ambients resrc1,. . . , resrcm represent computational resources of
the cloud. Within each cloud resource, some service instances can be deployed. A
service may have several deployed instances in a cloud (see instances of service1 in
resrc1,. . . , resrcl above).

Every user area is represented by an ambient whose name corresponds to the cor-
responding user identifier UIDi . Furthermore, the user areas extended with service
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owner role are denoted by UIDowner
i . The terms denoted by BasicCloudfunctions are

responsible for cloud user registration and service subscription. Finally, the terms
denoted by CTCIfunctions encode the client-to-client interaction.

It is beyond the scope of this chapter to describe all parts of this model in detail
(e.g., the structure of service instances servicei , the functions of a service owner
area ownerIntf , and the ASM agents in BasicCloudfunctions). For the specification
of these components, we refer to [30].

5.2.1 User Access Layers

A user access layer (or user area) may contain the following mechanisms: accepting
user requests (!ALLOW request), accepting new plots (!ALLOW newPlot), and
accepting outputs of service operations (!ALLOW returnValue) and some service
plots.

userIntf �
!ALLOW request j !ALLOW newPlot j clientRegServer j !ALLOW returnValue j
PLOTSIDi j. . . j PLOTSIDj j
sortingOutput j client1[ postingclient1 ] j. . . j clientk[ postingclientk ]

where
sortingOutput � !(o, client, a).output[ IN client.ALLOW CID j ho; client; ai ] ]

clientRegServer � SERVERn
CID addCl.(client, path, UID).(n BE client j postingclient )

postingclienti � SERVERn
CID output.(o, client, a).

OUT clienti .forwardToclienti .returnValue[ IN UID.on clienti / j ho; client; ai ] ]

forwardToclienti � n BE outgoingMsg.OUT UIDx .leavingCloud.pathi

leavingCloud � OUT q.OUT fw.OUT cloud.outgoingMsg BE msg

clientRegServer is applied to process every AddClMsg sent by the corresponding
user. It creates new communication endpoint for target (client) devices. Each
endpoint is encoded by an ambient whose name clienti corresponds with the given
identifier provided in a message AddClMsg. By these endpoints, outputs of service
operations can immediately be directed to registered (client) devices after they
are available. Of course, if no target device or a non-registered one is given in a
RequestMsg, the outcome will be stored in the area of the user.

Every service operation output, which is always delivered within the body of
an ambient called returnValue, consists of three parts: the name of the performed
service operation, the identifier of a target location to where the output should be
sent back, and the outcome of the performed service operation itself.

sortingOutput distributes every service operation output among the communi-
cation endpoints in an ambient called output. The mechanism postingclienti , which
resides in each communication endpoint, is responsible to wrap each output of
service operations which reaches the corresponding endpoint again into an ambient
returnValue and to forward it to the specified user UID.on clienti / on the corresponding
device clienti . It is beyond the scope of this chapter to present a reduction on how a
simple request is processed in our model, but we refer to [30] for more details.
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5.2.2 Service Plots

According to [96], a plot is a high-level specification of an action scheme, i.e.,
it captures possible combination of actions (e.g., service operations) in order to
perform a certain task. As it has been mentioned in Sect. 3.1, in our model, service
plots are provided by the service owners who have disposal of access rights of the
services and they are placed into the user areas during the service subscriptions.
The purpose of their usage is to determine the permitted combination of service
operations which can be used by the user with his/her valid subscriptions.

For an algebraic formalization of plots, Kleene algebras with tests (KATs) [70]
have been applied in [94, 95]. Then a plot is an algebraic expression that is composed
out of elements of a carrier-set K containing two elementary operations 0, 1 and
elementary processes (or propositional atoms), of binary operators � and +, and of
unary operators � and N, the last one being only applicable to propositions.

For our purposes, we employ a simplified definition of service plots where we
leave the propositional ground of KATs. This means that in a service plot, the
elementary processes (e.g., oi ; oj 2 K) correspond to slots for operation requests
such that each slot can accept and permit a request only for a particular service
operation, � denotes a sequence (e.g., oi � oj or oioj ), + denotes a choice (e.g.,
oi C oj ), and � denotes iteration (e.g., o�

i ). In addition, we can simulate parallelism
by equating oi j oj with oi oj C oj oi ; so in fact, we are interested in interleaved,
concurrent service operations when we talk of parallel composition of plots.

It is beyond the scope of the chapter to discuss service plots in detail; for more
information, see [30].

5.3 Client-to-Client Interaction Feature

Again, the client-to-client interaction in our model is based on the constructs called
channels. These are represented by ambients with unique names denoted by CHIDi

which contain some mechanisms whose purpose is to share some information and
service operations among some subscribed users; see below:

CTCI functions �
CHID1[ channelIntf ] j. . . j CHIDl [ channelIntf ] j
SERVERn

CID addCh.(UID, cname).CHMGR(n, UIDx , cname) j
SERVERn

CID subsToCh.(UID,cname,uname,client,pymt).
CHSUBSMGR(n, UID, cname, uname, client, pymt)

where
channelIntf � SERVERn

CID share.
((sndr, rcvr, info).hsndr;rcvr;info; undef; undef; undefi j
(sndr, rcvr, info, o, argsP, argsF).SHARINGMGR(n, sndr, rcvr, info, o, argsP, argsF))
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The specification above contains three ASM agents called CHMGR, CHMGR,
and SHARINGMGR, whose complete ASM definitions are given in [29], but it is
beyond the scope of this chapter to describe them here.

Every cloud user can create and own some channels by sending the message
AddChMsg7 to the cloud, where an instance of the ASM agent CHMGR, which
is equipped with a server mechanism, processes such a request and creates a new
ambient with unique names for the requested channel; see Sect. 5.3.1.

If a user would like to subscribe to a channel, he or she should send the message
SubsToChMsg to the cloud. The server construct belonging to the ASM agent
CHSUBSMGR is responsible for processing these messages; see Sect. 5.3.2. In the
subscription process, the owner of the channel can decide about the rights which
can be assigned to a subscribed user. According to the presented high-level model,
the employed access rights are encoded by the following static nullary functions:
listening is a default basic right, because everybody who joins a channel can receive
shared contents; sending authorizes a user to send something to only one user at a
time; and broadcasting permits a user to distribute contents to all members of the
channel at once.

Both ShareInfoMsg and ShareSvcMsg are processed by the same server which
belongs to the ASM agent SHARINGMGR and which is located in the body of
each ambient CHIDi ; see Sect. 5.3.3. In the case of ShareInfoMsg, the server first
supplements the argument list of the message with three additional undef values,
such that it will have the same number of arguments as ShareSvcMsg has. Then an
instance of the ASM agent SHARINGMGR can process the ShareInfoMsg similarly
to ShareSvcMsg (the first three arguments are the same for both messages).

5.3.1 Establishing a New Channel

CHMGR is a parameterized ASM agent, which expects UID of the cloud user who
is going to create a new channel and cname which is the name of this channel as
arguments. The additional argument n is the unique name of an ambient which was
provided by the surrounding server construct and in which the current AddChMsg is
processed by an instance of this agent (such an argument is also applied in the case
of the other ASM agents below).

First, the agent checks whether the given UID has already been registered on the
cloud and whether the given name cname has not been used as a name of an existing
channel yet. If it is the case, the agent generates a new and unique identifier denoted
by CHID for the new channel; and it inserts into an abstract database a new entry
with all the details of the new channel which are the channel identifier, the channel
name, and the identifier of the owner.

Then it creates an ambient called CHID with the terms denoted by channelIntf
in its body which encode the functions of the new channel. By the abstract tree

7User actions AddChMsg, SubsToChMsg, ShareInfoMsg, and ShareSvcMsg are defined in Sect. 5.
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manipulation operation called NEWAMBIENTCONSTRUCT8 introduced in [31], this
generated ambient construct is placed into the ambient tree hierarchy as sibling of
the agent.

Although a channel is always created as a sibling of the current instance of
CHMGR, it contains the capability action OUT n; so as a first step, it leaves the
ambient n which was provided by the surrounding server construct and in which the
message was processed. After that, it is prepared to serve as a channel for client-to-
client interaction (it is supposed that the name cname of every channel is somehow
announced among the potential users).

5.3.2 Subscribing to a Channel

CHSUBSMGR is a parameterized ASM agent, which expects the following as
arguments: UID of the user who is going to subscribe to the channel, cname which
is the name of the channel, uname which is the name that the user is going to use
within the channel, client which is the identifier of a registered client device to where
the shared content will be forwarded, and pymt which is some payment details if it
is required. A user can register to a channel with different names and various client
devices in order to connect these devices via the cloud.

First, the agent checks whether the given UID and cname have already been
registered on the cloud and whether the given uname has not been used as a name
of a member of the channel yet. If it is the case, the agent informs the owner of the
channel about the new subscription, who responses with a set of access rights to the
channel that he or she composed based on the information given in the subscription.

If the subscription has been accepted by the owner and besides listening, some
other rights are granted to the new user, an ambient construct is created and
sent as a message returnValue to the user by NEWAMBIENTCONSTRUCT. This
message contains the capability IN CHID by which the new user can send messages
called ShareInfoMsg and ShareSvcMsg into the ambient CHID which represents the
corresponding channel (the owner of a channel also has to subscribe in order to
receive this information and to be able to distribute content via the channel).

5.3.3 Sharing Information via a Channel

Every server construct in which the agent SHARINGMGR is embedded is always
located in an ambient which represents a particular channel and whose name
corresponds to the identifier of the channel. In order to be able to perform its task,
it is required that each instance of SHARINGMGR knows by some static nullary
function called myChId the name of the ambient in which it is executed.

8This is the only way how an ASM agent can make changes in the ambient tree hierarchy contained
by dynamic-derived function curAmbProc [31].
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SHARINGMGR is a parameterized ASM agent, which expects the following
arguments: sndr is the registered name of the sender, rcvr is either the registered
name of a receiver or an asterisk “*,” and info is either the content of ShareInfoMsg
or the description of a shared service operation in ShareSvcMsg. The last three
arguments are not used in the case of the message ShareInfoMsg, and the value
undef is assigned to each of them by the surrounding server construct. In the
message ShareSvcMsg, o denotes the unique identifier of the service operation that
sndr is going to share, argsP denotes the arguments of o that rcvr can freely modify
if he or she calls the operation, and argsF denotes that part of the argument list of
o, whose value is fixed by sndr.

The agent first generates a new and unique operation identifier for the service
operation o (if o is not equal to undef). This new identifier which is stored in
the nullary location function shOp will be announced to the channel member(s)
specified in rcvr. In the next step, the agent checks whether the sndr is a registered
member of the channel. Then if the given value of rcvr is equal to “*,” the agent
broadcasts the corresponding message(s) to all members of the channel. Otherwise,
if the value of rcvr corresponds to the name of a particular member of the channel,
the agent sends the corresponding message(s) only to him or her.

In the case of the processing of ShareInfoMsg, the agent sends to the member(s)
specified in rcvr the message sharedMcontent1 (for its definition, see Table 3), which
contains the sender sndr and the shared information info.

In the case of the processing of ShareSvcMsg, two ambient constructs are created
by NEWAMBIENTCONSTRUCT. The first one is the message sharedMcontent2 (for its
definition, see Table 3) and it is sent to the member(s) specified in rcvr. It contains
the sender sndr, the new operation identifier shOp, the list of public arguments
argsP, and the informal description of the shared operation denoted by info.

The second ambient construct is the plot PLOTshOp (for its definition, see Table 3)
enclosed by the ambient newPlot and equipped with some additional ambient
actions (see the underlined capabilities in the definition of sharedPlot in Table 3)
which move the entire construct into the user area of the channel member(s)
specified in rcvr, where the plot will be accepted by the term !ALLOW newPlot.

Table 3 Definitions of ambient constructs used by the ASM agent SHARINGMGR

sharedMcontenti � returnValue[ OUT n.OUT myChId.IN UID.hcname; client; contenti i ]

content1 � {“sender:” sndr, “content:” info}

content2 � {“sender:” sndr, “operation:” shOp, “arguments:” argsP, “description:” info}

sharedPlot � newPlot[ OUT n.OUT myChId.IN UID j PLOTshOp ]

PLOTshOp � SERVERs
op shOp.triggero

triggero � (� tmp)

(client, argsP).(OUT UID.IN UIDsndr.s BE request j
o[ ALLOW op.htmp; .argsP n argsF/ C argsFi ] j
tmp[ ALLOW output j CID[ (o, c, a).OUT UIDsndr .

IN UID.tmp BE returnValue.hshOp; client; ai ] ] )
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The execution of the shared service operation shOp can be requested in a usual
RequestMsg as normal service operations. The PLOTshOp is a plot, which can accept
service operation requests for shOp several times. It is a special plot, because instead
of triggering the execution of shOp as in the case of a normal operation, a normal
plot does (see [30]); it converts the original request to another request for operation o

by applying the term triggero. This means that it substitutes the operation identifier
o for shOp, it completes its argument list with argsF, and it forwards the request for
o to the user area of the user sndr who actually has right to trigger the execution of
the operation o.

To the new request, the name-restricted ambient tmp is attached (see its definition
within the definition of triggero in Table 3), whose purpose is similar to the
communication endpoints of registered clients. Namely, it is placed into the user
area of sndr temporarily and it is responsible to forward the outcome of this
particular request from the user area of sndr to the user area of the user who initiated
the request. It is beyond the scope of this chapter to present a reduction on how a
particular request for a shared operation is processed in our model, but we refer
to [29] for more details.

6 The Specification of the Identity Management Machine

The identity management machine (IdMM), first presented in the paper [115], is
a privacy-enhanced client-centric identity meta-system based on the concept of
abstract state machines. The IdMM provides a “proxy” between a client and cloud-
based identity management solutions “translating” the protocols used by the client
to manage identities to a set of protocols used by cloud providers. The IdMM can
then authenticate a user to a given cloud service as well as manage any private
identity-related data stored on the cloud.

As mentioned in Sect. 3.2, the IdMM is composed of six agents. Figure 5
details the overall architecture of the system. The six agents, first introduced
in the paper [116], define the various interactions needed for the authentication,
de-authentication, and attribute synchronization for cloud services, based on the
abstract functions described in Fig. 6. In this section, we will give an overview for
of the agents: the core, client, cloud, and user agents. We will then detail a proof-of-
concept implementation previously presented in [119]. Since the specification of the
agents is still an ongoing task, we will end this section with a description of future
work on the IdMM.
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Fig. 5 IdMM architecture

Fig. 6 Abstract functions

6.1 The IdMM Core Agent

The core agent for our client-centric solution is described in the paper [115]. The
agent has nine states (Fig. 7). The initial state of the IdMM is UserLogin. While in
this state, the user is prompted to input his or her credentials and is subsequently
authenticated to the machine. If a user cannot be authenticated, the machine halts
with the appropriate error. When a user wants to log out, the event triggered will
set the state to UserLogout. This will log the user out of the machine, set the state
to UserLogoutService which logs the user out of every single service he or she was
connected to, and halt the execution of the machine. The termination of the machine
occurs in the halt state. If an error exists, the appropriate message will be displayed
to the user.

When the user wants to use a specific service, he or she will specify the service’s
uniform resource identifier (URI). The event triggered by this action will set the
state to ServiceLogin. In the ServiceLogin state, the machine attempts to find the
matching service given the URI. If no services can be found, an error message is
triggered. If a service is found, the state will be set to AuthorizeLogin. In case the



A Formal Model of Client-Cloud Interaction 115

Fig. 7 IdMM flow

user is already connected to the service, he or she will be redirected to the given
URI. The authorization is done by the AuthorizeLogin state. If the user has the
appropriate access rights, the state is set to PerformLogin where the machine checks
the type of identity required and sets the state to PerformObfuscatedLogin. If the
service supports protocol-based authentication, then PerformObfuscatedLogin will
switch to PerformProtocolLogin, which will perform the authentication based on a
given protocol. In case the service does not support protocol-based authentication,
the machine will perform the authentication with the given identity. The machine
switches to the ServiceLogout state when a log-out event is triggered. In this state,
the IdMM searches for the matching service and performs the log-out.

To describe the rules for each state, we make use of abstract functions (Fig. 6).
The client-side functions, cloud-based functions, and user-based functions will
be further refined by describing the IdMMClient, IdMMCloud, IdMMProtocol, and
IdMMUser agents. To ease this process, we keep the underlying communication
layers abstract.9 The system functions include two important functions: random and
setUserAttr. In order to handle an obfuscated identity, we use the function users to
select a list of the obfuscated identities contained in the client’s directory. We would
then choose a random identity from this list and use it to authenticate the required
cloud service. At present, we propose that the function random be restricted to only
this requirement. More research can be conducted in this topic to further enhance

9In the paper [119], for example, we have included the IdMMClient agent as part of a Tomcat server.
The communication with the core agent is done via the Google Web Toolkit RPC framework.
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privacy. For instance, we might choose not to include identities that have been
previously used with the given service. If the service requires a partially obfuscated
identity, we use the function setUserAttr to replace some of the obfuscated values
in the identity with real values that correspond to the current user.

6.2 The IdMM Client Agent

The IdMMClient agent is responsible with the interaction with the client’s directory
service. It retrieves any relevant information from the directory service and converts
it to the IdMM’s data structures. To achieve this, we have further refined the
client-side functions presented in Fig. 6. Apart for the getAuthAttrs function, the
refinement involves introducing a new submachine for each client-side function.10

The refinement of the client-side functions is described in the paper [117]. To
allow a seamless adoption of the IdMM, we make an abstraction with respect to the
client’s directory. The refinement of the client-side functions yielded an interface
(client interaction interface) of 20 directory-dependent functions (Fig. 8). In
addition to the interface, the refinement of the client-side functions also yielded a list
of parameters for each of the submachines. These parameters include information
about the client’s directory (location, authentication mechanism, credentials) as well
as information about the structure of the client’s directory. In the paper [117], we
illustrated how to implement a client interaction interface for an ApacheDS server.11

Fig. 8 Client-side function refinement

10For the purpose of this paper, we will not detail each submachine. The refinement and description
of the client side functions are described in the paper [117].
11ApacheDS [11] is a Java-based embeddable directory server certified by the Open Group as
LDAPv3 (Lightweight Directory Access Protocol) [101] compatible.
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We used the Novell LDAP Classes for Java API [84] to facilitate the interaction with
the ApacheDS server.

6.3 The IdMM Cloud Agent

The IdMMCloud agent is responsible for the interaction with any cloud service.
Its purpose is to authenticate or de-authenticate a user to/from a given cloud
service and, when needed, to perform attribute synchronization (see Sect. 3.2.1).
To achieve this goal, the cloud-based abstract functions presented in Fig. 6 must
be further refined. At present, we have the specifications for only the direct and
obfuscated client-to-cloud interaction scenarios presented in Sect. 3.2. Our current
work entails the understating and specification of the protocol interaction as detailed
in Sect. 10. As such, the refinement of the functions performLogin, performLogout,
and syncServiceAttr is achieved by introducing the IdMMCloud submachine as
presented in the paper [120].

Since the direct interaction scenario takes into consideration the fact that different
cloud providers will have different authentication systems, we have introduced the
concept of a cloud plug-in (Fig. 9). This interface represents a set of functions
that will be used for authentication, de-authentication, and attribute synchronization
on various cloud services. For each cloud service used, an implementation of this
interface must be provided. We consider two distinct ways for authentication, de-
authentication, and attribute synchronization. In case the service provider already
offers an API for this purpose, we simply use the functions makeAPIAuthentication,
makeAPIDeAuthentication, and makeAPISync. If the service provider does not have
such an implementation, we use a custom-created one marked by the generic
functions. For example, we use the functions requestAuthParameters and parseAu-
thParameters to obtain all parameters used for the authentication process. We then
use the functions requestGenericAuthentication and parseGenericAuthentication to
make the actual authentication process.

Fig. 9 Cloud plug-in
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Fig. 10 IdMMCloud flow

The rules for the IdMMCloud submachine are presented in the paper [120]. The
initial state of the machine depends on the function being called. For the function
performLogin, the initial state will be PerformLogin (Fig. 10). Similarly, the initial
states will be PerformLogout and SyncServiceAttrs for the functions performLogout
and syncServiceAttrs. While in these states, the appropriate values of the machine’s
dynamic frame are set and the state is set to FindPlugin. In this state, the machine
attempts to find a plug-in that matches the provided service. If no plug-in is
found, the machine halts. When a plug-in is found, the state of the machine is
set to DetermineType. The rules for this state determine which of the MakeAPI-
Auth, MakeAPIDeAuth, MakeAPISync, MakeGenericSync, MakeGenericAuth, or
MakeGenericDeAuth states will be chosen based on the type of the request and
whether the service offers an API. While in the aforementioned states, the actual
authentication, de-authentication, or attribute synchronization processes take place
via the use of the CloudPlugin functions presented in Fig. 9.
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6.4 The IdMM User Agent

The IdMMUser agent is responsible for the interaction with the user. It handles inputs
from the user and displays the appropriate messages. This goal is achieved by imple-
menting the user-based functions presented in Fig. 6. Since the implementation of
these functions is software dependent, we opted to keep the functions abstract.

The function prompt is used to prompt the user into typing his or her credentials
and returns a list of attributes representing the credentials. The function error is used
to notify the user of an error that occurred during the authentication process. The
function redirect is used to redirect the user to a specific URI, specified as a parame-
ter. The event triggered by the user entering a URI will call the function triggerAuth
which changes the state of the IdMM core agent to ServiceLogin. When the user
wants to de-authenticate from a service, the underlying event will call the function
triggerDeAuth, causing the state of the core agent to change to ServiceLogout. The
de-authentication from the IdMM is done via the triggerLogoff function, which sets
the state to UserLogout. During the implementation phase described in the paper
[119], we became aware that some Web-based applications do require the user to
enter dynamically generated data for the sole purpose of disallowing automated
requests. Most often, this is achieved via captcha messages. As such, we were forced
to introduce a new user-based function, String captcha.Object message/, to allow
the user to input captcha messages.

6.5 A Proof-of-Concept Implementation

In the paper [119], we described a proof-of-concept implementation for the IdMM
focusing primarily on software-as-a-service (SaaS) platforms. The implementation
follows the architecture described in Fig. 5. We used an ApacheDS [11] directory
service running in a cloud-based environment on a private virtual machine. The
implementation for the IdMMClient agent is running as part of an Apache Tomcat
[12] server. The communication between the IdMMClient agent and the ApacheDS
service is done via the use of the Novell LDAP Classes for Java [84]. The client
interaction parameters described in Sect. 6.2 are stored in a .properties file (as
opposed to an XML file as described in the paper [117]). The Tomcat server hosting
the IdMMClient agent is running on a public virtual machine in the same cloud-based
environment as the ApacheDS server.

The IdMMCore, IdMMCloud, and IdMMUser agents are running as part of a Google
Chrome browser extension. Since the specification of Google Chrome extensions
[58] entails the use of JavaScript, as opposed to the usage of Java for the IdMMClient,
we opted to use the Google Web Toolkit framework [59]. By using this framework,
we can restrict the programming language of the implementation to only Java,
leaving the compilation of the code to JavaScript down to the GWT framework.
The communication between the IdMMCore agent and the IdMMClient agent (for
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the execution of the client-side function presented in Fig. 6) is achieved by using
GWT’s own RPC framework. The credentials returned by the user-based function
prompt() as well as the address of the IdMMClient are stored in encrypted format
in the browsed local storage environment. The user may modify the values via
the use of the extension’s option page. All communication between the client’s
directory and the IdMMClient agent, IdMMCore, and IdMMCloud agents is encrypted.
Any privacy-related data stored in the dynamic frame is encrypted as well.

A demo of the implementation can be found in [118].

7 Cloud Content Adaptivity Specification

The adaptivity solution, first presented in [43], uses a WA wrapped inside a
middleware system to adjust cloud services to client’s device. This research includes
the creation of ASM ground models in a way to reflect the requirements and to
serve as a basis for implementation. The next subsection introduces the system
architecture of the proposed solution.

7.1 The System Architecture

The system architecture illustrated in Fig. 11 shows how the cloud, the middleware,
and the client (here represented by his or her devices) are interacting. The client’s
point of connection is a WA which should adapt itself, on the fly, to different devices
(smartphones, tablets, laptops, and desktop computers) and different browsers.
The interaction between the client and the cloud is done through a middleware
software. The WA represents the front-end and the middleware the back end.
After a successful log-in, the application will display a list of cloud services
corresponding to the user’s credentials. By selecting a service, a request is sent to
the middleware, which will forward it to the cloud and wait for the corresponding
answer. Meanwhile, a device profile will be created, using the third-party tools and
frameworks.

For detecting the device properties, the Modernizr framework is used by creating
JavaScript tests. These tests will be executed on the client side and the corresponding
cookie variable will be updated, sending the information to the server side, where
the session and the local database will also be updated. When the features cannot be
detected using Modernizr, then a device detection database tool can be used (e.g.,
Wireless Universal Resource FiLe (WURFL)). If the user uses the cloud services
from the same device several times, then the device information can be read from the
local database, without accessing the device detection database or writing again the
JavaScript tests. Even when the information is locally available, the session is still
used, because of optimization purposes. Another reason for saving the information
locally is also the client-client interaction. One client could choose to send the output
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Fig. 11 System architecture

of a service from cloud to another client, which is logged in from another device,
which means that sending the answer from the cloud not only to the device for which
we have the profile in the session but also to another device for which we can read
the information from the database.

The answer that arrives from the cloud is parsed and processed using the device
information. When images or videos are involved, their format is checked, and if it
is not accepted by the device, then third-party tools are used to transform the media
to the corresponding format. When the adaptation is finished, the message is sent
back to the device. In case some JavaScript tests exist, they will be executed on the
client side for getting the new information; afterward, the cookie is updated. When
the loading finishes, the message is displayed on the device.

The middleware acts like the virtual provider described in [9]. In our case,
we leave out for now the sending and receiving part and concentrate only on the
adaptation.
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7.2 ASM Ground Models

In order to reflect the WA intended behavior, the ASM method was used for
building the ground models. The main components of the system were modeled
such that the refinement of their abstract models would be a description of the future
implementation.

Further on, the models including only aspects with respect to content adaptation
and displaying are presented. Most of the work is done on the server side using the
information discovered on the client side.

7.2.1 Display Output Agent

Figure 12 illustrates the ASM ground model that describes the client’s device
activity. There are three states through which the agent goes, Waiting for message
(the initial state), Execute client tests, and Displaying the message (the final state).

The agent waits in the initial state until a message comes from the server. The
messages sent by the middleware to the client are saved in a queue. When a message
becomes available in the queue, the agent executes the macro Decrypt message.
After the decryption of the message, the flow goes further with the condition Client
tests available. If JavaScript tests (which verify the device properties) are available,
then the agent goes to the state Execute client tests. This is a durative action (there
is an interval of time between starting and ending the execution) which is executed
internally by the browser. When the JavaScript execution finishes, the agent retrieves
the new device information and updates the cookie, in this way communicating to
the server the new values of the device properties. The flow takes the same route,
as when no client tests would exist. The guard Extra resources verifies if extra

Waiting for message

Message arrived Decrypt message

Client tests available

Execute client tests

Yes

Update cookie profile
with feature info

Extra resources

Download extra resources

Yes

No

Displaying the message

No

Fig. 12 Display output ASM
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images and/or videos are necessary. In a positive case, the system downloads them
(the abstract macro Download extra resources does this action). The agent’s state
changes, reaching the final one, Displaying the message.

7.2.2 Receive Request Agent

Figure 13 displays the ASM ground model for receiving the client’s request. The
algorithmic idea consists in having only the initial and the final states: Waiting for
requests and Waiting for answers from Cloud. Again, a queue is used to store the
requests sent by the client. When a client’s request arrives, it is then forwarded to
the cloud (this is fulfilled by the Send requests to Cloud macro), and in parallel, the
agent verifies if the session or the cookie contains information regarding the device
which sent the request.

If the condition Device info available in the session/cookie is not met, then we
are dealing with the first request sent during that session. Using the guard Device
profile available on the server, the agent verifies if this is the first time that the user
logs in from the corresponding device. If this is the case, then the agent retrieves the
device details from the local database by executing the Retrieve the local device
profile macro. After retrieving the device details, another macro is executed to
Update session/cookie with device info. The information is saved on the session
and on the cookie to ease the communication between client and server agents and
to optimize the process regarding the verification of device properties. Whenever
a new JavaScript test is executed, the cookie and the session variables are updated
using the test’s result. The state is changed and the agent waits for answers from the
cloud.

Waiting for requests

Requests available

Send requests to Cloud

Yes

Device info available in
the session/cookie

Device profile
up-to-date

on the server

Device profile available
on the server

No

Yes

Save device profile
on the server

No

Write client tests
for determining
device features

No

Retrieve the local
device profile

Yes

Device profile
retrieved

Update session/cookie
with device info

Waiting for answers
from cloud

Yes

Fig. 13 Receive request ASM
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If the guard Device profile available on the server is not satisfied, then the client’s
tests for retrieving the values of all device properties that are necessary for code
adaptation are written. The macro Write client tests for determining device features
is responsible for the previous action. In the same time, the state is changed to
Waiting for answers from Cloud.

By writing JavaScript code together with Modernizr, the client’s tests are created
in order to determine the device and browser capabilities. The tests will be written
on server side and executed in background on the client side. After the execution
finishes, the answer is sent back to the server. Information regarding JavaScript
interpretation using ASMs is provided by Börger et al. [27]. Using the information
provided in that article, the macro Update session/cookie profile with feature info,
which can be seen by the reader in Fig. 12, deals with the description of the client’s
tests. Starting from the basic client’s tests, new tests could be inserted if, while
parsing the answer sent by the cloud, new device properties are involved.

Another way to follow is when the information is already available in the session,
which means that the request in case is not the first one coming from the client.
Using the guard Device profile up-to-date on the server, the agent verifies if the local
database already contains the device information. If no modification is necessary, the
final state is reached. In the contrary case, when device properties have to be created
or updated, the macro Save device profile on the server is executed. At this point,
the agent also reaches the final state.

7.2.3 Receive and Process Answer Agent

The algorithm presented in the ground model from Fig. 14 describes what the agent
does with the answer sent by the cloud in order to adapt it to the device. The agent
finds itself in four different control states: Waiting for answers from Cloud, Filter
and adapt content, Message format transformed, and Send answer to client. The
starting control state is Waiting for answers from Cloud and the final state is Send
answer to client.

The agent waits for the messages having the state set to Waiting for answers
from Cloud. The messages sent by the cloud are saved in a queue which is checked
by the guard Message available. Whenever a message is available, a verification is
done to see if its format is supported by the browser installed on the device (this
check is contained by the guard Message format supported). If the message is not
written in Hypertext Markup Language (HTML) or Extensible Hypertext Markup
Language (XHTML), then the macro Transform the message format (html/xhtml)
is executed and the agent’s state is changed to Message format transformed. If the
message’s format can be displayed in the browser, we go further on with checking if
the device details are available, using the guard Device information available. What
is this guard actually doing? It checks to see if the device profile is available in the
session. If the device information is not already available, then the flow goes on with
the next condition without adapting the HTML code. In this case, the page will be
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Waiting for answers
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Message format supported
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Fig. 14 Receive and process answer ASM

Parsing the
content

Elements available
Device profile

contains
the element

Yes

Ask 3rd-party tools
for device information

No

Waiting for device
information

Update device profile
on the server

Update device profile
variable on session/cookie

Extra resources
needed

Yes

Generate resources
(images/videos)Yes

Resources readyAdapt element

No

Element adapted

Content adapted

No

Fig. 15 Filter and adapt content ASM

displayed on the device in its original state, containing only the adjustments done
automatically by the browser.

If the device information is available in the session, then using the macro Retrieve
device information, the corresponding information is retrieved and the agent’s state
is set to Filter and adapt content. This action is extended in the model displayed by
Fig. 15. When the adaptation finishes, the agent reaches the same condition as the
one reached when the device information is not available.
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The guard Client tests per request necessary checks if an extra JavaScript code
has to be inserted in order to test the device capabilities which can change by every
request. An example is the Global Positioning System (GPS) location property. GPS
information is something that could change each time the user makes a new request,
because he or she might change his or her position (we can imagine that the user
is moving, being in a train or in a car, when accessing the cloud). If there are no
tests per request required, the agent has one more step to do before going to the
final state, which is Encrypt message. When this macro is executed, the control state
Send answer to client is reached. The macro Write client tests for the properties
changeable at every request is executed if the corresponding tests are necessary,
and the guard Client tests per requests finished verifies if this execution finished and
if the agent is ready for encryption. The same flow as for the “No” branch follows;
the macro Encrypt message is executed and the final state is reached.

7.2.4 Filter and Adapt Content Agent

For adapting the content coming from the cloud, a general HTML/XHTML parser
has to be designed. As a basis for this, the paper [56] can be used. In [56], a multi-
agent ASM formal model is described, which shows the browser behavior and how
its components interact.

Figure 15 displays the algorithm of the Filter and adapt content model, which
was mentioned as a control state in the previous ground model (Fig. 14). In this ASM
ground model, the agent can reach five control states: Parsing the content, which
is also the initial state, Waiting for device information, Resources ready, Element
adapted, and the final state Content adapted.

The adaptation algorithm starts with the parsing of the HTML content of the
answer which came from the cloud. Each HTML element is identified, while parsing
the content and the guard Elements available verifies if the algorithm still has to
check and adapt other HTML elements. If this is the case, then the agent goes to
the next condition Device profile contains the element. If the device profile saved in
the session does not contain information with respect to the chosen element, then a
device detection database third-party tool is used. A query containing the specific
element is sent to the device detection database. When the agent reaches the macro
Ask 3rd-party tools for device information, the state changes to Waiting for device
information. The agent waits until this durative action is executed by the device
detection database. When the information is returned to the agent, two macros are
executed in parallel: Update device profile on the server and Update session/cookie
with device information. By updating the information in the session and in the local
database, we will not have to query again the third-party tool regarding the same
HTML element for the possible future requests. Nearby these two actions, the guard
Extra resources needed is also fired.

One of the existing device detection databases can be used, without creating an
own database, because this would cost a lot of time, mainly because of the database
maintenance.
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The agent executes the Extra resources needed guard for verifying if the
element’s (e.g., an image or a video) format is supported by the browser running
on the current device. In case the format is not applicable, the macro Generate
resources (images/videos) is executed and the control state is updated to Resources
ready. The next step is the same as the one when no extra resources are needed.

The Adapt element macro does the job of changing the HTML element cor-
responding to the device profile. If, for example, a very complex list should be
displayed on a smaller device, on which the user should scroll too much for
seeing the information, then the list should be changed by eliminating the not-
so-important information and make it expandable, such that the user could easier
read the information and reach faster the information which is interesting for him
or her. By detecting the device properties, the developer discovers which types of
elements are suitable for the device and can also change the format correspondingly.
Reaching the execution of this last macro, the state corresponding to each element
is set to Element adapted. Changing the state of each element is like a flag which
is set on each element. The agent goes to the final state, Content adapted, when all
elements reached the state Element adapted.

7.3 The Use of ASM Ground Models

In the previous section, the WA’s constraints/assumptions were expressed by the
creation of ASM ground models. The fact that the requirements change based on
the device that is querying the cloud services requires the development of a flexible
and extendable piece of software by using successive refinement steps that adapt the
abstract models to the changing requirements.

For reaching the compilable code, the next phase after the creation of the ground
models is the definition of the macros by using pseudo-code-like descriptions.
Typically, there are necessary more steps to reach the code, because the design
phase starts with a not-so-precise model and gradually more details are introduced
with each step, taking into account the requirements of the system [23]. Below is an
exemplification of how the Display Output Agent ground model from Fig. 12 can be
refined by describing the agent’s signature and the ASM macros.

Below follows the agent’s signature. The ctl_state={Waiting for message, Exe-
cute client tests, Displaying the message} variable represents the agent’s con-
trol states and has as initial value the state Waiting for message. The queue
messages.self / contains the messages sent by the middleware; its initial value is
the empty set. The cookie.deviceProfile/ 2 COOKIE variable stores the device
profile, where the set COOKIE contains key�value elements (initial value = undef ).
headPageW messages.self / ! html is a function that returns the first HTML text sent
by the middleware. Its initial value is undef . Modernizr is a set that contains the
features (and their corresponding values) tested by using the Modernizr framework.
Using the agent’s signature, the macros can be defined as follows.
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CLIENTDISPLAYOUTPUTMACROS D
if MESSAGEARRIVED then

DECRYPTMESSAGE

if CLIENTTESTSAVAILABLE.headPage.
messages.self /// then

ctl_state WD executeClientTests
UPDATECOOKIE

end if
if EXTRARESOURCES then

DOWNLOADEXTRARESOURCES

end if
ctl_state WD displayingTheMessage

end if
Where

MESSAGEARRIVED D .messages.self / ¤ empty/

DECRYPTMESSAGE - abstract

CLIENTTESTSAVAILABLE.page/ D
.9t 2 htmlTags tagName.t/ D “SCRIPT” and

CONTAINSMODERNIZRTESTS.t//

CONTAINSMODERNIZRTESTS.scriptTag/ D
if hasAttribute.scriptTag; src/ then

let url D valueOfAttribute.scriptTag; src/ in
9c 2 contentOfFile.url/ c D “Modernizr.addTest”

else
9c 2 contentOfTag.scriptTag/

c D “Modernizr.addTest”
end if

EXTRARESOURCES D .extraResources ¤ empty/

DOWNLOADEXTRARESOURCES - abstract

UPDATECOOKIE D
if ctl_state D executeClientTests then

for all f 2 self :Modernizr do
insert f into self :cookie.deviceProfile/

end for
end if
CLIENTTESTSAVAILABLE macro verifies if there are Modernizr tests defined

in the JavaScript part of the page. There are two possibilities to declare the client’s
tests, directly in the SCRIPT section of the page and through another JavaScript file.
The “Modernizr.addTest” method (made available by the Modernizr framework)
can be used either in the content part of the SCRIPT tag or inside the JavaScript file.

UPDATECOOKIE macro parses all the features (key�value pairs) tested using the
Modernizr framework and creates the agent’s cookie.
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Following the example given above, each of the ground models defined in
Sect. 7.2 could be refined to pseudo-code and afterward translated to CoreASM.

8 The Problem of Verification

Although our work is focused only on the specification of some novel solutions
concerning client-cloud interaction at present, the validation and the verification of
our (ground) models have been planned as our future work. Hence, we devote the
following section to this subject.

In the context of software systems, formal verification can be regarded as
a decision problem [105]. Namely, if it is given a programming language L

and a formal language F suitable to express properties of programs in L (e.g.,
completeness, soundness, compactness, liveness, and safety and halting problems),
the problem of verifying L programs against F properties can be considered as
follows [105]:

• Given a program ˘ 2 L and a property ' 2 F , decide whether for every input
I appropriate for ˘ , ˘ on input I satisfies '.

The decidability of this problem depends on the expressiveness of both L and F .
Although there exists some artificial subset of formal languages which are extended
with some (first-order) logics and for which the above problem is always decidable
(e.g., sequential nullary ASMs conjugated with a first-order branching temporal
logic [105]), their computational power and expressiveness are limited.

Verification in process calculi (e.g., ambient calculus) and in state transition
systems is often done by checking bisimulation equivalence [104], where it is
investigated whether the associating systems behave in the same way in the sense
that one system simulates the other and vice versa. A more complex process
representing an implementation is shown to be bisimilar to a simpler process
representing a specification. The simpler process should be so clear that it can
be regarded as satisfying correctness requirements in an intuitive sense, not with
rigorous mathematical proof.

This procedure may be not reliable or not applicable at all for many cases in
general (intuitive checking of correctness of formal ground model is often nontrivial
and a very error-prone method). Hence, for verifying correctness properties for
algorithms specified by these formal languages, some (temporal) logics are required,
such that some model checking verification can be applied. There are model check-
ing algorithms for process calculi with calculus style specification logic [17, 49],
but such a logic often is very complicated to describe or understand, and sometimes
results are not obtained in reasonable amount of time even for the proofs of very
simple correctness requirements.

In some other cases, the aim of the coupling of a formal language and such a
special logic is to address only the verification of specific aspects or features in
the specified systems. For instance, Cloud Calculus [67] applies ambient calculus



130 K. Bósa et al.

to specify topology of cloud systems and firewall security rules such that it is able
to verify whether the global security policy after the virtual machine migration is
consistently preserved with respect to the initial one.

In the case of the formal model of our integrated system discussed in this chapter,
which is given in terms of our two-abstraction-layer approach mentioned above,
verification can be reduced to pure ASM verification, since the definitions which
are given in terms of ambient calculus can be replaced with ambient ASM rules
which in turn can be translated to normal ASMs.

Although ASMs can be seen merely as a specification formalism, strictly speak-
ing, ASMs constitute a computation model on structures. The program of an ASM
is like the program of a Turing machine, a description of how to modify the current
configuration of a machine in order to obtain a possible successor configuration.
Since ASMs are computationally complete—they can calculate all computable
functions—the problem given above is, in its full generality, undecidable.

The advantage of ASMs is that they are close to logic, which makes the overall
design easily amenable to well-understood mathematical techniques. Essentially,
the mathematical foundation of ASMs supports the formal verification of dynamic
systems designed by means of ASMs.

For the verification of the properties of ASMs, mechanical theorem proving
(e.g., Isabelle [24, 89], KIV [93], PVS [51, 54], etc.) as well as model checking
systems [106, 121] can be applied. For these, some logics were also developed [107],
which are tailored for ASMs in terms of an atomic predicate for function updates.

After the correctness of an ASM (ground) model is proved, we can apply
stepwise refinement method [22] to extend the model and to prove in each step
that the new model preserves the same properties, which the predecessor model
possessed. The design of complex systems is typically organized as a series of
refinement steps, where the final goal is to minimize the gap in reasoning between
the refined formal model and a particular implementation.

In Sects. 8.1 and 8.2 below, it is presented shortly which correctness properties
for Web application are assumed and how could ASM ground models help, respec-
tively, and which solutions are available for the client- and server-side adaptation.

8.1 Correctness of Web Application

WAs do not have a precise definition or a precise model to follow. This happens
because they are related to different standards (which can be incomplete or bad
documented) and implementation frameworks [27]. They are using a huge number
of diverse technologies and there is not much knowledge about how to measure or
ensure the quality properties [85]. Because of this, it is hard to prove the correctness
of WAs.

Correctness is an important aspect in providing good-quality WAs. The quality
properties are separated in two sections: external and internal qualities. Correctness
is one of the external qualities and is part of “Web Content” properties’ category.
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If we are referring to the functionality part, we can state that a WA is correct if
it behaves according to its specification [69] (based on the requirements, we can
decide if the information available in a Web page is valid or not [3]). The first
step in creating a correct WA is to make a rigorous analysis to precisely state and
analyze the similarities and differences among the various devices and browsers.
The development of a WA is an entire process, which after the analysis phase
continues with stating a list of precisely formulated properties and then creating the
WA (ground) models to hold the properties. The implementation can be described
as refinements of those initial abstract models. From this, we could build a way
to certify the properties of a WA, by checking the obtained model against the
given properties. We can classify the correctness properties into two interesting
groups[27]:

• Correctness properties for session and state management. The session state
should not be affected when, for example, the user navigates away from the page
and afterward he or she returns. Replicated parts of the state should be consistent,
equivalent between client side and server side, and the state should persist when
the client changes (e.g., from desktop to mobile).

• Application correctness properties. These properties deal with the dependence
of the WA intended behavior on the programming and execution infrastructure
(e.g., browser, connection, plug-ins). In order to achieve a precise analysis, a
rigorous high-level description is mandatory.

From the fact that no strict way of proving correctness and completeness of
the requirements/design exists results a problem regarding the transition from
informal to mathematical representations. In [122], the use of ASM ground models
(defined as an analysis of dynamic properties of a system using pseudo-code-
like descriptions over abstract data structures) is recommended. A characteristic of
ground models is the direct correspondence between the interpretation of the system
requirements to be modeled and their abstract state machine representation, which
simplifies the transition’s problem (mentioned previously).

By building an abstract model from the requirements, which satisfies the
CoCoCo-properties—consistency, correctness, and completeness [23]—we can
check whether the WA satisfies the requirements [21]. To fulfill these properties,
it means to directly solve the following problems: communication, verification,
and validation. Using ASMs for ground models, we can satisfy the properties
mentioned before. The simplicity and generality of the ASM language solves
the communication problem. The verification problem can be solved by applying
standard (pseudo-code) inspection and reasoning. The validation of ASM models
can be realized by simulating the ASM runs using the existent tools [25] (e.g., ASM
Workbench [40], .NET-executable AsmL engine [16]). CoreASM12 and ASMETA

12http://sourceforge.net/projects/coreasm/.

http://sourceforge.net/projects/coreasm/
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(ASM mETAmodeling)13 are two examples of the tools allowing different forms of
model analysis for the ASM macros mentioned in the ground models.

In order to reason about correctness of programs and increase their quality, for-
mal verification techniques can be used. By applying model checking to ASMs, one
could assure the correctness and quality of software specifications. Farahbod et al.
[53] specifies how ASM specifications written in CoreASM can be automatically
transformed into Promela specifications, which, afterward, can be verified using
the SPIN model checker. AsmetaSMV[13] is a tool that automatically translates
ASM specifications written in AsmetaL[55] (the textual notation for ASM models
in ASMETA) into models of the NuSMV model checker, and so it allows the
verification of computation tree logic (CTL) and linear temporal logic (LTL)
formulae.

8.2 Correctness with Respect to Adaptivity

Adaptivity to different devices and user preferences is essential for developing a
correct WA. A clear condition for a correct WA says that the application should
behave corresponding to the specification. If a WA is not adaptive, then it might not
function or display correctly on some devices, which means that it would not reflect
the specification. The vast number of types of devices and their browsers are big
issues for the content and presentation adaptation. The formal model has to describe
the particularities of each device and how to change the content and the presentation
correspondingly. This could be done by using the client- and server-side adaptation
techniques, which require to query the device for its features.

For each of the two main content adaptation techniques which were mentioned
before, server-side and content-side adaptation, there already exist frameworks or
third-party tools that could be used during the development of an application. The
server-side adaptation is realized with the help of the device detection databases,
which are available both in the open-source format (e.g., OpenDDR [86]) and
in the commercial format (e.g., WURFL [100], DeviceAtlas [1]). A significant
difference between the open source and the commercial solutions is how often
the databases are being updated. Commercial databases are more reliable, because
most of them are daily updated. This is an important issue to check when a device
detection database is considered, because an out-of-date database could result in the
delivery of erroneous data to the devices. For the client-side adaptation, the “Mod-
ernizr” JavaScript framework [14] could be used. The problem of missing browser
functionalities could be solved by using replacement code done in JavaScript, the
so-called polyfills. Small visual layouts could be also solved on the client side. A
big advantage of the server-side adaptation is the loading time, everything that loads
on the server will load faster [48]. When significant changes have to be done, the

13http://asmeta.sourceforge.net/.

http://asmeta.sourceforge.net/
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server offers a high level of control in fine-tuning. Both of the abovementioned
techniques are presenting limitations in discovering all the properties of a device. On
client side, the physical nature of the device cannot be determined (e.g., OS version,
model, maximum HTML size), but on server side, it is not possible to determine the
real-time information (e.g., GPS coordinates, device orientation). On server side,
the user could cause problems in detecting the device by changing the user agent
(UA). The UA is a string available in the HTML header of a Web page and it is
used to query the device detection databases. A similar problem could happen on
client side, even without the intervention of the user—many browsers return false
positives for certain query tests.

9 Related Work

It is beyond the scope of this chapter to discuss the vast literature of formal modeling
mobile systems and service-oriented architectures (SOAs), but we refer to some
surveys on these fields [32, 37, 96].

However, if we would like to put our work in context, we should mention first
of all [110], in which one of the first examples is presented for representing various
kinds of published services as a pool of resources, like it is in our model.

The application of the concept of mobile ambients in the development of
distributed SOAs is not a novel idea. One of the first research works that investigated
and analyzed location-based services whose availability is related to the surrounding
physical environment of the user is [73]. This work has not considered mobility yet,
but it introduces the notion of service domains. These domains refer to geographical
boundaries which are associated with a set of services that is available for the
user within the boundary. In other words, Loke et al. [73] describes a new kind
of location-based service discovery architecture.

In the software development community, a UML-based modeling approach
called service-oriented architecture modeling language (SoaML) [102] has started
to become increasingly popular for modeling service-oriented architectures. More-
over, SoaML has an extension called Ambient-SoaML [4, 6] which combines
SoaML with the concept of mobile ambients for modeling service-oriented mobile
applications.

Another modeling technique is cloud modeling language (CloudML) [33, 42],
which aims at facilitating the specification of provisioning, deployment, monitoring,
and adaptation concerns of multi-cloud systems at design time. Furthermore,
CloudML also contains the models@run-time environment for enacting the pro-
visioning, deployment, and adaptation of these systems, as well as for monitoring
their status at run time.

Ambient-PRISMA [5] is an aspect-oriented software architectural approach
for modeling and developing distributed and mobile applications, which is also
extended with the ambient concept. Ambients appear in the (UML-like) meta-
model of PRISMA as some special kind of connectors that model the notion of
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location and offer mobility services to the components. Mobility of architectural
elements is supported by reconfiguring the software architecture. Although SoaML,
Ambient-SoaML, CloudML, and Ambient-PRISMA are advanced model-driven
engineering techniques, which have more or less been integrated with the software
development practice, they are definitely not formal methods and they have
no relation to any mathematically rigorous formal specification and verification
techniques unlike our approach.

Another research similar to ours is Cloud Calculus [67], which is built upon
ambient calculus for capturing the dynamic topology of cloud computing systems.
Cloud Calculus is effective to verify whether global security policies are preserved
after virtual machine migrations, but it is a very specific tool which is not applicable
for giving the formal specification of functionalities of cloud/distributed systems.

There exists also some research works which apply ambient logic [35, 39] tai-
lored for ambient calculus to formally verify various security protocols (e.g., authen-
tication and key agreement protocol (AKA) [125]). Furthermore, [41] presents a
general algorithm on how the processes expressed by ambient calculus can be model
checked against formulas of the ambient logic.

In [26], the ambient concept (notion of “nestable” environments where com-
putation can happen) is introduced into the ASM method, such that the definition
of ambient ASM is based upon the semantics of ASM without any changes. But
ambient ASM, on which our model is based, is not the only research which aims
to build in a concept of mobile ambients to the ASM method. In [113], some
advantages of a simple ambient concept introduced into ASM are demonstrated.
Although this work was also inspired by ambient calculus, it is by far not as refined
and versatile as ambient ASM.

Our approach according to which service instances must be always equipped
with unique operations such that they compose the interface of a service instance
was originally applied among others in the definition of Abstract State Services
(AS2s). AS2s were introduced first in [75] and were extended and described in detail
in [76, 77]. The theory of AS2s integrates a customized ASM thesis for database
transformations [98] as well. In an AS2, there are views on some hidden database
layer that are equipped with service operations denoted by unique identifiers. The
definition of AS2s also includes the pure data services (service operations are just
database queries) and the pure functional services (operation without underlying
database layer) as extreme cases.

For an algebraic formalization of plots, Kleene algebras with tests (KATs) [70]
have been applied in [78]. Prior to this work, the formalization of algebraic plots was
founded in [94, 95]. In [18], the idea of ASM-based plot expressions was outlined.
Then in [97], it was described in detail how KAT expressions in plots can be replaced
with assignment free ASMs, which have more expressive power.

In [78], a formal high-level specification of service cloud is given. This work is
similar to ours in some aspects. Namely, it applies the language-independent AS2s
with algebraic plots for representing services. But it principally focuses on service
specification, service discovery, service composition, and orchestration of service-
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based processes; and it does not apply any formal approach to define either static or
dynamically changing structures of distributed system components.

Workflow-based solutions have often been applied in case of Web service
orchestration for controlling execution of some combination of activities. The
Business Process Execution Language (BPEL) [68, 74] is a typical representative of
this approach, where a workflow can be specified such that the given Web services
can be run sequentially, in parallel or even iterated. But in contrast to algebraic plot-
based solutions equipped with the concept of service operations, services appear as
indivisible components without being interleaved in a BPEL orchestration.

With respect to identity management, there have been several attempts to define
a client-centric approach [115]. The author of the paper [2] describes a privacy-
enhanced user-centric identity management system allowing users to select their
credentials when responding to authentication requests. It introduces “a category-
based privacy preference management for user-centric identity management” using
a CardSpace compatible selector for Java and extended privacy utility functions
for P3PLite and PREP languages. The advantage of such a system is that it allows
users to select the specific attributes that will eventually be sent to a relying party.
Such a system works well for enhancing privacy; however, it fails to address the
extra overhead inflicted on the user. As the paper [92] shows, a typical user would
tend to ignore obvious security and privacy indicators. For composite services, the
authors of the paper [124] describe a universal identity management model focused
on anonymous credentials. The model “provides the delegation of anonymous
credentials and combines identity meta-system to support easy-to-use, consistent
experience and transparent security.”

From a client-centric perspective, Microsoft introduced an identity management
framework (CardSpace) aimed at reducing the reliance on passwords for Internet
user authentication while improving the privacy of information. The identity
meta-system, introduced with Windows Vista and Internet Explorer 7, makes use
of an “open” XML-based framework allowing portability to other browsers via
customized plug-ins. However, CardSpace does suffer from some known privacy
and security issues, mentioned in the papers [8, 87]. The concept of a client-
centric identity meta-system is thoroughly defined in the paper [36]. The framework
proposed here is used for the protection of privacy and the avoidance of unnecessary
propagation of identity information while at the same time facilitating exchange of
specific information needed by Internet systems to personalize and control access to
services. By defining abstract services, the framework facilitates the interoperation
of the different meta-system components.

Passwords managers can, in our opinion, reside within the topic of automatic
authentication for individual users. Projects such as KeePass[90] and LastPass [72]
do offer similar functionalities to the IdMM. However, both fall short in two key
criteria. Neither of them is truly automatic, since some input is required by the user
upon authentication to a service, and while both work well with individual users,
they cannot be adapted for SMEs.

The content adaptation topic presented major interest for the mobile device
direction. Different solutions for cross-platform mobile development are available,
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like cross-platform compilers/applications and building HTML5 or HTML5 hybrid
applications [44]. Native mobile applications are not applicable to our problem,
because we do not want to create a corresponding application for every mobile
operating system; our scope is developing a general application which respects an
ASM specification. Cremin [47] explains shortly the different mobile Web content
adaptation techniques. Each technique has its own advantages and disadvantages;
one should choose the technique that better suits the project, after analyzing the
requirements. In our case, the hybrid approach suits the best, so we want to achieve
something similar to what [91] presents. Still, our solution would like to use the
device detection database as few times as possible, only when the information
regarding the properties cannot be retrieved on the client side. The content of a
Web page is adapted on the server side corresponding to the properties detected
on the client side. Another technique is responsive design, which is combining
the Cascading Style Sheets (CSS) media queries with the flexible images and is
using the flexible grid technique to scale the page [47]. An example of how to use
responsive design for creating a mobile application is presented in [62]. Regardless
of the adaptation technique used, the previous works do not apply a formal method
in order to prove the correctness of their system.

10 Conclusions

In this chapter among others, we described a high-level formal model of a cloud
service architecture in terms of a novel formal approach. The applied method is able
to incorporate the major advantages of the ASMs and of ambient calculus. Namely,
by this, one is capable to specify in the same formal model of a distributed system
both the long-range mobility via several boundaries in a dynamically changing
spatial hierarchy and the algorithms of executable components. Since this cloud
model is the first nontrivial model which is based on this method, our work also
revealed how viable is in practice our two abstraction layers formal approach.

Our cloud model applies a new client-cloud interaction solution based on
algebraic plots by which service owners are able to fully control the usages of their
services in the case of each subscription, respectively.

The ASM formal models we presented can allow model analysis at early stages of
system design, by applying different validation techniques on them, like simulation
or scenario construction, through the use of one of the existing ASM tools (e.g.,
CoreASM, ASMETA). This, together with the verification (model checking of
properties) of our models, is part of our future work.

Client-To-Client Interaction Besides the cloud service architecture model, we
also discussed a high-level formal definitions of some novel client-to-client inter-
action features, by which not only information but cloud service functions can be
also shared among the cloud users. Our approach is general enough to manage a
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situation in which a shared version of a cloud service is shared again several times
by several users.

Furthermore, if we shift the client-to-client functionality to client side and wrap
into a middleware as it is proposed in Sect. 3 and depicted on Fig. 2b, then no traces
of the user activities belonging to the shared services will be left on the cloud. The
reason for this is because all the service operations which are shared via a channel
are used on behalf of its initial distributor. This consideration can lead one step into
the direction of anonym usage of cloud services. The consequence of this is that if
a cloud user who has contracts with some service providers completely or partially
shares some services via a channel, then he or she should be aware of the fact that
all generated costs caused by the usage of these shared services will be allocated to
him or her.

Identity Management Machine The current specification of the IdMM, presented
in Sect. 6, is thus far limited to the IdMMCore, IdMMClient, IdMMUser, and IdMMCloud

agents, allowing for an automatic authentication tool for cloud-based services
in the direct and obfuscated interaction scenarios. Since the specification of the
IdMMProtocol and IdMMProvisioning is currently an ongoing task, we intend to study
the various open protocols used in identity management (such as LDAP) or in
authentication and authorization (such as OpenID and OpenAuth). With this study
complete, we will then refine the cloud-based functions regarding the authentication
via the formally mentioned protocols. Our plan is to first allow IdMM to use
external identity providers to authenticate to services while IdMM only takes care
of automating the process. With this complete, we can then specify the IdMMProtocol

agent which will act as a stand-alone identity provider communicating with the
client’s directory via the IdMMClient agent.

With the specification of the IdMMProtocol agent complete, we can then detail the
IdMMProvisioning agent which will allow for an easier management of the identities
and access rights stored both on the client and the cloud provider’s systems. The
agent will be responsible for the creation, modification, and deletion of identities
on the client’s directory as well as account creation, synchronization, and deletion
on the necessary cloud services. The system will also be responsible for periodical
passwords resets on cloud services.

The final step in our research is to apply an access management component to
the IdMM. The specification of the IdMM core agent allows for the enforcement
of access rights via the rules for the AuthorizeLogin state. Further research in the
realm of access rights management is required before a full specification of the
access management component is achieved.

Cloud Content Adaptivity In Sects. 7.2 and 7.3, the readers can discover how a
content adaptation system, created for the interaction between the client’s devices
and the cloud, can be represented using ASM ground models and how these models
are refined to reach implementation phases. We identified four different agents,
which are executing the algorithms defined by the corresponding ground models.
These models are designed using the ASM formal modeling method, which gives
us the possibility of validating and verifying the system.
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Further work includes the refinement of all ASM ground models presented in
Sect. 7.2, as we did in Sect. 7.3, which means that we will go on with writing the
ASM macros, refine them, and finally reach the development phase. The refinement
of the ASM macros will lead to the system prototype’s implementation. Future
research could include the specification of the adaptation rules for each HTML
element corresponding to different categories. It is not mandatory to have a different
rule for every device; we could also define a rule per group/category. Kumar and
Kumar [71] and Yang et al. [123] are also dealing with HTML adaptation, by
using the DOM content extraction and rule repositories, respectively, by adopting
description logics for the creation of a hierarchical ontology. In our case, the rules
will be specified in terms of ASMs.
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