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Privacy in Peer-to-Peer Networks
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and Jesús Téllez Isaac

6.1 Introduction

In the client-server connectivity model participants’ roles are clearly defined and are
not interchangeable: one or more servers offer a range of services used by a group
of clients. Although this model is a valid solution in most scenarios, there are
environments in which the model is not feasible for technical, financial, social, or
security reasons [1].

Conversely, P2P networks are designed to take advantage of dispersed network
resources and enable participants to act as servers or clients (without the need for a
fixed role); their main characteristics being the direct sharing of resources among
users, their self-organization, stability, and autonomy. Based on this connectivity
model, a multitude of applications have emerged, such as distributed computing
systems Seti@home [2] or Genome@home [3], distributed database systems such
as PIER [4] or Piazza [5], content distribution applications including Napster [6],
Gnutella [7], or BitTorrent [8], and communications systems such as P2PSIP [9] or
Skype [10].
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However, despite their assets, P2P networks offer little privacy protection. Data,
that can be sensitive, is no longer stored in trusted servers but in peers (potentially
untrusted), and can be openly accessed and used (e.g., for advertising, users pro-
filing and impersonation, etc.) [11]. Also, user accesses and publishing are no
longer done through large companies, such as Google or Facebook, that have
privacy policies protecting the users personal information from being public. These
accesses are done through less-trustworthy entities that can disclose the users
personal information or track its behavior [12]. Several P2P applications propose
mechanisms to ensure privacy such as OceanStore [13] or Past [14]. However, these
solutions remain insufficient. Managing privacy is not possible in current P2P
networks without adding new privacy functionalities [11].

Therefore, users need to be concerned about privacy in P2P networks. They
should know how to properly configure and use the software to restrict the infor-
mation being shared. It is very common for a user to share the entire hard drive,
including sensitive information, without knowing it. Hence, users have to be sure
that they are not sharing personal information which could be exploited by mali-
cious users [15].

With this problem in mind, in this chapter we analyze the existing privacy issues
in P2P networks and the solutions that can be used to prevent them, aiming to help
the reader to better understand privacy in P2P networks and applications.

The rest of the chapter is structured as follows. An overview of P2P networks is
given in Sect. 6.2. Section 6.3 analyzes the privacy issues of P2P networks. The
existing solutions that can be used to improve privacy in P2P networks are pre-
sented in Sect. 6.4. Section 6.5 discusses how the described solutions can be used to
mitigate the existing issues and explore the challenges that must be addressed in the
future. Finally, Sect. 6.6 outlines the conclusions of the contents presented in this
chapter.

6.2 Background

In this section, we present some basic knowledge on P2P including its definition,
classification, the layer architecture, and the applications.

6.2.1 P2P Definition

A review of the literature reveals that, due to the considerable number of different
definitions of “peer-to-peer”, there is no accurate definition of P2P today, mainly
distinguished by the “broadness” they attach to the term. Many definitions are
proposed trying to capture the main features of P2P systems. Some typical defi-
nitions include the following:
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• A system to be P2P if the elements that form the system share their resources in order to
provide the service the system has been designed to provide. The elements in the system
both provide services to other elements and request services from other elements [16].

• Peer-to-peer systems are distributed systems consisting of interconnected nodes able to
self-organize into network topologies with the purpose of sharing resources such as
content, CPU cycles, storage and bandwidth, capable of adapting to failures and
accommodating transient populations of nodes while maintaining acceptable connec-
tivity and performance, without requiring the intermediation or support of a global
centralized server or authority [17].

• A distributed network architecture may be called a Peer-to-Peer (P-to-P, P2P, …)
network, if the participants share a part of their own hardware resources (processing
power, storage capacity, network link capacity, printers,…). These shared resources are
necessary to provide the Service and content offered by the network (e.g. file sharing or
shared workspaces for collaboration). They are accessible by other peers directly,
without passing intermediary entities. The participants of such a network are thus
resource (Service and content) providers as well as resource (Service and content)
requestors (Servent-concept) [18].

According to the above definitions, the following characteristics of P2P systems
can be identified [19]:

• Shared resources. Peers in P2P systems are designed for sharing resources, by
direct exchange, with each other in order to provide the services or content
offered.

• Self-organized. Peers in P2P systems are self-organized into network topolo-
gies, respecting the autonomy of peers.

• Dual role. Peers in P2P systems act both as clients (requesting resources from
others) and servers (providing resources to others) at the same time.

• Stability. P2P systems have the ability to adapt to peer failures (fault-tolerance)
and to accommodate a large number of participating peers (scalability).

• Autonomy. Each peer maintains and controls, without the support of a central
server or authority, its own content and resources.

Due to the absence of a centralized server, a P2P network is designed around the
concept of each peer being client and server simultaneously. This model of network
layout differs from the client-server model, which has a centralized server
responsible for controlling the access of shared resources within the network, giving
the clients limited privileges. Therefore, the P2P architecture is considered opposite
of the client-server model.

Although the P2P model is perceived as an advantage, it introduces many
management and security issues since there is no control over the content being
shared within the network. Hence, the participating peers become prone to various
threats and security violations [20]. Figure 6.1 illustrates the client-server archi-
tecture whilst Fig. 6.2 shows the P2P architecture.
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Fig. 6.1 Client-server architecture

Fig. 6.2 P2P architecture
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6.2.2 P2P Systems

A P2P system consists of three layers: underlying network, overlay network, and
application. Figure 6.3 illustrates the model of a P2P system in a layered archi-
tecture [19].

• Underlying network is the communication network to which peers connect for
routing packets.

• Overlay network is the network of peers that relies on the underlying network
for routing packets to each other. It is responsible for providing P2P services for
P2P applications built on top of it, performing many operations such as storing
and retrieving data, management of nodes, management of resources, man-
agement of security, and so on.

• The Application-level layer is concerned with the content and service provided
to users by P2P applications (such as P2P file-sharing applications, P2P instant
messaging applications, P2P video streaming applications, and so on) using the
P2P services provided by the overlay network.

In the following sections, we discuss the overlay network layer and the appli-
cation layer of P2P systems.

6.2.3 P2P Overlays

In the last decade, several P2P overlay networks have emerged with diverse net-
work structures, topologies, routing algorithms, and so on. Based on the network
structure, P2P overlays can be classified in several types (see Fig. 6.4) that will be
briefly discussed below.

Fig. 6.3 Layer architecture
of P2P systems
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6.2.4 Unstructured P2P Networks

In this category, peers are organized by the P2P overlay network into a random
graph (in a flat or hierarchical manner), which means that it is not possible to
establish a correlation among a peer and the content handled by it; owing to the
arbitrary creation of the links between nodes. Therefore, in order to query content
stored by overlay peers, an unstructured P2P network has to use flooding, random
walks, or expanding-ring time to live (TTL) search, and so on on the graph. When a
peer is visited, it will evaluate the query locally on its own content, and will support
complex queries.

For the purpose of routing, a peer builds and maintains a local routing table
(which contains some neighbor peers) by periodically checking the aliveness of
these neighbors to remove the unavailable ones and to update them with new ones
available. The maximum number of neighbors that a peer has is limited in an
overlay to ensure the scalability.

Due to the absence of constraints about the topology of unstructured P2P overlay
networks, these systems are easy to build and maintain [21]. Moreover, they sup-
port complex queries in an easy way, and they are highly robust against high rates
of peers frequently joining and leaving the network (Churn) [19]. However, a
limitation of unstructured P2P overlays is their scalability because the usage of
flooding algorithms by peers produces a high network traffic [22, 23]. Also, because
queries for content are not widely replicated and must be sent to a large fraction of
peers, unstructured P2P overlays become inefficient [24].

Examples of unstructured P2P overlay networks are the following: Freenet [25]
Gnutella [26, 27], FastTrack [28] /KaZaA [29], Overnet [30]/eDonkey2000 [31],
and BitTorrent [32].

Fig. 6.4 Summary of overlay networks
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6.2.5 Structured P2P Networks

In this category, in contrast to unstructured P2P networks, structured P2P overlay
networks provide a geometric topology that is tightly controlled and where contents
are placed in specific locations and not in random peers.

A Distributed Hash Table (DHT) is implemented on most of the structured
overlays based on an abstract key space. A unique key is assigned to each peer or
data item which is taken from the key space using consistent hashing. To store a
value in a node, a DHT must determine the node that has the minimal distance
among the value’s key and the node’s identifier [19].

Two operations are provided by a DHT: a store operation (put(key,value)) and a
retrieval operation (value = get(key)). The DHT will route the requested operation
for a given key to the node responsible for the key. Each node maintains, for routing
purposes, overlay links to a number of other nodes. Also, the IP address, the node’s
identifier, and other information of each of these nodes is stored in their routing
tables. Using these routing tables, nodes forward the requests that receive to their
closer link to the destination until these requests finally reach the destination node.

Structured P2P overlay networks provide a cooperative, stable, and robust
mechanism for storing and retrieving content when their algorithms are executed
correctly. Nevertheless, this class of systems does not support complex queries in
its simple form, hence it is necessary to store a copy or a pointer to each data object
(or value) at the peer responsible for the data object’s key. Also, most of them
deploy very minimalist security mechanisms that make them an attractive target for
attackers [19, 24, 33].

Examples of structured P2P overlay networks are the following: Content
Addressable Network (CAN) [34], Tapestry [35], Chord [36], Pastry [37], Viceroy
[38], and Kademlia [39].

6.2.6 Hybrid P2P Networks

Hybrid P2P systems combine unstructured and structured topologies in their hier-
archy with the intention of exploiting the advantages of kind of networks. These
systems employ structured overlay topologies at their upper level whilst unstruc-
tured overlay topologies are used at their lower level, or vice versa.

6.2.7 Hierarchical Overlays

A hierarchical overlay is an overlay architecture that uses multiple overlays to
organize its peers in a nested fashion (which are interconnected in a tree).
Therefore, a message can be sent to a peer in a different overlay by forwarding the
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message to the nearest common parent overlay in the hierarchy with the destination
peer. Examples of hierarchical overlays include: Cyclon [40], Hieras [41], Canon
[42], and TOPLUS [43].

Hierarchical overlays can increase overall performance in P2P systems that
exhibit locality in their operations.

6.2.8 P2P Applications

Nowadays, P2P systems have become one of the most common technologies used
in the Internet. Although until 1999 the most common paradigm in the Internet was
the client-server model, the emergence of Napster [44] (a P2P file-sharing appli-
cation used to share music) has attracted attention and pushed P2P systems to
become one of the most used (and controversial) technologies [45].

The P2P architecture has been widely used worldwide because of the following
advantages [46]:

• Scalability. In P2P networks users contribute with resources, meaning that
while the number of users increases, the ability of the network will also increase
due to the additional resources brought by the new users.

• Resilience. P2P architecture prevents the single point of failure (inherent to
client-server systems), hence, increasing the robustness and reliability of the
system.

• Cost-efficiency. The installation and management cost are reduced in P2P
networks by incorporating the resources of the users and not using dedicated
servers.

Despite of the above advantages, P2P networks also have their limitations. One
example are the new security threats that can emerge due to the direct exchange of
resources among end-users without the participation of a secure server. Besides
their most famous application, file-sharing, P2P systems have also been used for a
variety of different application categories, including the following [17]:

• Communication and collaboration. Systems in this category provide the
necessary infrastructure to allow the direct communication and collaboration
between peer computers. Examples include instant messaging applications such
as Aol, Yahoo, and MSN.

• Distributed computation. The goal of this category of systems is to take
advantage of the available computer processing power (CPU cycles) of the peers
of the network by decomposing a computer-intensive task into small work units
which should be distributed among them. Every peer computer executes its
corresponding work unit once it has been received before returning the results.
Examples include projects such as Seti@home [47] and Genome@home [48].

• Internet service support: Many different applications have emerged based on
P2P infrastructures to support a variety of Internet services, such as P2P
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multicast systems [49], Internet indirection infrastructures [36], and security
applications, providing protection [50].

• Content distribution. In this category fall most of the current P2P systems that
range from relatively simple direct file-sharing applications, to more sophisti-
cated systems which create a distributed storage medium for securely and effi-
ciently publishing, organizing, indexing, searching, updating, and retrieving
data. Within the P2P content distribution domain, applications can be grouped
as follows:

• P2P file-sharing: P2P is one of the most successful architectures for
file-sharing, both using structured and unstructured overlays. In this kind of
networks, information about shared files (frequently stored locally at the
owners machines) can be delivered to some specific peers or saved in a
central server. In order to download a file, a peer has to perform the fol-
lowing steps: searching and downloading. In the first step, a query is sent by
the initiating peer to the network. Once received, this query is replied by the
peers that keep files that match the search with the information about these
files. However, there are also alternatives to this searching mechanism. For
example, in BitTorrent [32] (a P2P system that uses a central location to
manage users’ downloads), contents are located using special types of files
called â€œtorrent files” (usually publicly accessible in web servers) which
contain information about the content file, its length, name, hashing infor-
mation, and the URL of a tracker (responsible for maintaining track of all the
peers storing, both partially and completely, the content file) [19, 24, 32]. In
the second step (downloading), the initiator peer reach directly the peers
where the file is stored in order to complete the exchange of the file.
In Fig. 6.5, the architecture and operation of BitTorrent are illustrated. A peer
P1 which host a file and acts as the seed, is responsible for the following

Fig. 6.5 BitTorrent architecture and operation
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steps: upload the “torrent file” to a web server and register it to the tracker.
The peer P2 could download the file by sending a Get message to the tracker
whoever replies with a list of the peers that are hosting this file (P1, P2 and
P3 in this case). Once the list is received by P2, it contacts peers P1, P3 and
P4 to retrieve pieces of the file. Since P3 or P4 do not have the file com-
pletely, it can also retrieve the missing pieces from P2 (the ones P2 has
retrieved from P1 and that P3 or P4 do not have) [19].

• P2P streaming: This category of P2P systems have been deployed recently
to provide live and on-demand video streaming services on Internet at low
cost. P2P streaming solutions create an overlay network topology for
delivering content formed by the users of the network. These users can
download or upload video assets, thus becoming active participants in the
streaming process. rStream [51] is an example of this kind of application.

• Video-on-Demand (VoD): This is a technology that ensures the availability
of a whole video at the time of the transfer. Since no content is
generated/updated while data is transferred and rendered, users should be
able to watch any point of the video at any time. In a P2P-based VoD
(P2P-VoD) application, the entire stored media file needs to be retrieved at a
rate that allows the recovered pieces of the file to be played in sequential
order at the media playback rate. Therefore, if the retrieval rate is sufficient,
the playback phase extends beyond the transfer phase. Examples include
SplitStream [52] and pcVOD [53].

• Live streaming: In P2P live streaming applications, a root server generates
video content in real time while peers connect to it as clients forming a tree.
Content dissemination is acted upon by other peers (clients). The video
playback is synchronized among all peers unlike peers in a VoD-like net-
work, where each peer may be positioned in a different part of the video [45].
Anysee is an example of this kind of application [54].

• P2PTV: In a typical architecture of P2PTV, there are trackers that contains
the information of the peers which distribute a specific channel. Therefore, to
view a channel, a peer needs to query the tracker that is distributing the
channel; to finally contact the peers of the trackers directly to receive the
video stream from them. In these systems, each user is able to download a
video stream and simultaneously upload it to other users in order to con-
tribute to the overall available bandwidth. [19]. Examples of P2PTV appli-
cation are Zattoo [55] and PPLive [56].

• Other content distribution systems: There are other content distribution
applications developed using P2P technologies such as systems for
pre-recorded TV program distribution (such as BBC-iplayer [57]), game
updates, and so on [19].
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6.3 Privacy Issues in P2P Networks

As noted in [58], the term privacy is an umbrella term, referring to a wide and
disparate group of related things. The use of such a broad term is helpful in some
contexts yet quite unhelpful in others. One of these contexts is security. In order to
analyze the existing privacy issues in P2P Networks, we need to be more specific
and not talk about privacy in general, but about specific users private attributes that
may be under threat.

6.3.1 Privacy of User Identity

In order to connect to a P2P network users need to reveal some information about
themselves (at least to the peers they are directly connected to), such as their IP
address and port number. Also, if some kind of enrollment mechanism is in place,
users may have to provide more information to satisfy the enrollment policy, for
example, an ID, password, and so on. In some cases, a centralized mechanism, such
as the offline certification authority (CA) used in RELOAD [9], can be used to
control the enrollment to the network. In this way, users credentials are stored in a
trusted third party (TTP) that can protect the privacy of the users attributes.
However, to join the network, some information (credentials) must still be revealed
to other peers (that may be malicious) to prove that the user is an authorized
member of the network. Furthermore, when a user requests access to a resource
stored in another peer it may need to reveal some information about itself to satisfy
the resource access control policy. And, in the same way, the resource provider may
need to reveal some information too, for example, for proving it is a valid content
provider, to provide access to the resource.

Therefore, as privacy issues related to the users identity, we identify:

• Internet service provider (ISP) identification of peers through relating an IP
address and port with the users subscription data.

• TTP identification of peers using the provided users attributes requested during
the enrollment process.

• Directly connected peers identification of users through their IP address and port
and (when used) the credentials needed to prove membership to the network.

• Resource owner identification of users through the credentials needed to satisfy
the resources access control policy.

• User identification of resources providers through the credentials used while
providing access.

The first two cases are common to most of the Internet applications: users have
to reveal some private attributes to both their ISP, to contract a line to access the
Internet, and to their service providers server (mail account, cloud storage, etc.), to
be able to access their services. However, the last three threats are new. The first of
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these three cases appears due to the fact that in P2P networks users are directly
connected to other (usually unknown) peers of the networks that may be malicious.
The second and the third appear because users no longer access resources stored in
a trusted server but in (usually unknown) peers that, again, may be malicious.

6.3.2 Privacy of User Location

As presented already, peers of a P2P network know the IP address and port of the
peers they are directly connected to. Also, some applications need to make public
these attributes of a user to all the participants of the network in order to allow them
to communicate with each other. For example, in P2PSIP applications users IDs and
locations (IP addresses and port numbers) are published in a DHT formed by all the
peers of the network. This information can be used by other users of the network
that wish to communicate with them to start VoIP phone calls or to send chat
messages. However, as noted in [59], since this location information is stored in the
DHT, the user cannot know which peers have requested it. Therefore, it is possible
for malicious peers to lookup the user regularly and to map its IP addresses to
geographic locations without the user being aware of it. This information can be
used by those with malicious intent to make profiles of the users location. The same
happens with other similar applications, such as Skype, as commented in [12].

Summarizing, the main location privacy issue for a P2P user is other peers
having access to its location and being able to make a profile about its mobility.

6.3.3 Privacy of the User Access

In Sect. 6.3.1 we have already talked about the privacy of users identity when
requesting access to a resource. Another related but different privacy issue appears
during this access: the peer responsible for a resource also can monitor the accesses
of the users of the network to it. In the same way, as noted in [15], the searched
keywords and the downloaded files can be gathered. This information in con-
junction with the users IP addresses can be used to create a database about the users
accesses. One example of an application suffering this threat is P2PSIP. In response
to this concern, the research [60] states that the P2P routing protocol opens the
possibility for P2P users to record the activities of other users in the network. On
the one hand, all the communications of a user are done through the fingers in its
routing table that can monitor its activities. On the other hand, the peer responsible
for storing a resource can monitor all the accesses over the resource it controls.

So, basically, the main threats here are users being monitored in the system by
other peers; both when accessing and looking for a resource. This is also known as
sender anonymity.
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6.3.4 Privacy of User Publishing

Another privacy issue appears for a user publishing a resource: the party accessing
or looking for a resource also learns which resources the user has published. This
could be used, for example, for censorship governments to make a search for
forbidden contents and ban or even prosecute the users of the network providing
them. This is also known as recipient anonymity.

6.3.5 Privacy of Contents

In general, before reaching their final destination, Internet communications traverse
several systems that may spy or even modify the exchanged data. This is even more
notorious in P2P networks, where users rely on other peers to access the systems
resources, providing the possibility for an intermediate peer to monitor the contents
of a users communication.

Also, unlike the client-server model where data is centrally stored, in P2P
contents are spread among all the peers of the network; being each peer responsible
for a specific part of it. These contents can be public information, available for other
users of the network, or non-public data, only available for the users private access.
Due to the fact that the peer responsible for storing these contents may be mali-
cious, a security mechanism should be implemented in order to prevent the storing
peer or an attacker from accessing this data without authorization [60].

6.3.6 Application Misconfiguration and Misuse

In P2P networks computers act simultaneously as clients and servers. However, as
noted in [15], to properly configure a server is not an easy task that typical
end-users can do. To configure a secure Internet server requires professional
experience. Therefore, despite configuring and using P2P software being easy,
using it in a controlled way is much more complicated. As an example, in [61] a
study about Kazaa usability is presented showing that it is very common for users to
share private data: emails, text documents, configuration files, or even the whole
disk without being aware of it. Since a user would not do this on purpose, it seems
clear that we are facing an application misconfiguration problem.

Application misconfiguration therefore clearly represents another threat to pri-
vacy that should be taken into account.
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6.3.7 Spyware and Malware

Spyware and Malware are further privacy threats for P2P applications. Spyware
spies on the user by collecting information about its activities without the user’s
knowledge. For its part, malware goes a step further performing more harmful
activities such as collecting more sensible information (credit card numbers,
passwords, etc.) or giving remote control to an attacker over the users device.

Several P2P applications are bundled with spyware that gather and send infor-
mation about the users activities to a third party. In turn, that third party uses the
gathered data to gain information about their potential customers [15]. However, it
is hard to check the spying activities and information leaked by these applications
because most of them are closed-source. One example of such an application that
includes spyware is Kazaa.

Other related threats to users privacy are the programs downloaded from P2P
networks. Since the sources in a P2P network may not be trustworthy, these pro-
grams can contain spyware or malware that compromise the privacy of the user.

6.4 Solutions for Privacy Issues in P2P Networks

Most communications over the Internet lack privacy protection: the messages are
not encrypted nor are the sender and the receivers identities protected. It is really
difficult to achieve full protection against privacy threats on the Internet, either P2P
based or not, just as normal people do not have the necessary means to be fully
protected against professional thieves in the physical world [62]. However, average
protection for the vast majority of scenarios is definitely possible. In the rest of this
section, we analyze different solutions that could help a user to achieve a desirable
level of privacy.

6.4.1 Anonymous Systems

Anonymity can enable censorship resistance and freedom of behavior without fear
of persecution. Anonymity is mostly used to hide user identity. If anonymous
communication channels are used, a channel listener is not able to understand the
messages sent on the channel or who has sent them [11]. Since one of the first
papers on anonymity was published [63] by D. Chaum in 1981 outlining an
electronic mail system to hide who a participant communicates with through the use
of mixes (nodes hiding the correspondences between their input and output mes-
sages in a cryptographically strong way), several protocols and applications to
protect anonymity have emerged [60]. However, most of them follow a similar
process: with the idea of preserving the privacy of the identity of the sender and the
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receiver of a message, as described in [64]: â€œWhen a sender Alice sends a
message to a receiver Bob via a message router Rob, she first encrypts the message
under Bob’s public key and then encrypts the results together with Bob’s name
under Rob’s public key. She then sends this final encryption to Rob who decrypts it,
sees another encryption plus Bob’s name and thus forwards this encryption to Bob.
Upon receiving it, Bob decrypts and then can read the message from Alice. Thus,
from the communication packets sent between Alice, Rob, and Bob one can only
tell that Alice sent some message to Rob and that Rob sent some message to Bob”.

Using this initial concept, several different approaches appear to improve ano-
nymity: cache and mix messages before they are sent, use several routers in a row to
increase the probability that at least one of them keeps the relation between the
input and the output node secret, or randomly choose at each routing hop whether
the message is sent to the final destination or to another intermediate routing
hop. Examples of protocols to do so are Mix-networks, Mix-cascades, and Onion
Routing.

What follows is a brief overview of the more relevant anonymous systems,
focusing on those specifically designed for P2P networks:

• Tarzan [65] is an anonymous P2P network. A peer that wants to send a message
through the network, instead of sending it directly, creates an encrypted tunnel
to another peer and asks that peer to forward the message in its behalf. This
process is repeated several times, creating an onion encrypted connection, that
relays the message through a succession of intermediate peers.

• MorphMix [66] is very similar to Tarzan. The main difference between them is
how the route a communication follows through the network is chosen. In
Tarzan, the route is chosen by the source, while in MorphMix the intermediate
nodes determine the next step.

• SwarmScreen [67] is a privacy preserving layer for P2P applications that tries to
obfuscate the user’s network behavior. Since a users behavior can be deduced
by his or her interests, SwarmScreen connects the user to other users outside of
their community of interest (by adding some percentage of extra random con-
nections that are indistinguishable from the real ones), which can disguise the
users interests and thus their behavior.

• Pr2-P2PSIP [59] has been created with the idea of providing P2PSIP user
registration and session establishment, while preserving the privacy of the
network participants. It is based on a central authentication server (AS). After
the user authenticates with the AS, the AS provides the user with a certificate
that binds the identity of the user with its public key. Besides its identity, each
user has two pseudonyms fi and si (temporal identities that cannot be linked with
the identity of the user). These pseudonyms allow the user to participate in two
different overlays: one used to store the users contact information and another
for forwarding messages.

All of the summarized systems have their advantages and drawbacks (this dis-
cussion is beyond the scope of this chapter). However, all of them have two main
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characteristics in common: they improve the anonymity of the user, but at a high
performance cost.

6.4.2 Routing Modifications

Using an anonymous system, such as the ones presented in Sect. 6.4.1, may have an
appreciable impact on the systems performance. In some cases, when performance
is a key factor, another mechanism, such as routing modifications, can be used in
order to improve the users privacy while maintaining a good performance. Router
modifications can be carried out in two different ways: varying the routing algo-
rithm and obfuscating routing headers. Both mechanisms help to improve a users
privacy, mainly in structured P2P networks where routing is more deterministic and
can reveal more information about the users behavior. The rest of this section is
based on the authors previous research presented in [60].

6.4.2.1 Routing Variations

The study [68] analyzes the anonymity of the Chord protocol and concludes that the
implemented recursive routing algorithm provides a high degree of sender ano-
nymity against passive observers.

The proposal described in [69] goes a bit further and compares the anonymity of
different alternatives with the original recursive routing algorithm:

• Random recursive routing. In this variation, peers forward the message at
random to whatever finger is closer to the destination, instead of routing mes-
sages to the finger closest to its destination. Random recursive routing improves
anonymity, but unfortunately it also increases the path length.

• Weighted random routing. Instead of picking the next forwarding hop at
random from the closer fingers, fingers are weighted and picked with different
probabilities: for example 1/2 for the closest, 1/4 for the second closest, and so
on. In comparison to the random one, it reduces the average path length while
maintaining a degree of anonymity that is nearly as good.

• Indirect routing. In this routing algorithm, when a peer wants to send a mes-
sage, instead of routing it directly to its destination, it chooses at random an
intermediary peer in the network to route the message on its behalf. Also, the
query to the intermediary is secured using an m-of-n secret sharing scheme, that
is, the message is split into n shares sent using independent routes and at least
m shares (of n sent) need to be captured in order to reconstruct the message. This
way, it is very difficult for an attacker to know the true destination of the query.
Indirect routing improves the anonymity of the sender but it also increases the
number of messages needed to route a query and its latency. A similar routing
alternative is used in the AP3 system [70].
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6.4.2.2 Headers Obfuscation

Besides the routing algorithm used, it could be also helpful, in order to improve
users privacy, not to use header fields that may reveal information about the route
followed by a message:

• Avoid setting fixed default values for TTL counters. Alternative methods, such
as those implemented in Freenet [71], may be used.

• Methods such as the forwarding tables in AP3 [70] or the Truncated Via-Lists in
RELOAD [9] should be used to obfuscate the information needed to route back
the response of a query.

6.4.3 Protection of Contents in Transit

The most widely accepted measure to obfuscate the content of a message is
encryption. However, as the authors presented in previous work [60], the special
properties of routing in P2P networks suggest a clarification of how this mechanism
should be implemented. In typical Internet routing, security is normally ensured
end-to-end, that is, the sender encrypts and signs the message and delivers it to the
recipient using some specific protocol for this task, such as TLS [72], DTLS [73], or
IPsec [74]. Unfortunately, this approach is not valid in P2P networks, because the
intermediate hops need access to some information of the message in order to route
it properly. Therefore, the routing protocol needs to implement two features: it must
separate the routing information (needed for the intermediate nodes to route the
message) from the content of the message per se (that must be only accessed by the
addressee). Also, it must permit use of both hop-by-hop and end-to-end security.
First the sender encrypts and signs the content of the message with the public key of
the ultimate receiver and the sender’s private key respectively (end-to-end security
at the application layer), then the sender appends to it the routing information and
encrypts and signs the whole message for the first hop using TLS, DTLS, or IPsec
(hop-by-hop security at the network/transport layer). This way, every hop can check
and modify the routing information of the query in order to properly route it, but
only the receiver can see its content. An example of a P2P protocol implementing
both features is RELOAD [9].

6.4.4 Protection of Contents at Rest

Following the security analysis conducted in [60], there are mainly three mecha-
nisms to protect the privacy of contents at rest in P2P networks: local control,
cryptography, and dedicated security services.
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6.4.4.1 Local Control

In this mechanism the node responsible for the resource is in charge of its access
control and, therefore, of its privacy protection. Local control can be implemented
in different ways. In the RELOAD protocol [9], for example, each resource iden-
tifier may contain multiple kinds of data identified by a Kind-ID. The definition of
each data kind specifies rules for determining which certificates can access each
Resource-ID and Kind-ID pair, controlling the data access. Another possibility is to
use an access control list (ACL) to determine the privileges of each user over an
object like in OceanStore [13] or Fairsite [75].

The main drawback of this approach is that, if the node responsible for the
resource is malicious, it can access the resources content or allow unauthorized
users to access it.

6.4.4.2 Cryptography

The more effective way to prevent malicious users from accessing the private data
of other users within the network is to use cryptography. If a user wants to store a
private resource for personal use, symmetric cryptography, such as the AES
algorithm [76], could be used to encrypt the data before storing them in the net-
work. On the other hand, if the private resource is intended to be accessed by other
users, such as a voice-mail, it may be encrypted using the public key of the reci-
pient, as described in [77]. If the publisher wants the resource to be accessible by a
group of users, three possibilities arise: (1) to extend the scenario of a single
recipient by storing one copy of the resource for each recipient encrypted with his
or her corresponding public key; (2) to encrypt the symmetric key using the public
key of all authorized readers and store the encrypted keys with the resource [75], or
(3) to store only one copy of the resource encrypted with a symmetric key and send
a private message to each recipient with the location of the resource in the network
and the key needed to access it [13].

6.4.4.3 Dedicated Security Servers

Another solution is to add dedicated security servers to the architecture. The users
rely on these servers for storing their private resources. Unfortunately, as noted in
[78], these servers reduce the advantage of the P2P architecture by introducing an
extra cost in its development, and issues such as load balancing and capacity
problems.
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6.4.5 Private and Split Credentials

Only a small number of elementary tasks can be carried out completely in an
anonymous way. Usually, the user has to perform some kind of authentication,
therefore revealing some private information [64]. As stated in [79], in P2P
applications with anonymous authentication, if the privacy of peers is increased, the
difficulties of ensuring authenticity and security are increased too. There is a clear
trade-off between authentication and anonymity that is to be catered by P2P
application developers.

A way to protect users access is to give users fake identities. Fake identities can
be ensured by smartcard techniques where the real identity of the user is only
known by the authority which distributes the smartcards. In this case, the authority
must be considered as a TTP [11]. For example, in Past [14], smartcards are used to
allow users to obtain necessary credentials to access resources in an anonymous
fashion. However, the use of trusted party for authentication can be risky. Thus,
there is a trade-off between accountability and trusted party for authentication.
Users have to be able to manage their identities in order to reduce to the minimum
the information about them disclosed during their operations in the network.

Private credentials [80] provide the same functionalities and security guarantees
as the classical X.509 certificates, but give the user the possibility of controlling and
separating its different identities. They are based on a very similar approach to the
X.509 certificates, but with two particular features:

• Single secret key, many public keys (cryptographic pseudonyms). Users can
create several public keys related to their secret key, instead of having only one
public key for each private key. Also, it is not possible to link these public keys
to each other, being unfeasible to know if they are held by several different users
or by the same user.

• Transformable. Credentials are linked to the users secret key not to their public
key. In this way, a credential related to one public key of the user can be
transformed into a credential related to another and different users public key.
Furthermore, the new created credential may only include a chosen subset of the
attributes includes in the original credential.

Private credentials “provide the same level of security (as classical certificates),
but additionally guarantee privacy during the process”, as stated in [62].

Another certificate variation that can be used together with private credentials is
split certification, as presented in the authors previous work [81]. Split certification
separates the identity of the user from the identity of the device the user is operating
from. This way, overlay maintenance and routing communications are performed
between nodes without the unnecessary knowledge of which users are connected to
them. Likewise, user operations are not linked to its devices, so users perform actions
in the networkwithout having to explicitly announce the node they are operating from.
Combining split certification with private credentials can reduce the users provided
information when fulfilling an access control policy necessary to access a resource.
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6.4.6 Hidden Services

We have already introduced (Sect. 6.4.2.1) the possibility of using an intermediate
peer to route messages on a users behalf in order to protect the senders anonymity.
A similar approach for P2P data sharing, presented in [82], uses buddies (com-
munity members the user has established trust relationships with) as “proxies”
during data requesting. The mechanism used to hide the identity of the requester is,
rather than sending the request by itself, the requester asks one or several of its
buddies to look up the data on its behalf. This process can be improved by having
the supplier respond to a request via its own buddies; protecting, therefore, not only
the identity of the requester but also the identity of the supplier.

In this vein, but using a more sophisticated and privacy preserving approach, are
the hidden services used in Tor [83]. Location hidden services allow a user to offer
a service without revealing its IP address. Using Tor “rendezvous points”, other
users can connect to these hidden services, each without knowing the other’s
identity. The steps to do so are:

1. The provider picks some introduction points (peers acting as intermediates) and
builds circuits (hop-by-hop encrypted random path) to them.

2. The provider publishes the service using a hidden service descriptor (including a
summary of each introduction point) in a distributed hash Table

3. The requester learns about the service from its hidden service descriptor and sets
up a circuit with a rendezvous point (peer acting as intermediate for the
requester).

4. The requester sends a message to one of the introduction points requesting
access to the service and including its rendezvous point.

5. Finally, the provider creates a circuit to the requesters rendezvous point and
provides the service.

6.4.7 Application Configuration

The default configuration of a P2P application should be as strict as possible, so that
the user willing to share a file had configured the application for doing so.
Unfortunately, as noted in [15], this is not desirable for P2P developers. They fear
that only a few users will change the configuration to allow sharing, if the default
settings of the application are no sharing, therefore, reducing the interesting content
available in the P2P network and forcing the users to use a different application with
more content.

With this in mind, one of the most simple and useful solutions a user can
implement in order to protect its privacy is to properly configuring a P2P appli-
cation to only share the information the user wants before starting to use it.
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6.4.8 Application Hardening

Users should use trusted applications, either open-source where the code can be
checked for malicious behavior or, at least, downloaded from trusted sources, to
prevent spyware or malware being installed on its computer. Also, P2P applications
need to have some privileges in order to be able to carry out their activities [84]:
network access, write and read permissions over the hard disk, and so on, that can
be used maliciously to disclose private information or install malware on the users
machine. To remedy this, [85] recommends to run the P2P application in a sandbox
that isolates the portion of the hard disk the application has access to and restricts
the operations it can perform. In the same way, the integrity and behavior of the
whole users devices system should be checked using anti-virus and anti-malware
solutions.

6.5 Recommendations, Challenges, and Opportunities

In Sect. 6.3 we presented P2P privacy issues and in Sect. 6.4 we discussed P2P
privacy solutions. It is time now to see how the described solutions can be used to
mitigate the existing issues and explore the challenges that must be addressed in the
future, along with opportunities for new research directions. Table 6.1 presents a
summary of the recommendations described during the rest of this section to protect
privacy in P2P networks.

6.5.1 User Identity

As we have described already, there are five main issues related to the user identity
privacy in P2P networks, two of them being common to any Internet-based system
and the three others being unique to P2P networks due to the special conditions they
present.

For the first issue, related to the ISP identification of peers, two possible solu-
tions arise. The first one is to accept that in order to contract an Internet line the user
should give some private information to the Internet provider and trust that it will
not release it to third parties compromising the users privacy. When this solution is
not acceptable, a second option is to use a public Internet access point, such as the
free wireless access point provided in some public places like coffee shops, train
stations, or airports.

For the second issue, related to the P2P application providers TTP identification
of peers, three possible solutions arise. The first one is, again, to trust that the
provider will not release the users identity information to other third parties. The
second one, when possible (users are not requested to give personal identifiable
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information such as an account or credit card number but less identifiable infor-
mation such as an e-mail that can be from an open provider), is to connect to the
application using a pseudonym that cannot be related to the users real identity.
Finally, the third solution is to only use P2P applications that accept anonymous
users and that do not need the user to follow an enrollment process.

For the third issue, related to the directly connected peers identification of users,
two possibilities arise. The first one is to trust that the Internet provider will not
reveal to the other peers which user is behind the visible IP address used. The
second is, again, to use public Internet access points so that the IP address can not
be related to the users identity. Also, in both cases, when some kind of credential is
needed in order to prove membership of the network, private and split credentials
should be used.

For the fourth and fifth issues, related to the mutual identification of the
resources requester and provider, the best solution is to use private and split cre-
dentials in order to hide their real identities.

Table 6.1 P2P Privacy issues and possible solutions

P2P Privacy Issues and solutions

Privacy issues Solutions

User identity Trust internet provider

Use public access point

Trust P2P application provider

Use pseudonymous

Use anonymous access applications

Private and split credentials

User location Privacy of user identity solutions

Anonymous systems

Hidden services

User access Anonymous systems

Routing modifications

Protection of contents in transit

Privacy of user identity solutions

Private and split credentials

User publishing Anonymous systems

Hidden services

Privacy of user identity solutions

Protection of content at rest

Contents Protection of contents in transit

Protection of contents at rest

Application misconfiguration and misuse Application configuration

Spyware and malware Application hardening
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6.5.2 User Location

It is impossible for a peer to hide its IP address, and therefore its location, from the
peers it is directly connected to. It is, however, possible for a user to hide its
location if the peers the user is directly connected to do not know the identity of the
user behind the peer it is using. In order to do so, the user has to use one of the
solutions presented in the previous point to hide its identity. But, what happens
when the user necessarily has to make some attributes public (like an ID and IP
address in P2PSIP) to allow the other users of the system to communicate with it. In
this case, the best option for the user seems to be accessing the applications through
an anonymous system and using a hidden service to hide its real location from the
users trying to contact them. Unfortunately, the hops introduced in this commu-
nication may not be viable for a real-time communication such as P2PSIP needs.
The challenge here would be to find a system that could hide the location of the user
while providing it with viable connection for real-time communication. One pos-
sible approach would be to hide the real location of the user (through a hidden
service) until it accepts the communication with the calling user and, once accepted,
to reveal its real location to establish a direct communication valid for real-time
applications. This would not hide the location of the user from an accepted caller
but, at least, it would prevent a malicious user from building a profile of the user
location without the user realizing it; since the real location of the user is not
released until the call is accepted. However, this is still an open area of research.

6.5.3 User Access

The best way to keep private the resources accessed by a user is to use an anon-
ymous system. This would prevent the peers directly connected to the user from
knowing which resources the user requests and, also, it would prevent those
responsible for a specific resource from knowing the origin of a request.
Unfortunately, in some cases this solution may not be available or perhaps too
costly. In such cases, a less secure option, but one that can provide some level of
privacy, is to combine routing modifications with protection of the contents in
transit. Another possible option is not trying to hide the access itself but the identity
of the user that is behind. In this case, the user should use the solutions already
described to retain the privacy of the user identity. In any case, if the access to the
resource is protected by an access control policy the user should use private and
split credentials in order keep the privacy of its access.
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6.5.4 User Publishing

Protection against content censorship mechanism is best achieved using an anon-
ymous system and publishing resources under a hidden service. Obtaining this
protection when this solution is not possible is an ongoing problem. One possibility
is to publish the content anonymously and hide the identity of the publisher using
one of the solutions already described in order to protect the user identity privacy.
Another possibility would be to try to implement the proxy solution, described in
Sect. 6.4.6, for content distribution. One final option would be to use cryptography
to protect the content of the resource at rest. Nevertheless, the last presented
solution would only hide the contents of the publishing user from non authorized
users. Furthermore, if one of the authorized users disclosed the content, it would be
possible to prove that the user published it if the encryption for the disclosed
content matched the published one.

6.5.5 Contents

In order to protect the privacy of content, both solutions for the protection of
content in transit and at rest should be used. For the case of protection at rest,
cryptography is the recommend solution, because it not only prevents an unau-
thorized user from seeing content, but it also prevents a malicious container from
disclosing users private information stored in the P2P network.

6.5.6 Application Misconfiguration and Misuse

So far, we have seen how to protect the privacy of different users’ attributes: its
identity, location, accessed information, published resources, and private stored
information. However, all these mechanisms are useless if the application used by
the user to access the P2P network is not well configured and is sharing its personal
private information. It is, therefore, crucial to do a proper and secure configuration
of the application used before accessing a P2P network.

6.5.7 Spyware and Malware

Similarly to application misconfiguration and misuse, having spyware or malware
that leaks the user’s personal information can render all the privacy protecting
mechanisms described before useless. So, it is very important to check that the user
device is clean of spyware and malware using an application hardening solution
before accessing a P2P network in order to protect the users privacy.
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6.6 Conclusions

As we have seen, there are several privacy issues that must be taken into account
when using P2P applications: privacy of user’s identity, location, access, and
publishing; privacy of contents; application misconfiguration and misuse; and
spyware and malware. Also, several solutions exist that can be used to try to
address these issues: anonymous systems, routing modifications, protection of
contents in transit and at rest, private and split credentials, hidden services, and
application configuration and hardening.

However, the choice of the one to be used in each case is a complicated task.
Some solutions may be effective to protect the privacy of some attributes but inef-
fective in protecting others. Furthermore, implementing some of them (e.g., using an
anonymous system) while neglecting others (e.g., application misconfiguration
sharing documents with personal identifiable information) may render useless the
solutions in place. It is, therefore, of great importance to have a holistic view of the
existing issues and solutions in order to protect privacy in P2P networks.
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