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Abstract End-User Development (EUD) studies how to empower end users
(among which, e.g., professionals and organizational workers) to modify, adapt
and extend the software systems they daily use, thus coping with the evolving
needs of their work organizations and the shop-floor environment. This research
area is becoming increasingly important also for the cross fertilization of ideas and
approaches that come from the fields of Information Systems and Human-Com-
puter Interaction. However, if one considers the variety of research proposals
stemming from this common ground, there is the risk of losing denotational pre-
cision of the key terms adopted in the common vocabulary of EUD. To counteract
this natural semantic drift, the objective of this paper is to distinguish within three
EUD complementary important notions, namely activities, roles, and artifacts, in
order to help researchers deepen important phenomena regarding the ‘‘meta-
design’’ of systems built to support EUD practices.
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1 Introduction

Humanist studies and disciplines have often provided Information Systems (IS)
and Human-Computer Interaction (HCI) researchers with sets of so-called ‘‘sen-
sitizing’’ concepts, that is terms and expressions that ‘‘help analysts unpack the
social organization of cooperative activities’’ [1]. However, a natural semantic
drift usually occurs when such sensitizing concepts are borrowed by scholars of
different disciplines. This has occurred, especially in the HCI field, with regard to
the concepts of boundary object [2], community of practice [3], and appropriation
[4], as well as to the recent concept of meta-design [5]. In this drift, as also argued
in [6], subtle but yet important nuances of the original concepts are either com-
pletely lost or get blurred in the description and analysis of social settings; in this
way, they fail to inform requirement elicitation and Information Technology (IT)
design to their full potential.

The objective of this paper is to shed light on three necessary notions, which
could help researchers better analyze subtle but yet important phenomena for a
more successful meta-design in End-User Development (EUD) initiatives [7, 8].
Indeed, in 2003, EUD has been defined as ‘‘the set of methods, techniques, and
tools that allow users of software systems, who are acting as non-professional
software developers, at some point to create, modify, or extend a software artifact’’
[9]. However, if one analyses the variety of proposals in the EUD field, like those
included, for example, in the book on EUD [9] or in the proceedings of the so far
four editions of the International Symposium on EUD, it is possible to observe
that, over the years, such a definition became blurred and too general, due to the
possibilities provided by technology today (e.g., the advent of the Web 2.0 and
3.0) that ten years ago people could not anticipate. Indeed, the objective of this
paper is to propose a clear distinction in the EUD discourse between comple-
mentary articulations around three perspectives: namely, the perspectives of
activities, roles and artifacts, according, respectively, to the aim and scope of the
EUD practice, to whom is to take advantage of the product of such a practice, and
lastly to the role of mediation played by IT artifacts in EUD scenarios. This
threefold articulation is based on a series of field studies that the authors have
performed in the last years in heterogeneous and unrelated EUD projects, whose
main element in common has been the endeavor of adapting the meta-design
framework to real communities of practice and practitioners.

The paper is organized as follows. Section 2 presents a classification of EUD
activities. In Sect. 3 the roles in EUD practices are discussed, while in Sect. 4 a
classification of the artifacts as a result of the different EUD activities is presented.
Finally, in Sect. 5 the implications that the three articulations may have on meta-
design activities and on the role of meta-designers are discussed.
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2 Activities

To disentangle EUD articulations, we propose at first to classify EUD into indi-
vidual EUD and public EUD (see Fig. 1). Individual EUD encompasses all those
activities that lead to the creation, modification or extension of a software artifact
for personal use only. Typical examples of individual EUD regard spreadsheet
programming [10], where end users create or modify formulas and macros for their
own purposes, or scripting environments for statistical computing and graphics,
like R and MatLab, by which experts in scientific domains (biology, statistics,
geology, etc.) write usually short bunches of software code to analyze and display
their data autonomously [11]. Individual EUD is the main research subject of End-
User Software Engineering (EUSE) [12], which proposes a variety of methods for
requirement analysis and specification, system design and reuse, verification and
testing, code debugging, specifically devoted to non-professional software
developers.

However, in many situations, single end users either program or configure
software artifacts that are used by (or also by) other people, as in the case of multi-
tiered proxy design problems [13, 14]. Usually these people are colleagues and
co-workers (as in the case of the Electronic Patient Record in [15]), but also people
working in other departments, contexts, and communities (as in the case of
e-government in [16]): In this case, we speak of public EUD, since the outcome of
the EUD activity is aimed at being shared and publicly available to others than the
end user involved in the programming activity. The main difference between
public and individual EUD is then the explicit intention behind the programming
effort: either making something intended to be shared or not, respectively.

Public EUD can be further specialized into inward EUD and outward EUD. In
the former case, the people carrying out any EUD activity work for a community
they also belong to, with or without the intention to build an artifact that could be
adopted also in other, possibly different, settings. Although this cannot be a priori
excluded, EUD activities are intended to support members of small teams and
groups of people sharing sets of conventions, assumptions and practices, i.e., in
many cases what are called ‘‘communities of practice’’ [17]. In these settings many
things can be given for granted and computational support is intentionally adjusted
in a ‘‘quick and dirty’’ fashion to achieve effectiveness and flexibility, rather than
maintainability and transferability. An example is a ‘‘pipe’’ in Yahoo!Pipes: this is
usually developed for personal use, but it can also (either intentionally or unin-
tentionally) be shared among the Yahoo!Pipes community. In the outward EUD
case, conversely, the quality of the software artifacts is more likely to be purposely
pursued, as the EUD activity is intentionally aimed at building and improving tools
that are to be used across different communities or, even, in other communities.

In the case of inward EUD, who undertakes EUD tasks is usually denoted with
a number of different names, like ‘‘power user’’, ‘‘gardener’’ or ‘‘local developer’’
[18]; these terms are usually used to indicate someone who, belonging to a given
community, works for the proficiency of the community itself, in virtue of a deep
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and often tacit knowledge of the characteristics and skills of its members. For
example, in the case of the Electronic Patient Record discussed in [15], the head
physician is called to visually compose the software environment, i.e., the elec-
tronic patient record that will be used in her/his ward by her/his colleagues and co-
workers. In [19], the authors report of a system in which doctors could create
simple rules so that relevant information displayed in their medical records could
be highlighted according to the context. Another example is in the archaeological
context: in [20], it is described how professional guides use different software
solutions that allow them to create personal information spaces, which could be
shared with other colleagues through annotation mechanisms.

Conversely, in outward EUD, at least two communities are involved and there
is no guarantee that those who carry out EUD activities will also take advantage of
the product of these activities; this case has been investigated to a lesser extent by
the EUD community, but, nevertheless, can occur in complex and important
domains. For instance, in [21] the authors report how civil servants, acting as non-
professional software developers, are called to create e-government services for
citizens; in [13] it is described how, in a similar way, mobile user interfaces for
disabled patients can be easily developed by caregivers (parents or assistants) by
means of a script-based system; in [22], it is reported and discussed how editorial
staff members of a Web shop portal may be asked to personalize systems for shop
owners, and, finally, in the archaeological context mentioned above [20, 23], each
guide can retrieve and compose, via a desktop application, the material for his/her
personal information space to be shown to a group of visitors during a visit of an
archaeological park.

Fig. 1 EUD activities articulation
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This classification, far from being a rigid taxonomy of EUD practices, hints
rather at a spectrum of possible uses (see Fig. 1) and is provided for its role in
pointing to specific design implications that will be discussed in Sect. 5.

3 Roles

Distinguishing between kinds of activities allows also to consider more precisely
scopes and roles involved in those activities. In particular, in addition to the oft-
cited roles of the end user and meta-designer, we propose to consider also the roles
of domain developer and maieuta-designer, according to the task these people are
supposed to undertake in an EUD process of IT artifact construction.

As widely known, the end user is a passive user of the IT artifact and consumer
of its products and services.

We propose the term ‘‘domain developer’’ to subsume all those roles that are in
charge of carrying out EUD activities, like the above mentioned ‘‘power user’’,
‘‘local developer’’, ‘‘gardener’’, ‘‘end-user developer’’ [14], ‘‘bricolant bricoleur’’
[24]. Therefore, a domain developer is a domain expert actively involved in the so-
called meta-task of improving the system used in the domain-specific task: such a
task is ‘‘meta’’ in that it is aimed at creating better artifacts for the main tasks in the
work domain at hand.

Likewise, the meta-designer is someone involved in the design of the EUD
environment and tools by which domain developers can build their own artifacts.
Therefore, s/he is usually a professional software developer in charge of creating
the technical conditions for EUD practice, according to a vision of meta-design as
a two-phase process [7, 25]: The former consisting of designing the design
environment, the latter consisting of designing the artifacts for end users using the
design environment.

On the other hand, the maieuta-designer specializes some of the activities that
previous literature contributions assigned to the meta-designer and which are more
concerned with the establishment and conservation of the most favorable social
conditions for empowering and motivating users in shaping their tools at use time
[5, 8]. This role actually encompasses and subsumes those that are involved in the
task of supporting the meta-task of the domain developers, that is of having the
domain experts (playing the role of domain developers) internalize the design
culture and the technical notions necessary for the meta-task of artifact develop-
ment. The maieuta-designer is therefore supposed to facilitate the evolution of
single users from being passive end users of their tools to become domain devel-
opers, that is domain experts capable to develop their own tools and make them
more fit to their settings, or at least to empower and help end users appropriate their
IT artifacts more actively and consciously, so that they can commit themselves in
improving the artifact e.g., by simply reporting shortcomings and system faults, and
expressing due modifications and appreciated improvements to whom it concerns
or is able to intervene (i.e., the domain developers or the IT professionals, if
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available). For this reason we call such a designer a maieuta-designer, partly in
analogy with the Socratic method of getting people acquire notions, motivations
and self-confidence to undertake challenging tasks by themselves, and partly in
clear assonance with the term meta-designer, of which it is a specialization more
oriented to work practice and EUD activities than to IT design and development
[24]. The maieuta-designer role is also in line with a new and more recent vision of
EUD that considers it (and meta-design) as one of the foundations of the cultures of
participation rather than a mere technical instrument [8].

Domain developer and maieuta-designer are just new roles that we have
introduced to specify the activities of the end user and meta-designer in EUD
practice (see Fig. 2). However, nothing prevents that the same person plays dif-
ferent roles at different degrees: for example, especially in individual EUD, the
end user actually becomes, at some time, a domain developer. Similarly, the roles
of meta-designer and maieuta-designer could be played by a software engineer and
by a HCI expert respectively, as in the case described in [26], or both roles may be
played by a professional software developer as in [13]. In the same vein, the
maieuta-designer could be occasionally just the most passionate one of the prac-
titioners involved in an EUD initiative, who tries to convince his/her colleagues to
join the initiative as well and have an active stake in the continuous improvement
of the IT artifacts that are in their partial or total control.

Indeed, as Fig. 2 shows, these four roles are also aimed at representing a sort of
continuum in the attitude towards the IT artifact, from the less active one, i.e., the
end user that just uses the IT artifact and occasionally gives feedback to the person
who is officially accountable for its quality, often on a professional basis (i.e., the
meta-designer). Compliant with the EUD tenets, our categorization does not force
domain analysis to fit actors into narrow boxes that do not reflect the complexity of
real work settings; quite the opposite we recognize such a complexity considering
that no wall should be established between roles, and that responsibilities, although
clear at any given time, can change as the project unfolds over time and contri-
butions are given on a voluntary basis irrespective of the intended planning. The
unpredictability and necessary openness of EUD projects is what makes them
substantially different from traditional software engineering projects and urges for
role and activity models that could cope with situated processes of IT appropri-
ation and collaborative development of the technology in a community context.

4 Artifacts

The classification proposed above, which distinguishes between individual EUD
and public EUD, as well as between inward and outward EUD, allows also to
distinguish in a finer-grained manner the IT artifacts used by the roles involved in
those activities.

In particular, it is useful to distinguish between: personal artifacts, which are
used by single users that employ the EUD environment for their own purposes, as
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in the case of spreadsheet programming; and intermediary objects. These are
objects that are shared, exchanged and circulated among members of networks and
communities to mediate their interactions [27]; in so doing, they represent the
intermediate steps of any design or meta-design task [28], i.e., ‘‘the traces as well
as the outputs of a collaborative transformational process’’ [29] and thus support
the continuous process by which they and other objects evolve over time. Personal
artifacts and intermediary objects mirror the EUD activities that they support:
individual and public EUD, respectively. Intermediary objects can be further
distinguished in knowledge artifacts and boundary objects, as extremes of a
continuous range that do not only cross boundaries but also contribute in shaping
them [29, 30]. Boundary objects is the notion introduced by Bowker and Star in
[31] to account for those artifacts that enable a sort of standardized and effectively
simplified communication and coordination between members of different com-
munities of practice; knowledge artifacts, on the other hand, are artifacts that
enable and support learning and innovation within a specific community of
practice, that is processes of knowledge acquisition, circulation and creation
among its members [32]. This spectrum of EUD artifacts is illustrated in Fig. 3.

In the EUD literature, boundary objects are often recognized between the
community of end users and the community of the IT professionals (i.e., meta- and
maieuta-designers) involved in the digitization process (e.g. [33]). Although this
can be perfectly the case, we should always remember that, in a real EUD scenario,
IT professionals should be present only at the inception of a digitization project, as
EUD is ultimately aimed at making end users autonomous in the long run. For this
reason, in standard use, speaking of EUD software artifacts as intermediary objects
seems more appropriate. That notwithstanding, either boundary objects or
knowledge artifacts, as particular instances of intermediary objects, cannot be
rigidly associated with either Inward or Outward EUD activities: it is a matter of
analysis to understand what roles an IT artifact is playing in an organizational
domain and understand how to support it computationally. Indeed, on one hand,
inward EUD addresses IT artifacts that often play the role of knowledge artifact;
moreover, hosting or being the objective of inward EUD activities make those IT
artifacts become also knowledge artifacts in the process itself of development, as
these latter end up by ‘‘mirroring and reflecting’’ how the community (or its

Fig. 2 Roles in EUD practices
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domain developers) has improved both the work tasks and the meta-tasks that
characterize the community itself. This is for example the case of the Electronic
Patient Record in the medical domain [15, 19, 23], which represents a shared
artifact within a hospital ward and among different wards, useful for accumulating
and sharing knowledge about each patient. In outward activities IT artifacts can
‘‘fertilize’’ different communities, by enabling activities that require some learning
by the members of the ‘‘receiving’’ community: therefore also in this case it is
possible to speak of knowledge artifacts ‘‘across communities of practice’’ [32].
On the other hand, outward EUD always encompasses the transfer of more or less
full-fledged IT artifacts from one community to another, but this does not nec-
essarily imply that these latter will play any coordinative role between these two
communities, thus being boundary objects as Bowker and Star defined them
originally [31]. However, one of the main reasons why a community could want to
develop tools to be given to other communities is to achieve a better communi-
cation and alignment of meanings, purposes and activities, so as to make those
tools effective boundary objects: for instance, an administrative office could pro-
vide a commercial office with a partially precompiled spreadsheet to have com-
mercial agents fill in expense accounts more accurately and completely, as
reported in [34]. Another example is in the e-government domain, where a civil
servant may create the description of an e-government service, which gives rise to
the automatic generation of both the web pages to be used by citizens to apply for
the service, and of the web pages to be used by administrative employees to
manage citizens’ requests [16].

Fig. 3 EUD artifacts articulation
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Once again, our point is that distinguishing between different activities, roles
and artifacts is not a nominalist effort, but rather an analytic stance that allows for
detecting nuances that could call for different design approaches, quality
requirements and EUD solutions.

5 Discussion and Conclusion

In this paper we proposed a threefold ‘‘activity, role and artifact’’ perspective in
EUD, in order to address complementary and mutually affecting components of an
EUD project. As said above, our effort is not merely taxonomic, but rather oriented
to the situated practices of requirement analysis and design. Indeed, a fine-grained
articulation of roles can help in understanding how to deploy efficient training
programs and apply effective rewarding mechanisms; for instance, distinguishing
between end-user, domain developer, and meta- and maieuta-designer, according
to the level of involvement in the process of artifact production, can help in
detecting different tasks to be supported in different ways and hence in shedding
light on specific meta-design principles. On the other hand, distinguishing what
kind of preexisting artifact has to be digitized in an organizational domain, that is
focusing on what main role a traditional artifact is playing, which has to be
substituted by a software application or IT artifact, would help designers invest on
more critical functionalities that are typically necessary in one case, but redundant
if not detrimental in the other one, or in detecting a palette of reusable off-the-shelf
EUD components to offer to domain developers. In the same light, the analysis we
outlined above on the distinction between individual and public EUD suggests to
reconsider meta-design priorities and the meta-designer’s role.

To this aim, we find it interesting to recall the seminal work of Grudin [35], who
discusses the different emphasis put on utility and usability of software systems in
different development contexts: whilst in in-house and internal system development
emphasis is rightly put more on utility since IT artifacts are built around their
intended functionalities, in commercial projects it is conversely usability the most
important characteristic, as one of the priorities is to facilitate system acceptance by
users and therefore increase the likelihood of success of the digitization process.
This tension between utility and usability has also influenced different approaches
to IT artifact development that have been pursued in the IS and HCI communities
over the years respectively. Nowadays, the cross-fertilization of these two research
fields can provide insights for dealing with this controversial relation between
usability and utility that in the EUD discourse revives as a primary concern and can
find, hopefully, an effective solution.

On the one hand, if one considers individual EUD and public/inward EUD,
emphasis should be mainly put on utility: indeed, EUD activities encompass
system adaptation and extension to increase effectiveness of the individual user
and/or of the whole community. Usually this is achieved through development
techniques that are very close to traditional programming languages, such as
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macro or script development, component-based development and programming by
examples. This requires that domain experts are trained (or even self-trained) in
programming methods and languages, so as to become what we have therefore
called ‘‘domain developers’’, that is domain experts that develop IT artifacts for
their own domain or setting. More specifically, in individual EUD, end users and
domain developers coincide as people who are in control of modifying the IT
artifact for their own purpose.

Conversely, in public/outward EUD, domain developers modify the IT artifact
by constantly taking into account the requests of other end users, for the sake of the
whole community’s advantage, a community they often do not belong to.

As a consequence, to support the meta-task of domain developers in individual
EUD and public/inward EUD, meta-designers must focus on the design of EUD
tools and infrastructures for communication within the community, whilst the
maieuta-designer must focus on the proper training of the domain developers, and
on managing the risk and the impact that the system under evolution may have on
the organization and its work practices.

On the other hand, in public/outward EUD, artifacts must be designed more
carefully for at least two reasons: first, because these artifacts will be used by people
that did not participate in the development process and could find contacting the
developers very hard, if not impossible at all. In fact, an EUD artifact is not
guaranteed by any commercial company, nor a help desk exists to troubleshoot its
problems or provide guidance about its proper use. Secondly, it is possible that
other non-professional software developers will have to adjust the artifacts to make
them more suitable and fit to the community of end users where these are eventually
adopted. This means that public/outward EUD requires a greater emphasis on
usability: not only tools supporting domain developers must fit their characteristics,
skills and background, but also the artifacts created for end users by the domain
developers must be usable as well. Thus, in this case, EUD techniques must be both
informed by domain-specific concepts and oriented toward the support of daily
work practices: for instance, EUD environments in e-government [21] and medical
projects [36] adopt the metaphors of the form-based interaction and of the active
document because these recalls the usual ways work is accomplished in those
domains. Furthermore, the activity of domain developers consists of creating
software artifacts for people that belong to a different community; thus, proper
mechanisms for making artifact creation easier and code generation transparent,
that is free of unnecessary implementation details or language-specific technicali-
ties, must be defined, along with procedures that guarantee the creation of usable
artifacts [37]. Both aspects still regard the meta-task of domain developers, which
should be supported no more with training in programming, but rather with user-
friendly and visually engaging EUD systems [38], along with proper incentive and
rewarding mechanisms. Therefore, in public/outward EUD, the meta-designer must
pay more attention on easy-to-use EUD techniques and automatic code generation
mechanisms (for example through meta-modeling [39]), whilst the maieuta-
designer must focus on motivation strategies.
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In light of the considerations mentioned above, novel meta-design guidelines
emerge and should be refined and put to the ‘‘test of life’’. Therefore, our future
work will be aimed at extending the current proposals on meta-design and making
them more concretely applicable in the challenging context of the communities of
practice for the creation of supportive EUD tools and infrastructures that can
evolve more easily along with the needs and objectives of the members of those
communities.
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