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Abstract. Numerous inheritance metrics have been proposed and studied in the 
literature with a view to understand the effect of inheritance on software 
performance and maintainability. These metrics are meant to depict the 
inheritance structures of classes and related issues. However, in spite of a large 
number of inheritance metrics introduced by researchers, there is no standard 
set of metrics that could discriminate the class hierarchies to decipher or predict 
the change-proneness, defect-proneness of classes or issues that could 
effectively address maintainability, testability and reusability of class 
hierarchies. In fact, very different hierarchical structures lead to the same values 
of some standard inheritance metrics, resulting in lack of discrimination 
anomaly (LDA). In an effort to address this problem, three specific metrics 
have been studied from the point of view of providing an insight into 
inheritance patterns present in the software systems and their effect on 
maintainability. Empirical analysis shows that different class hierarchies can be 
distinguished using the trio – average depth of inheritance, specialization ratio 
and reuse ratio. 
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1 Introduction 

Metrics play an important role in measuring the software quality, cost, complexity, 
maintenance efforts and many other important attributes affecting the overall software 
performance. If these issues are addressed and analyzed properly at design level, they 
lead to more efficient and cost effective software development and maintenance. 
Numerous metrics have been proposed over a period of two decades to assess 
different software attributes such as size, inheritance, cohesion, coupling, testing 
efforts, and maintainability. Metric suites that have been widely studied and applied 
successfully for object oriented software include CK metrics suite [1] and MOOD 
metrics suite [2]. However, there is no standard set of rules that helps a software 
developer or a project manager in selecting specific metrics that would be more useful 
for a particular development. Further, these metrics often provide overlapping 
information. But, the use of multiple metrics becomes inevitable for large and 
complex software systems. This, in its turn, generates large data sets, making it 
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extremely unmanageable to analyze and interpret. Experience suggests that better 
inferences can be drawn by using only a small set of metrics.  

Inheritance patterns present in an object oriented software system greatly affect the 
overall performance and maintainability of the system. Numerous metrics have been 
proposed by researchers and developers that measure different aspects of inheritance 
present in a software. Depth of inheritance (DIT), number of children (NOC), average 
inheritance depth (AID), specialization ratio (SR) and reuse ratio (R) metrics are some 
of the most commonly used metrics in quantifying the effect of inheritance. Use of 
inheritance metrics has claimed to reduce the maintenance efforts and enhance the 
reliability [3]. In an interesting study, Daly et al [4] have concluded that software 
systems having 3-levels of inheritance are easier to maintain than 0-level inheritance, 
but deeper levels of inheritance adversely affect the maintainability.   

People have performed various empirical studies on design measures for object 
oriented software development (see for example, ([7], [8], [9], [10], [11], [12], [14], 
[15], [19], [22], [23], [25] and [26]).  Briand et al [12] have studied relationships 
between coupling, cohesion, inheritance and the probability of fault detection in 
software. Through an empirical analysis, they conclude that accurate models can be 
built to predict fault-prone classes. They also show that in general, the frequency of 
method invocations and the depth of inheritance hierarchies are the prime factors 
leading to fault-proneness in the system, apart from class size. Cartwright and 
Shepperd [11] investigated the effect of inheritance on a specific industrial object 
oriented system and found that classes in an inheritance structures were 
approximately three times more defect-prone compared to those classes that did not 
participate in inheritance structure. Further, they were able to build useful prediction 
systems for size and number of defects based upon simple counts such as number of 
events or number of states per class. Similar studies were also made by Harrison et. al 
and Wi Li [16, 4] with a view to understand the inheritance effects on modifiability 
and maintainability of object oriented systems. Dallal [14] has applied the concept of 
class flattening to inherited classes for improving the internal quality of attributes 
such as size, cohesion and coupling. Elish [15] has empirically evaluated that DIT and 
NOC are good metrics for finding the fault tolerance, maintainability and reusability 
in aspect oriented systems. 

Aggarwal et. al [10] have investigated twenty two different object oriented metrics 
proposed by various researchers and have made an empirical study of some of the 
selected metrics that provide sufficient information for interpretation.  Metrics 
providing overlapping information are excluded from the set. Mishra [7] has recently 
introduced two inheritance complexity metrics, namely Class Complexity due to 
Inheritance (CCI) and Average Complexity of a program due to Inheritance (ACI). 
These metrics are claimed to represent the complexity due to inheritance in a more 
efficient way. More recently, Makkar et. al [19] have proposed an inheritance metric 
based on reusability of UML based software design. They have presented an 
empirical analysis of the proposed metric against existing reusability based 
inheritance metrics. 

With the growing complexities of inheritance relationships and polymorphism in 
large object-oriented software systems, it is becoming increasingly important to 
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concentrate on measures that capture the dynamic behavior of the system. Han [20] et. 
al have proposed a Behavioral Dependency Measure (BDM) for improving the 
accuracy over existing metrics when predicting change-prone classes.  With the help 
of a case study, they demonstrate that BDM is a complementary indicator for change-
proneness when the system contains complex inheritance relationships and associated 
polymorphism. Results of the case study show that the BDM can be used for model-
based change-proneness prediction. 

In spite of a large number of inheritance metrics introduced by researchers, there is 
no standard set of metrics that could discriminate the class hierarchies to decipher or 
predict the change-proneness, defect-proneness of classes or issues that could 
effectively address maintainability of the system and reusability of class hierarchies. 
Dallal [13] has recently made an interesting study on cohesion metrics and has 
demonstrated that most of the metrics reflect the same cohesion values for classes 
having same number of methods and attributes but distinct connectivity patterns of 
cohesive interactions (CPCI). This results in incorrect interpretation of the degrees of 
cohesion of various classes. This is termed as lack of discrimination anomaly (LDA) 
problem. To resolve the problem, Dallal et. al [13] have proposed a discrimination 
metric and a simulation-based methodology to measure the discriminative power of 
cohesion metrics. The proposed metric measures the probability that a given cohesion 
metric will generate distinct cohesion values for classes having same number of 
methods and attributes but different CPCIs.  Motivated by the work, we have made an 
empirical analysis of various available class inheritance hierarchy metrics. A tool 
“ClassIN” is developed to study the inheritance patterns inbuilt in Java projects. Like 
the cohesion metrics, inheritance metrics also suffer from LDA problem. This 
contribution focuses on identifying distinctive features in class hierarchies of a 
software system having same inheritance metric values. In this paper, we propose a 
vector valued metric ‘Discrimination of Inheritance Pattern Vector’ (DIPV), to 
resolve the discrimination anomaly to some extent. This measure proves to be quite 
useful in improving the understandability of class hierarchies present in a software 
system. The metric captures the distinction that a particular hierarchy possesses from 
others. The three measures that we have chosen for defining DIPV are average depth 
of inheritance, specialization ratio and reuse ratio. This trio gives a good insight of the 
class hierarchies and related issues such as testing efforts and maintainability.  

The paper is organized as follows. Section 2 presents an overview of some of the 
well-known inheritance metrics. The problem of lack of discrimination anomaly for 
inheritance metrics is also presented in this section. In Section 3, a new approach for 
discriminating the inheritance pattern in a software system is presented using the trio 
named DIPV (a vector valued metric). An Empirical analysis is also presented in this 
section using ClassIN tool. The tool helps in identifying inheritance patterns present 
in a software system with special emphasis on the software attributes such as depth 
and breadth of class hierarchies. This facilitates in visualizing the general inheritance 
pattern present in the system.  
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2 Inheritance Metrics and Lack of Discrimination Anomaly 

Inheritance metrics measure the depth, width and relative inheritance values reflecting 
the inheritance patterns in an object oriented system. Inheritance metrics are broadly 
classified into two types - class level inheritance metrics and class hierarchy metrics. 
The Class level inheritance metrics represents the inheritance values of individual 
class, whereas the class hierarchy metrics represents hierarchal structure of the related 
classes. Table 1 lists metrics that are commonly used for determining class level 
inheritance and class hierarchy level inheritance.  

Table 1. Inheritance metrics 

Inheritance Metrics Description 
a.  Class Metrics 
Depth of  Inheritance (DIT) Maximum length from the node to root. 
Number of Children(NOC) Number of immediate descendents of the class. 
Number of Ancestor classes (NAC) Total number of super classes of the class. 

Number of Descendent classes (NDC) Total number of subclasses of the class. 

Total Children Count(TCC) Number of Subclasses of the class. 

Total progeny Count(TPC) 
Number of classes that inherit directly or indirectly 
from a class. 

Total Parents count (TPAC) 
Number of super-classes from which the given class 
inherits directly. 

Number of Methods Inherited (NMI) Number of methods inherited by the class. 
Number of Attributes Inherited (NAI) Number of attributes inherited by the class. 

Class-to-leaf depth (CLD) 
The maximum length of the path from a class to a 
leaf. 

b. Class Hierarchy Metrics 

Maximum DIT (MaxDIT) 
Maximum of the DIT values obtained for each class 
of the class hierarchy. 

Average Inheritance Depth (AID) Sum of depths of classes/Total number of classes. 
Number of children for a component 
(NOCC) 

Number of children of all the classes in the 
component. 

Total length of inheritance chain (TLI) 
Total number of edges in an inheritance hierarchy 
graph ( number of classes inherited)   

Specialization Ratio (S) 
Ratio of number of subclasses to the number of 
super classes. 

Reuse Ratio (U) 
Ratio of number of super classes to the total number 
of classes. 

Method Inheritance Factor (MIF) 
Ratio of number of inherited methods in a class to 
the number of visible methods in a class. 

Attribute Inheritance Factor (AIF) 
Ratio of number of inherited attributes in a class to 
the number of visible attributes in a class. 

 
DIT and NOC are most commonly used class level metrics. While these metrics do 

give some idea on the inheritance complexity of a system, they do not discriminate 
between different hierarchical patterns. AIF, MIF metrics do provide some insight 
into the internal structure of a hierarchy. Specialization ratio and reuse ratio are 



 Discrimination of Class Inheritance Hierarchies – A Vector Approach 125 

commonly used for discriminating the class hierarchies. However, in many instances, 
these metric values turn out to be the same for relatively very different inheritance 
patterns. Although class hierarchies can be understood to some extent using 
specialization ratio, reuse ratio and average inheritance depth, none of the measures 
alone is capable of providing a good understanding of the inherent hierarchies.  In 
what follows, we shall present some specific cases that exhibit the LDA in class 
hierarchy inheritance metrics.  

Consider the metric MaxDIT defined by  
 

max  {  ( )}iC KMaxDIT DIT Ci∈=
 

where Ci is a class in a class hierarchy K. Note that MaxDIT [21] for all the three 
hierarchies in Figure 1 turns out to be 2, but the three hierarchies have different 
structures. MaxDIT does not indicate any inheritance pattern and the relative 
overriding complexities. Moving onto Average Depth of Inheritance (AID), it is 
defined by 

( )
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where TC denotes total number of classes in the hierarchy. AID is a ratio of sum of 
DIT values to the total number of classes. It may be noted that AID value for Figure 
1(a) is 1.5 and is 1.33 for hierarchies shown in Figure 1(b) and 1(c). Hence this also 
does not give any clear picture of the hierarchical structure present in a module. 
Turning to the metric NOCC [21], all the class hierarchies shown in Figures 1 have 
the same value 5. 

Thus, the possibility of discriminating class hierarchies using NOCC is very low. 
Similarly, the TLI metric (total length of inheritance chain) value for all the 
hierarchies of Figure 1 is 5. The Specialization Ratio S (Table 1) gives some idea 
about the width of class hierarchy, higher the specialization ratio, wider would be the 
class hierarchy. The hierarchy having higher value of S is considered to be better than 
that having value close to 1. The specialization ratio for hierarchies of Figure 1(a) and 
1(b) is the same and is equal to 2.5, while for Figure 1(c) it turns out to be 1.67. 

 

 

 

 

 

 

 

 

Fig. 1. Class hierarchies 
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Another related ratio that helps in discriminating different hierarchies is the Reuse 
Ratio U (Table 1). The reuse ratio is always less than 1. The higher reuse ratio reflects 
that the system is having deep hierarchy and high reuse value. The reuse ratio for 
hierarchies of Figure 1(a) and 1(b) is 0.33, 0.33, while the same for 1(c) turns out to 
be 0.5. 

An empirical study was performed to analyze the performance of different class 
hierarchy metrics using six different projects from sourceforge.net [24]. These 
projects are Bloat (12) JActor (9), Oxygene (24), Pandora Project Management (19), 
SGLJ (23) and OpenNLP (41). Numbers in the brackets indicate the number of class 
hierarchies present in each project. Thus a total number of 128 class hierarchies were 
taken to analyze the discriminating power of inheritance metrics. Six metrics, namely 
MaxDIT, NOCC, TLI, AID, S, and U were chosen to examine the discriminating 
power.  

Table 2. Statistics of class hierarchy metrics for 128 classes of six different projects 

Metrics Min Max Mean Median Standard Deviation Percentage of 
distinct metric 
values (%) 

Max 
DIT 1 5 1.48 1 0.87 3.12 

NOCC 1 80 6.9 3 12.63 19.53 

TLI 1 80 6.92 3 12.63 19.53 

AID 0.5 2.61 1.12 1 0.4 29.68 

S 1 69 4.05 2 8.03 24.21 

U 0.01 1 0.48 0.36 0.31 20.31 

3 Class Hierarchy Metric: A Vector Approach  

Let us define the Discrimination of Inheritance Pattern Vector (DIPV) as a triple 
using the combination of AID, specialization ratio and reuse ratio as follows.  

DIPV = (AID, S, U) 
AID provides a good understanding of the inheritance levels present in a given class 
hierarchy. But, this alone is insufficient in giving details of inheritance pattern. 
Combining it with specialization ratio gives the idea of the breadth of the hierarchy, 
whereas the reuse ratio also gives the information about the depth. Thus DIPV gives a 
fair amount of indication on the maintenance efforts needed. Comparison of two 

DIPV is performed as follows. If ) , ,( 111 zyxu =  and ) , ,( 222 zyxv = are two 

vectors then vu >  if and only if one of the following conditions hold (i) 21 xx > (ii) 

21 xx = and 1 2y y< (iii) 21 xx = , 21 yy = and 21 zz > . Otherwise .u v<=  
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To ascertain better maintainability, we propose the following algorithm.  
 
Algorithm   

Input: DIPV1 = ) , ,( 111 zyx , DIPV2= ) , ,( 222 zyx  
Output: Lower DIPV (lower maintainability)  
Begin: 

1. If  21 xx > then           

2.       return DIPV2. 
3. else if  21 xx =  and 1 2y y< then 

4.       return DIPV2.. 
5. else if  21 xx =  and 21 yy =  and  21 zz >  

6.       return DIPV2. 
7. else  
8.       return DIPV1. 
9.       end if. 
10. end. 

Table 3. LDA cases in some class hierarchies  

Class Hierarchy MaxDIT NOCC AID S U AM AU 

1 2 3 1 1.5 0.5 2.5 2 

2 2 3 1.25 1.5 0.5 2.875 2.25 

3 2 4 1.2 1.33 0.6 2.8 2.2 

4 2 4 1.2 2 0.4 2.8 2.2 

5 2 5 1.5 2.5 0.333 2.5 3.25 

6 2 5 1.333 2.5 0.333 2.33 3 

7 2 10 1.54 3.33 0.27 3.31 2.54 

8 2 10 1.63 5 0.18 3.45 2.63 

9 3 6 2.14 2 0.42 4.21 3.14 

10 3 6 1.85 1.5 0.57 3.78 2.85 

11 3 8 1.88 1.33 0.66 3.83 2.88 

12 3 8 1.55 2 0.44 3.33 2.55 

13 3 11 1.5 2.75 0.33 3.25 2.5 

14 3 11 1.75 2.2 0.41 3.625 2.75 

15 4 16 2.117 2.28 0.41 4.17 3.11 

16 4 16 1.82 3.2 0.29 3.73 2.82 
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In order to develop some understanding on the class hierarchy metrics and their 
revelation about the inheritance structures, a tool “ClassIN” has been developed in the 
present study. The tool aims at finding out various inheritance metrics for Java 
projects. We have considered only abstract classes and concrete classes of the projects 
in the tool. Using the tool, AID is compared first, lower value gives lower 
maintainability and hence, we do not go further to compare the second and third 
components. If both AID values are the same then the second and third attributes of 
DIPVs are compared to ascertain the breadth and depth of inheritance patterns. Higher 
specialization and lower reuse ratio indicate a better design from the maintenance 
point of view.  

Table 3 shows some of the LDA cases of class hierarchies taken the six projects 
mentioned in Section 2. In the first and second case, values of MaxDIT and NOCC 
are 2 and 3 respectively for both the class hierarchies. Applying the algorithm one 
gets the first DIPV. The resultant hierarchy gives lower maintenance cost, low 
testability and better reusability. This can also be asserted by looking at the values of 
AM and AU, which are precisely the maintainability metrics.  In some cases all the 
values turn out to be the same. It indicates that both the hierarches have same 
maintainability cost.  

3.1 Validation of DIPV 

After applying DIPV, the algorithm returns either DIPV1 or DIPV2. For the 
validation of DIPV results, statistical discriminant analysis test was performed. The 
resultant discriminate function is  

7.146 1.788* 0.583* 5.536* .iD AID S U=− + + +  

The discriminate function coefficients are positively correlated with discriminant 
function. So, AID, S and U are suitable for discrimination of class inheritance 
hierarchies. More than 61% grouped cases are correctly classified in all the class 
hierarchies present in the six mentioned projects from sourceforge.net [24].  

 

Fig. 2. A visualization of DIPVs of class hierarchies 
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Figure 2 shows a plot of DIPV for a total of 128 class hierarchies taken from six 
projects from sourceforge.net as mentioned in Section 2.  For the project Pandora, one 
may observe that specialization ratio of one of the class hierarchies is around 70, 
while its reuse ratio is well within the limit (0.5) and AID is close to 2. Such 
hierarchies may lead to higher maintenance and testing efforts and should be 
reviewed at the design level only. Moving onto the class hierarchies of the Project 
Oxygen, all the class hierarchies have specialization ratio within the interval range of 
[1, 4], highest reuse ratio is 0.6 and the highest AID is 2.25. Thus the project is well 
designed; maintenance and testing efforts would be within the manageable limits. 
Thus, in general, the triple gives a good understanding of the hierarchical pattern and 
helps in visualizing the blueprint of the design for analysis and refinement, if needed. 
However, it cannot be claimed that in all cases, DIPV will always give a good insight 
on maintainability, reusability or testability. Nonetheless, it may be treated as a 
primary measure to identify class hierarchies that may create issues in the project 
maintenance.  

4 Conclusion 

Different inheritance metrics are analyzed for discriminating the class hierarchies to 
understand their effect on maintenance efforts. The metrics MaxDIT, AID, reuse 
ratio, specialization ratio can be used for discriminating the hierarchies. However, a 
single metric does not suffice to give any insight on the inheritance pattern. To 
enhance the understanding on the inheritance pattern and related software attributes 
such as average depth and breadth of hierarchical structure and their overriding 
complexities a vector DIPV has been proposed in this paper. It helps in providing a 
better picture of the blueprint of the inheritance pattern present in a software system. 
Accordingly, the design could be reviewed from the point of view of maintenance, 
testing efforts and reusability. A tool ClassIN is developed to visualize the inheritance 
patterns present in a software system.  This helps in quick analysis of the software 
design and the inheritance patterns used in the system. The tool can be downloaded 
from https://sites.google.com/site/brcreddyse/Tools 
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