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Abstract. Quantum algorithms are a very promising field. However,
creating and manipulating these kind of algorithms is a very complex
task, specially for software engineers used to work at higher abstraction
levels. The work presented here is part of a broader research focused on
providing operations of a higher abstraction level to manipulate integers
codified as a superposition. These operations are designed to be com-
posable and efficient, so quantum software developers can reuse them
to create more complex solutions. Specifically, in this paper we present
a ‘multiples of’ operation. To validate this operation, we show several
examples of quantum circuits and their simulations, including its com-
position possibilities. A theoretical analysis proves that both the com-
plexity of the required classical calculations and the depth of the circuit
scale linearly with the number of qubits. Hence, the ‘multiples of’ oracle
is efficient in terms of complexity and depth. Finally, an empirical study
of the circuit depth is conducted to further reinforce the theoretical anal-
ysis.

Keywords: Quantum computing · Amplitude Amplification · Oracle ·
Multiples · Qiskit

1 Introduction

Quantum computing [17] uses quantum mechanics to perform computations in
a different manner than classical computing [18]. Nowadays, quantum comput-
ers are in the NISQ (Noisy Intermediate-Scale Quantum) Era [19], which means
their practical use is still limited by errors and the low number of qubits (quan-
tum bits). However, the recent developments on quantum devices have allowed
researchers to start testing on real quantum hardware the theoretical work on
quantum algorithms, which has been a very active field for decades [12].

Quantum algorithms are useful when they can solve certain problems faster
than any known classical algorithm [16]. This speedup is measured in terms of
asymptotic scaling of complexity [4]. The work presented here is part of ongoing
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research aimed at providing programmers with operations on quantum states at
a higher level of abstraction than the base quantum gates. The design of these
operations aims at composability and efficiency, such that they can be reused to
create larger solutions. More specifically, our research has begun with the goal
of providing operations on a superposition quantum state that encodes integers
with size determined by the number of qubits in the state [20]. These operations
are not only useful for manipulating a quantum state encoding integers, they are
also more efficient than the same operations in the classical domain. In addition,
the quantum circuits that implement these operations are optimised in depth,
with respect to Qiskit’s automatic methods [23], as well as in the number of
qubits (ancilla and non-ancilla) they use [21].

In particular, this paper presents an operation that computes multiples.
Thus, given an integer and a quantum state that encodes integers, the oper-
ation phase-tags1 the configurations of the quantum state that correspond to
multiples of the given integer. While the complexity of finding the multiples in
the classical domain is O(2nN ),2 the complexity of the operation presented here
is O(nN ), where nN is the number of bits codifying the maximum size of the
wanted multiples, N . This is a logarithmic scaling in the total number of states,
which provides an exponential speedup with respect to classical calculations.

As mentioned before, in our research this ’multiples of’ is part of a larger set
of quantum operations on integers [20,21]. An important feature that we want
the whole set of operations to preserve is composability. Thus, all the resources
of this set are composable with each other and, for example, the ‘multiples of’
can be composed with a ‘less than’ operation to obtain the multiples of a given
integer a less than another given integer b. In particular, the operation ‘multi-
ples of’ can also be composed with itself to, for example, mark in a quantum
state the multiples of an integer a and then, in the resulting state, mark the
multiples of another integer b. Preserving composability offers the possibility to
reuse such operations to build more complex operations with a higher level of
abstraction. Achieving the best quality attributes, such as reusability or com-
posability, in each operation is important because their compositions will inherit
those attributes [14,24].

This paper is organized as follows. In Sect. 2 we provide the necessary back-
ground for this work. Next, the description of the ’multiples of’ operation is
presented in Sect. 4. The operation takes the shape of a quantum oracle and
the section details both the idea inspiring the oracle and the quantum circuit
exact implementation. In Sect. 5 some examples of circuits and simulations are
shown to prove the functionality of the oracle. Then, in Sect. 6, the complexity of
classical calculations as well as the quantum circuit is discussed. Section 7 shows
composability and further uses of the oracle. Finally, in Sect. 8, the conclusions
and future work are explored.

1 Phase-tagging a state is giving that state a π-phase.
2 Given k ∈ N, there are �N/k� multiples of k in [0, N ]. As k is fixed, the number of

multiples grows linearly in N , O(N). Namely, if N = 2nN , then O(2nN ).
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2 Background

Oracles have been identified as a recurring pattern in quantum software [15,24].
Following this trend, the work presented here is built as an oracle for Grover’s
algorithm [9]. This algorithm searches for one quantum state in an unordered
database faster than any known classical algorithm. Its generalization is called
Amplitude Amplification [3,10] and allows to search for multiple values. This
algorithm works by applying two quantum operations: an oracle, which marks
with a π-phase the desired quantum states, and a diffuser, which tries to amplify
the amplitude of those marked states. Often, to reach a satisfactory amplifi-
cation, it is needed to repeat the pair oracle-diffuser several times. This pair
oracle-diffuser is usually called the Grover iterator.

The ‘multiples of’ oracle is built reusing two pieces of existing quantum
software, the linear multi-controlled gate [22] and the modulo addition [1,7].

In [22] the authors present an efficient implementation of a multi-controlled
gate whose depth scales linearly with the number of qubits and thus avoids the
polynomial growth of previous implementations. Furthermore, it does not require
the use of ancilla qubits. The linear multi-control gate outperforms Qiskit [23]
implementation from five qubits onwards, which supposes a clear improvement
for any meaningful use. Furthermore, the authors also conduct an analysis on
the utility of the linear multi-controlled gate on NISQ devices, showing that the
depth reduction can help achieve more accurate results. Because of these quality
attributes, we chose to reuse it in this work.

The modulo addition operation a + b mod k is defined as the remainder of
dividing a + b by k. In this work, this operation will only be performed with
values a, b < k. Hence, in our case, the modulo addition can be written as:

a + b mod k =
{

a + b if a + b < k
a + b − k if a + b ≥ k

a, b < k (1)

For this modulo addition we use the implementation presented in [1]. It is
heavily based on Draper’s algorithm [7] for quantum addition. This method uses
the quantum Fourier transform [6] and hence is done on the frequency domain3.
It allows the addition of an integer to a quantum superposed state without the
need to encode the integer in a quantum register. This reduces the number of
necessary qubits. The depth of this operation is linear on the number of qubits,
as it is a composition of linear-depth primitives.

Once the addition gate is built, the modulo addition conducts the following
operations [1]: adds a classical value a < k to a quantum state holding the
classical value b < k, and then it subtracts k if a + b ≥ k. This methods requires
two ancilla qubits to perform the operation, one for the overflowing of the sum,
and another one for checking whether it is needed to subtract k or not.

3 In the frequency domain, integers are represented by superposition of states with
the same different in phase between the state. That difference in phase is the unique
identifier of the integer [18].
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This paper showcases how by carefully composing existing pieces of quantum
software a new non-trivial software can be obtained. The ideas hereby described
are the ones which allow to build the oracle ‘multiples of’, presented in detail in
Sect. 4.

3 Related Works

There are several approaches which seek to create higher-level quantum pro-
gramming languages. Quipper [8] is a scalable quantum programming language
which can be used to program several quantum algorithms, such as HHL [11].
Silq [2] is a high-level quantum language which focuses, among other objectives,
in the automatic uncomputation of operations usually required in quantum pro-
gramming. Another construction of higher-level quantum program is Classiq [5],
which researches in building oracles for arithmetic expressions. Latter one is the
closest to our work, previous ones focus on quantum primitives with a more
general approach. Operations in Classiq, range from addition or subtraction to
built-in functions such as Amplitude Estimation. These languages aim at cre-
ating a whole set of operations to be able to create quantum software without
the need of deep knowledge on quantum circuits. Our work follows the same
idea and attempts to create new more complex operations with efficient classical
calculations.

4 Implementation of the ‘Multiples of’ Oracle

In this section, we provide a description of the oracle. It comprises two differen-
tiated parts, the first one is the mathematical ideas inspiring the oracle, where
basic modulo theory shows a condition for identifying multiples. The second
part describes the quantum circuit of the oracle, how the multiples are given a
π-phase, and how to adapt the oracle for a full Amplitude Amplification imple-
mentation.

4.1 Mathematical Properties Inspiring the Oracle

A number M ∈ N is multiple of another number k if the remainder of the division
is 0, formally expressed as M ≡ 0 mod k. If M is not a multiple of k, then M �≡ 0
mod k.

The number M can be be expressed in binary form, also known as binary
decomposition:

M = am · 2m + am−1 · 2m−1 + . . . + a1 · 21 + a0 · 20 =
m∑
i=0

ai · 2i (2)

where ai ∈ {0, 1} and m = �log2 M�.
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Let ri, with 0 ≤ ri < k, be the remainder of 2i when divided by k, formally:

2i ≡ ri mod k (3)

Then by the properties of the ring of remainders Zk it can be noticed that:

M ≡
m∑
i=0

ai · 2i ≡
m∑
i=0

ai · ri mod k (4)

Hence, M is a multiple of k if the sum of the remainders of the powers of 2
modulo k of its binary decomposition is equivalent to 0, formally:

M ≡ 0 mod k ⇐⇒
m∑
i=0

ai · ri ≡ 0 mod k (5)

Therefore, the ‘multiples of’ oracle is built in two parts, first adding the
remainders of the powers of two, and then giving a π-phase to those which are
0, thus the multiples.

4.2 Algorithm for the ‘Multiples of’ Oracle

This subsection provides a detailed explanation of the implementation of the
‘multiples of’ oracle.

Let k ∈ N be the number whose multiples want to be calculated. The quan-
tum circuit for the ‘multiples of k’ oracle consists of three registers of qubits.

The first is the input register, which holds the quantum states in which the
multiples will be searched. It is formed by n qubits and the i-th qubit of this
register is denoted qi. The number n is an input parameter and does not depend
on any other value. Thus, the numbers in which the multiples will be searched
range from 0 to N − 1, where N = 2n.

The second register holds the remainder of the numbers. At most, the remain-
der of dividing by k is k−1, hence the required number of qubits for this register
is nk = �log2(k − 1)�. The i-th qubit of this register is denoted rqi.

Finally, an ancilla register with two qubits is needed to perform the modulo
addition introduced in the Sect. 2, as described in detail in [1]. These qubits are
denoted ancilla0 and ancilla1. Both the registers and the ancilla registers are
initialized to state |0〉.

Algorithm 1 builds the circuit. It follows an explanation which describes it
thoroughly.

The remainders of each power of 2, ri ≡ 2i mod k, are added modulo k
to the remainders register, where the addition is controlled by the input qubit
qi. As the remainders register is initialized as |0〉 and ri < k ∀i, the result of
each modulo addition will never be larger than k, as shown in the definition of
this operation in Sect. 2. Figure 1 shows the general case of this implementation.
This image and all the others showing circuits have been done with the quantikz
package [13].
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Data: Number of qubits n and a natural number k
Result: Quantum Circuit which gives a π-phase to all states representing

binary forms of natural numbers multiples of k
Calculate ri ≡ 2i mod k for i ∈ [0, n − 1] ; /* see Appendix A */

nk ← �log2(k − 1)�;
input register (q) ← QuantumRegister(n);
remainder register (rq) ← QuantumRegister(nk);
ancilla register ← QuantumRegister(2);
ntotal ← n + nk + 2;
circ ← QuantumCircuit(ntotal);
Initialize input register to |0〉;
for i = 0 to n − 1 do

circ+ = ModuloAddition(ri, nk + 2);
append circ+ to circ:

- Target: remainder register and ancilla register;
- Control: qi;

end
for j = 0 to nk − 1 do

X gate to rqj ;
end
CZnk gate to qubits rq0, . . . , rqnk−1;
; /* Target: rqnk−1, Control: rq0, . . . , rqnk−2 */

for j = 0 to nk − 1 do
X gate to rqj ;

end
for i = 0 to n − 1 do

circ− = ModuloSubstraction(ri, nk + 2);
append circ− to circ:

- Target: remainder register and ancilla register;
- Control: qi;

end
Algorithm 1: Algorithm for building the ‘multiples of’ oracle

After applying the modulo additions, the ancilla register is always at state
|00〉 [1]. The remainders register holds states from |0〉 up to |k − 1〉. From Eq. 5,
it can be seen that the multiples of k are those states of the form:

|rqnk−1 . . . rq1 rq0 qn−1 . . . q1 q0〉 = | 0 . . . 0 0︸ ︷︷ ︸
rq register

qn−1 . . . q1 q0︸ ︷︷ ︸
input register

〉 (6)

Hence, these states and only these ones will be given a π-phase by means of
the gate 7:

X⊗nk · CZnk · X⊗nk (7)

where CZnk is a multi-controlled Z-gate whose target is qubit rqnk−1 and
controlled by qubits rq0, . . . , rqnk−2. This gate is built using the linear multi-
controlled Z-gate introduced in Sect. 2. Figure 2 shows how this part of the circuit
is built.



‘Multiples of’ Oracle 111

. . .

. . .

...

. . .

. . .

. . .

. . .

. . .

. . .

. . .

q0

q1

...

qn−1

rq0

+ r0 mod k + r1 mod k + rn−1 mod k

rq1

...

rqnk−1

ancilla0

ancilla1

Fig. 1. Modulo addition of the remainders of the powers of 2.
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Fig. 2. Oracle that marks multiples of k.

Afterwards, in order to apply the diffuser, it is required to return auxiliary
qubits to their initial states, that is, to perform an uncomputation on this register
[18]. As the multiples are already given a π-phase, if the modulo additions of the
remainders are uncomputed, the states would keep the phase. The circuit would
be as in Fig. 3.
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Fig. 3. Oracle that marks multiples of k and returns all auxiliary qubits to state |0〉.

Finally, the diffuser can be applied to the input register (the rest of the regis-
ters, remainders and ancilla, are in the state |0〉). The complete implementation
is shown in Fig. 4.

oracle

input register: q H⊗n Diffuser

remainders register: rq
+ r mod k

X⊗nk CZnk X⊗nk

− r mod k
ancilla register: ancilla

Fig. 4. Implementation of ‘multiples of’ oracle plus diffuser with full superposition as
input.

A documentation for this ‘multiples of’ oracle following the guidelines pro-
posed in [21] can be found in the following repository.

5 Simulations and Results

In this section, we show some examples of the oracle, both the implementations
and the results, which are obtained by means of a simulator with no noise and
no error model applied. Different values for k, the number whose multiples are
calculated, and n, the number of input qubits4, are chosen to showcase the func-
tionality of the ‘multiples of’ oracle. We display the full circuit for the multiples
of 3 oracle with 4 qubits input as well as its simulation. We also show the full
circuit and the simulation of multiples of 5 with 6 qubits. We have chosen these
values for k and number of input qubits to improve readability of the circuits.

4 We codify all our integers as quantum states in these n qubits, hence the multiples
are calculated up to N = 2n integers.
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In addition, we also show a simulation of multiples of 14 with 5 qubits using
one and two repetitions of the Grover iterator to showcase the difference in the
amplified amplitude in both cases.

We have used Qiskit [23] to generate the circuits and simulate them. To be
able to amplify the marked quantum states we have chosen a full superposition
of 0s and 1s as our input state and have applied the Grover’s algorithm diffuser
[18] after the oracle. All the simulations are conducted with 20,000 shots5 as it
is the maximum allowed by Qiskit.

5.1 Multiples of 3

The ‘multiples of 3’ oracle with 4 qubits as input can be found in Fig. 5. The
remainders of the powers of 2 when divided by 3 follow the cycle 1, 2, as:

20 ≡ 1 mod 3

21 ≡ 2 mod 3

22 ≡ 1 mod 3

(8)

As there are 4 input qubits, the remainders of the first 4 powers of 2 are added
in the remainders register. These 4 remainders are 1, 2, 1, 2, repeating the whole
cycle once.

q0

q1

q2

q3

rq0

+ 1 mod 3 + 2 mod 3 + 1 mod 3 + 2 mod 3

X X

− 1 mod 3 − 2 mod 3 − 1 mod 3 − 2 mod 3
rq1 X Z X

ancilla0

ancilla1

Fig. 5. Multiples of 3 oracle with a 4 qubits input register.

The result of simulating the entire circuit, including the initialisation of the
state, the shown oracle, and the diffuser, are shown on Fig. 6. The x-axis repre-
sents the final quantum states and the y-axis represents the relative frequency.
Desired states (multiples of 3) are in blue with a thick border, undesired states
(not multiples of 3) are in red without border. It can be noticed that with just one
repetition, the desired states are clearly amplified to differentiate the multiples
of 3 from the rest of the numbers.

5 Each shot is one simulation of the circuit, the final result is the aggregation of all
shots.
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Fig. 6. Results of simulating the circuit of multiples of 3 with a 4 qubits input.

5.2 Multiples of 5

The ‘multiples of 5’ oracle with 6 qubits as input can be found in Fig. 7. The
remainders of the powers of 2 when divided by 5 follow the cycle 1, 2, 4, 3, as:

20 ≡ 1 mod 5

21 ≡ 2 mod 5

22 ≡ 4 mod 5

23 ≡ 3 mod 5

24 ≡ 1 mod 5

(9)

As there are 6 input qubits, the remainders of the first 6 powers of 2 are added
in the remainders register. These 6 remainders are 1, 2, 4, 3, 1, 2, repeating the
first remainders of the cycle, 1 and 2.

q0

q1

q2

q3

q4

q5

rq0

+ 1 mod 5 + 2 mod 5 + 4 mod 5 + 3 mod 5 + 1 mod 5 + 2 mod 5

X X

− 1 mod 5 − 2 mod 5 − 4 mod 5 − 3 mod 5 − 1 mod 5 − 2 mod 5

rq1 X X

rq2 X Z X

ancilla0

ancilla1

Fig. 7. Multiples of 5 oracle with a 6 qubits input register.

The result of simulating the full circuit, including the initialisation of the
state, the shown oracle and the diffuser; are shown on Fig. 8. It can be seen that,
in this case, the amplification with one iteration is almost perfect.
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Fig. 8. Results of simulating the circuit of multiples of 5 with a 6 qubits input.

5.3 Multiples of 14

In this section, we show the results of simulating the ‘multiples of 14’ with 5
input qubits in full superposition with one and two repetitions of the Grover
iterator. The remainders of the powers of 2 are 1, 2, 4, 8, and 2. We do not
show the circuits for the sake of readability, however they can be found in the
provided repository.

Figure 9 shows the results of the simulation using one repetition. The total
amount of amplification of desired states is ≈ 64%. Although from an absolute
perspective this may not seem a favourable result, the three desired states (0,
14 and 28, multiples of 14 up to 31) have their amplitude enlarged by a factor
≈ 6.82. This amplification allows the distinction of multiples of 14 among the
input states.

On Fig. 10 are depicted the results of the simulation using two repetitions.
In this case, the total amount of amplification is ≈ 100%. This is the best
possible amplification and shows that this oracle may improve its applicability by
repeating the pair oracle-diffuser. However, the increased depth of this operation
has to be taken into account when implementing the operation in a real quantum
device.
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Fig. 9. Results of simulating the circuit of multiples of 14 with a 5 qubits input with
one repetition of the Grover iterator.
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Knowing the number of desired states, M , and the total number of states,
N , the number of repetitions to reach maximum amplification can be calculated
exactly [18]. Further analyses on the number of repetitions are conducted in [9]
[10].
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Fig. 10. Results of simulating the circuit of multiples of 14 with a 5 qubits input with
two repetitions of the Grover iterator.

6 Complexity and Depth

In this section, we present both an analysis of the classical calculations required
to build the quantum oracle and also a theoretical and empirical study of the
depth of the resulting quantum oracle.

Let us bear in mind that k ∈ N is the number whose multiples want to be
calculated; n is the number of input qubits, in which the multiples of k are going
to be calculated; N = 2n is the total number of quantum states; and nk is the
required number of qubits to store the remainders of dividing by k (at most
k − 1).

6.1 Classical Calculations Complexity

In this subsection, we analyse the classical calculations needed to implement the
‘multiples of’ quantum oracle. This classical part is divided in two tasks. First
one is computing the remainders of the powers of 2 divided by k. Second task is
building the quantum circuit.

The first task consists on the calculations of the remainders ri ≡ 2i mod k,
0 ≤ ri < k and i ∈ [0, n − 1]. At most, only n remainders need to be calculated,
as only n modulo additions are conducted. Therefore, this operation is O(n) =
O(log N). The algorithm to do these computations can be found in Appendix A.

The second task is building the quantum circuit. The construction of the
controlled circuit ‘+r mod k’ which performs the modulo addition is linear on
the number of qubits [1]. In this case, the number of qubits on the remainders
register, nk. This means that the complexity of this operation is O(log k) =
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O(nk). This is smaller than O(n), otherwise, k would be greater than N = 2n

and there would be only one multiple in those integers, the number 0.
Moreover, the complexity of appending the modulo addition circuits to the

full quantum circuit is linear on the number of qubits on the input register,
n, thus, O(n) = O(log N). The rest of needed appends (Hadamard, X and
multi-controlled Z) are also linear with the number of qubits. Therefore, the
complete procedure required in classical computations holds a complexity of
O(n) = O(log N).

It can be noted that for obtaining the multiples of a given number k up to
N classically, it is needed to calculate �N/k� multiples. Hence, as k is already
fixed, this calculation grows exponentially with the number of binary bits, nN ,
needed to encode N in binary form, O(N) = O(2nN ). To apply our method, we
need to encode N in a quantum circuit and nN qubits are needed. As showed
above, the complexity of the classical computations of our method is O(nN ),
hence, our method presents an exponential reduction of the complexity of the
classical computations.

6.2 Theoretical Analysis of Quantum Circuit Depth

As stated in Sect. 4.2, the quantum circuit consists of three registers of qubits,
the input qubits, which hold the information for all the possible numbers, formed
by n qubits, which is input from the user. The register which holds the remainder
of the numbers, which has nk = �log2(k − 1)� qubits. At most, the remainder
of dividing by k is k − 1, hence not more qubits are required. Finally, an ancilla
register with two qubits is needed to perform the modulo addition, as described
in detail in [1]. The depth of this circuit is determined by the depth of its two
reused oracles, the modulo addition and the phase-marking operation.

The modulo addition ‘+r mod k’ has linear depth on the number of qubits,
in this case O(nk) = O(log k), as it is applied on the remainders register. Once
k is chosen, the depth of this circuit is fixed. This operation needs to be applied
2n times, firstly to compute the remainders and afterwards to uncompute them.
Therefore, the depth of this operation is O(n) = O(log N).

The phase-marking operation requires a multi-controlled Z-gate. This is
implemented following [22], which provides a linear depth on the number of
qubits, O(nk) = O(log k). As stated in the previous Subsect. 6.1, this is upper-
bounded by O(n).

Therefore, the depth of the full implementation of the ‘multiples of’ oracle is
linear on the number of input qubits n, O(n) = O(log N).

6.3 Empirical Measurement of Circuit Depth

To further reinforce the depth complexity study, an empirical analysis is also
presented. In order to do this, we have generated the oracles for different numbers
of k, nk, and n. To properly perform this analysis, before measuring depth,
all the circuits have been transpiled using one of the IBM quantum computer
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backends. In particular, the one used has been fake washington v2, which has
the same properties (gate set, coupling map, etc.) as the real quantum device
Washington.6.

Figure 11 shows the depth of the oracle with respect to the number of input
qubits n, for different values of k and nk. It can be noticed that the depth grows
linearly as the number of input qubits increases. This is an expected behaviour
as theoretically explained above.

5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20
Number of input qubits (n)

5000

10000

15000

20000

25000

30000

D
ep
th

k = 107 nk = 7
k = 58 nk = 6
k = 17 nk = 5
k = 12 nk = 4
k = 5 nk = 3
k = 3 nk = 2

Fig. 11. Depth (y-axis) against number of input qubits n (x-axis) for different values
of k.

It can also be noticed that the slope of the graphic grows as the number of
qubits in the remainders register nk increases. This is also an expected behaviour,
as the depth of the modulo addition grows linearly with the number of qubits on
which it is applied. This behaviour can be observed in Fig. 12. This figure shows
the growth of the depth with respect to the number k whose multiples are to be
computed. This analysis has been conducted by choosing several pseudo-random
numbers in each interval [2nk−1, 2nk), with nk ∈ {3, 4, 5, 6, 7}. These intervals
are delimited by vertical dotted lines on the figure. It can be observed that the
depth for each value holds mostly constant in these intervals. This means that
the depth increments are mainly caused by the growing number of nk qubits
required to store the remainders of k (largest number stored is k − 1).

Lines in both figures are mere visual guides and do not represent any data.

7 Composability and Further Uses

In this section, we show how the proposed oracle can be further reused by pro-
viding some examples. First, we showcase how the ‘multiples of’ oracle can be
composed with other oracles. Second, we explain how the oracle can be modi-
fied to obtain, instead of multiples of a number k, numbers with a determined
6 https://qiskit.org/documentation/apidoc/providers fake provider.html.

https://qiskit.org/documentation/apidoc/providers_fake_provider.html
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Fig. 12. Depth (y-axis) against k (x-axis) for different amounts of input qubits (n).
The corresponding value of nk for each k is displayed.

remainder when dividing by k. Last, both of these options are combined. Both
circuit and results of simulations are displayed in each case. The conditions for
the simulations are the same as previously described in Sect. 5.

7.1 Multiples and Less-Than Oracle

We show an example on how to obtain the multiples of a given number k smaller
than m. In order to do so, the ‘multiples of’ oracle and the ‘less-than’ oracle [20]
are composed7. However, this composition is not trivial since it must be applied
in an specific way. The oracle to compose with (‘less-than’ in this example) must
be applied controlled by the qubits in the remainders register rq0, . . . , rqnk−1

and targeted on the input register q0, . . . , qn−1. This oracle substitutes the multi-
controlled Z-gate which is used originally to mark all the multiples.

In this example, the choices are k = 5, m = 14, n = 5. Hence, the desired
states are the multiples of 5 smaller than 14 from 0 to 31. The implementation
of this oracle can be found in Fig. 13. The results of the simulation using only
one repetition of the Grover iterator is in Fig. 14. The results are, as expected,
the states amplified of the multiples of 5 less than 14.

7.2 Numbers with Any Remainder

This subsection shows how to change the multiples oracle in order to obtain
numbers with any remainder r when dividing by a given integer k. The operation
‘multiples of’ explained so far is the particular case r = 0. In this example, we
show the oracle taking k = 6, r = 3, n = 5, formally, p ≡ 3 mod 6. The oracle
can be found in Fig. 15. Notice that, when giving a π-phase with gate CCZ in
the remainders register, there are only X gates in the qubit rq2, hence marking

7 The ‘multiples of’ oracle can be combined with any other phase-marking oracle.
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Fig. 13. Multiples of 5 oracle combined with less than 14 oracle with a 5 qubits input.

0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Numbers

0.00

0.05

0.10

0.15

0.20

Fr
eq
ue
nc
y

Multiples of 5 less than 14
Otherwise

Fig. 14. Results of simulating the circuit of multiples of 5 less than 14 with a 5 qubits
input.

those states where |rq2 rq1 rq0〉 = |011〉 = |3〉 = |r〉. The results of the simulation
using only one repetition of the Grover iterator is shown in Fig. 16 and match
the expected results for this operation.

7.3 Numbers with Any Remainder and Range of Integers

This subsection shows how to combine the oracle of numbers with a determined
remainder when dividing by a number and the range of integers oracle presented
in [21]. For instance, here we show the oracle for integers p ≡ 5 mod 9 and
p ∈ [12, 28]. The oracle can be found in Fig. 17. Notice that, as in Subsect. 7.1,
there is an oracle controlled by the qubits in the remainders register. However,
in this case, the X gates are arranged such that the oracle is activated when the
qubits in the remainders register are in the state |rq3 rq2 rq1 rq0〉 = |0101〉 = |5〉.
The results of the simulation using only one repetition of the Grover iterator is
shown in Fig. 18.
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Fig. 15. Numbers p ≡ 3 mod 6 oracle with a 5 qubits input.
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Fig. 16. Results of simulating the circuit of numbers p ≡ 3 mod 6 with a 5 qubits
input.
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Fig. 17. Numbers p ≡ 5 mod 9 with p ∈ [12, 28] oracle with a 5 qubits input.
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Fig. 18. Results of simulating the circuit of numbers p ≡ 5 mod 9 with p ∈ [12, 28]
with a 5 qubits input.

8 Conclusions

In this work, we have presented a method to build an efficient oracle for phase-
marking multiples of a given number. We have shown the theoretical ideas behind
this construction and how to build the quantum circuit. Moreover, we have con-
ducted a theoretical analysis of the complexity of both the classical calculations
needed to build the oracle and the oracle itself. The result of this analysis is that
our method leads to an exponential speedup over the classical one in terms of
the required classical computations. Finally, further functionalities are explored.
Through examples and simulations we show how to compose the ‘multiples of’
oracle with other oracles and also how numbers with other properties can be
obtained.

This work is one of the steps taken to create an efficient set of tools of
quantum software for working with integers. We hope these tools can be reused
by quantum software developers to create new quantum algorithms.
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Appendix A

Data: Number of powers n and a natural number k
Result: List of remainders ri of 2i when divided by k

ri ≡ 2i mod k for i ∈ [0, n − 1]
list remainders ← list(n);
r ← 1 ; /* as 20 ≡ 1 mod k for any k ∈ N */

for i = 1 to n − 1 do
r′ ← 2 · r;
if r′ < k then

r ← r′

else
r ← r′ − k

end
list remainders[i] ← r

end
Algorithm 2: Algorithm for computing the remainders of the first n powers
of 2 when divided by k

It can be noticed that this algorithm performs at most 3 operations each
iteration, and has n iterations, hence its complexity is O(n).
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