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Abstract. The formal verification of software systems often requires the
integration of multiple tools and techniques. To ensure the accuracy of
any verification done and to ensure the applicability of formal methods
to industrial use cases, traceability must be maintained throughout the
process so that it is clear what the requirements for the system are and
how they are fulfilled. We propose a three-phase methodology for formal
verification with the aim of ensuring traceability, built around the Formal
Requirements Elicitation Tool (FRET). Our current case study applies
this methodology to the use of FRET, Simulink and Event-B for the
verification of the software controller for a civilian aircraft engine.
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1 Overview

Despite the wide applicability of formal methods in industrial applications, par-
ticularly safety-critical domains such as aerospace, offshore oil and gas, and the
nuclear industry, uptake of formal techniques in industry has historically been
slow. To remedy this, the VALU3S project1 aims to evaluate the state-of-the-art
verification and validation (V&V) methods and tools and their application to a
number of use cases across different sectors.

We have been working on the elicitation of formal requirements for a software
controller using the Formal Requirements Elicitation Tool (FRET), an open
source tool developed by NASA that allows requirements to be encoded in a
structured natural-language called FRETISH [1]. These requirements can be
automatically translated into other formalisms, and the use of FRET reduces
ambiguity and simplifies the verification process.
1 The VALU3S project: https://valu3s.eu/.
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Our example application is a software controller for a civilian aircraft engine;
the model of the controller in Simulink was provided by our industrial partner
on the VALU3S project. The controller is a representative example of a Full
Authority Digital Engine Control (FADEC), which is a software system moni-
toring and controlling everything about the engine, including thrust control, fuel
control, health monitoring of the engine, and so on. The controller’s high-level
objectives are that it should continue to control the engine and respect specified
operating limits in the presence of various sensor faults, perturbations of system
parameters, and other low-probability hazards.

In this research, we address two main research questions:

1. Can we accurately support traceability of formalised requirements in the
implementation of (safety-)critical systems using a combination of formal and
non-formal methods?

2. How can we reuse diverse V&V artefacts (proofs, models, etc.) to modularise
and simplify the software verification process?

We are interested in the integration of multiple software V&V techniques,
to provide a framework for reasoning about the correctness of concrete software
implementations with respect to their abstract software models, to provide and
evaluate practical tool support for software engineers. To this end, we propose
a three-phase methodology for the verification of software systems.

2 Three-Phase Methodology

Phase 1: Eliciting
and Formalising
Requirements

Phase 2A: 
FRET-Supported

Toolchain

Phase 2B: 
FRET-Guided

Toolchain

Phase 3:
Verification Report

Fig. 1. High-Level Flowchart of
our Methodology. After Phase 1 is
complete, Phases 2A and 2B can
occur in parallel. Phases 2A and
2B can both highlight deficiencies
in the requirements, prompting a
return to Phase 1.

Our workflow takes requirements in natural-
language and a Simulink diagram as input,
and enables the formal verification of the sys-
tem’s design against the requirements. In the
case of our current use case, these require-
ments and Simulink model have been provided
by our industrial partner on the VALU3S
project. Our approach is split into three dis-
tinct phases, shown in Fig. 1. First, in Phase
1 we elicit and formalise the natural lan-
guage requirements using FRET. Then we
move on to formal verification either sup-
ported (Phase 2A) or guided (Phase 2B) by
FRET. The ‘FRET-Supported’ toolchain uses
FRET’s built-in translation function to pro-
duce contracts in the CoCoSpec language that
can be incorporated into a Simulink diagram.
The ‘FRET-Guided’ toolchain uses the formalised requirements to drive the
(manual) translation into other formal methods as chosen by the verifier. Both
verification phases can be applied in parallel. Finally, Phase 3 involves the assem-
bly of a verification report to capture the verification results and traceability of
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requirements. The methodology is presented in full in [2]. A report on our expe-
rience using FRET is presented in [3].

3 ‘FRET-Guided’ Modelling

The current focus of this PhD is on Phase 2B of our methodology, ‘FRET-
Guided’ verification in Event-B. A flowchart of this phase is shown in Fig. 2.

Fig. 2. Flowchart of Phase 2B: Verifica-
tion guided by FRET requirements. The
circular nodes are start and end points,
the rectangular nodes are processes, the
diamond nodes are decisions, and the
rhomboid nodes are inputs or outputs.

Rather than using a direct trans-
lation of the FRET requirements, the
elicited semi-formal requirements and the
Simulink model of the software controller
are used to construct a formal model in
the Event-B language, which can then
be verified. Event-B is a set-theoretic
modelling language that supports formal
refinement [4]. Event-B has been used to
verify models of cyber-physical systems,
similar to our case study [5]. However,
unlike this previous work, our goal is to
model the behaviour of the entire engine
control system, rather than using Event-
B to model a particular self-contained
algorithm. Work has also been done on
using FRET as a basis for runtime mon-
itoring with Copilot in [6], rather than
theorem proving with Event-B.

Event-B offers an intuitive path to
constructing a model of the Simulink dia-
gram. We use a context to define vari-
ables external to the system we want to
model; in this case, we have a compos-
ite input signal including operating lim-
its for the engine (e.g. the shaft speed
limit) and commands from the pilot (e.g.
the desired thrust). Within the Event-
B machine itself, we model the blocks
from the system diagram as events where
the guards are that the respective input
variables have been set, and which then
apply the specified function and set the
variables representing their outputs. By
using the Simulink block diagram as a
basis and incorporating a consistent naming scheme to tie the events to their
respective blocks, we can easily preserve traceability between the models.

Once the Simulink diagram has been adequately modelled, we can refine
the Event-B model by incorporating the semi-formal FRETISH requirements
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as additional guards and invariants. If a conflict is found between the require-
ments and the existing model, we can return to the Simulink diagram to check
whether this represents an error in the translation to Event-B or a failure of
the diagram to meet the requirement in question. We may also find an error in
the requirements themselves, prompting a return to the requirements elicitation
phase.

4 Future Work

After modelling the system in Event-B, we will compare the verification process
in Phase 2A and 2B of our methodology, investigating how both techniques
can be utilised in parallel to reuse V&V artefacts to modularise and simplify
the software verification process. We will also look into techniques to formally
guarantee consistency in translation between models and ensure traceability in
both directions, such as using institution theory to verify the translation or
checking the Event-B model against the LTL specification using ProB.

Additionally, we are looking at ways to improve FRET with new function-
ality. Currently, FRET allows the user to define informal parent-child relation-
ships between requirements, but we would like to expand this to support true
formal refinement. This would be a great aid to both the requirements elicita-
tion process and supporting traceability alongside other formalisms. We are also
working on applying refactoring techniques to FRETISH requirements. Refac-
toring would minimise duplication of information across requirements, and so
would streamline the elicitation process and remove opportunities for error. We
discuss refactoring in full in [7].
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