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Abstract. We present our experiences teaching two courses on formal
methods and detail the contents of the courses and their positioning in
the curriculum. The first course is a bachelor course on logical systems
and logic programming, with a focus on classical first-order logic and
automatic theorem proving. The second course is a master course on
automated reasoning, with a focus on classical higher-order logic and
interactive theorem proving. The proof assistant Isabelle is used in both
courses, using Isabelle/Pure as well as Isabelle/HOL. We describe our
online tools to be used with Isabelle/HOL, in particular the Sequent Cal-
culus Verifier (SeCaV) and the Natural Deduction Assistant (NaDeA).
We also describe our innovative Students’ Proof Assistant which is for-
mally verified in Isabelle/HOL and integrated in Isabelle/jEdit using
Isabelle/ML.
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1 Introduction

We present our experiences teaching two courses on formal methods at the Tech-
nical University of Denmark (DTU):

– BSc Course: DTU Course 02156 Logical Systems and Logic Programming
https://kurser.dtu.dk/course/02156

– MSc Course: DTU Course 02256 Automated Reasoning
https://kurser.dtu.dk/course/02256

Both courses are taught in English. Figure 1 shows the objectives and content
of the two courses. The objectives need to be approved by the study board and
are not expected to change much from year to year. The above links also include
some official statistics like evaluations and grades but mostly in Danish. Both
courses count for 5 ECTS points, which corresponds to approximately 2 h of
lectures and 2 h of group exercise sessions per week, plus individual study and
assignment work (expected around 9 h per week in total), for 13 weeks (summing
up to 140 h with exam preparations).
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(a) Objectives and content of the course
Logical Systems and Logic Programming.

General course objectives
The aim of the course is to give the stu-
dents an introduction to some of the basic
declarative formalisms from formal com-
puter science and logic that can be used
for describing, analysing and construct-
ing IT systems. It will cover theoretical
insight as well as practical skills in rele-
vant high-level programming languages.

Learning objectives
A student who has met the objectives of
the course will be able to:

– relate different kinds of proof systems
– construct formal proofs in elemen-

tary logics
– exploit selected classical and non-

classical logics
– use the backtracking algorithm for

simple problem solving
– analyze the effect of a declarative

program
– establish a functional design for a

given problem, so that the main con-
cepts of the problem are directly
traceable in the design

– master logical approaches to pro-
gramming in terms of defining recur-
sive predicates

– communicate solutions to problems
in a clear and precise manner

Content
The course covers logic programming (in
particular Prolog as a rapid prototyping
tool), elementary logics (including propo-
sitional and first-order logic), proof sys-
tems (deductive systems and/or refuta-
tion systems), and problem solving tech-
niques (for instance the backtracking al-
gorithm).

(b) Objectives and content of the course
Automated Reasoning.

General course objectives
Reasoning is the ability to make logical
inferences. The aim of the course is to give
the students an introduction to automatic
and interactive computer systems for rea-
soning about mathematical theorems as
well as properties of IT systems. It will
cover theoretical insight as well as prac-
tical skills in relevant proof assistants.

Learning objectives
A student who has met the objectives of
the course will be able to:

– explain the basic concepts introduced
in the course

– express mathematical theorems and
properties of IT systems formally

– master the natural deduction proof
system

– relate first-order logic, higher-order
logic and type theory

– construct formal proofs in the pro-
cedural style and in the declarative
style

– use automatic and interactive com-
puter systems for automated reason-
ing

– evaluate the trustworthiness of proof
assistants and related tools

– communicate solutions to problems
in a clear and precise manner

Content
The natural deduction proof system, first-
order logic, higher-order logic and type
theory. Formal proofs in the procedural
style and in the declarative style using
automatic and interactive provers. The
Isabelle proof assistant in artificial intel-
ligence and computer science.

Fig. 1. Objectives and course content of the two courses.
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The first course is on logical systems and logical programming, and is
intended for final-year BSc students (over the years interested students have
successfully taken it already at the start of the second year of their bachelor).
The course has been given more or less in the same format since 2006 with an
increasing number of students, currently around 80 students per year.

The second course is on automated reasoning, and is intended for MSc stu-
dents (interested students have successfully taken it already during the final year
of their bachelor). The course was given for the first time in 2020 and has around
40 students per year.

The main changes due to COVID-19 were online lessons using Zoom and
online home exams instead of physical at DTU. We did not make any other
changes to the courses and we will not elaborate on the COVID-19 situation in
the present paper.

Both of the courses use the proof assistant Isabelle [30] to showcase verified
proof systems and provers, which we have implemented in Isabelle. This allows
us to discuss common proof methods for e.g. soundness and completeness and
allows students to experiment with larger proofs without losing track of what is
going on. We also use Isabelle for assignments and exam questions concerning
these proof systems. This allows students to get immediate feedback from the
proof assistant, and allows us to easily check if the submitted proofs are correct.
Recent research indicates that quick formative evaluation has a large impact
on learning when teaching introductory computer science [16]. We use Isabelle
since it is the proof assistant that we know best and because Isabelle is a generic
proof assistant which allows us to use both Isabelle/HOL and Isabelle/Pure as
detailed in later sections.

The BSc course additionally revolves heavily around the Prolog program-
ming language, on which we spend around half of the time. Students thus learn
to couple logical programming with logic, and we showcase many interesting
programs related to the rest of the course content. The MSc course focuses more
on functional programming within the Isabelle proof assistant, and how this can
be coupled to formal methods and proofs about programs.

To enable this use of Isabelle and Prolog, we need students to hit the ground
running so they can use the implementations of the logical concepts from the
beginning. We recall the following quote from Donald Knuth:

When certain concepts of TEX are introduced informally, general rules will
be stated; afterwards you will find that the rules aren’t strictly true. In
general, the later chapters contain more reliable information than the ear-
lier ones do. The author feels that this technique of deliberate lying will
actually make it easier for you to learn the ideas. Once you understand a
simple but false rule, it will not be hard to supplement that rule with its
exceptions.

For Isabelle and Prolog, we throw the students into the deep end and return
later to explain how everything actually fits together. Unification, for example,
is treated informally until late in the course where students have the logical
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background to understand how it works and need the details of it in order to
master the resolution calculus for first-order logic [3].

On the other hand, we never cut corners about logic itself. With the proof
assistant Isabelle/HOL we can create canonical reference documents for logics
and their metatheory. The formal language of Isabelle/HOL, namely higher-order
logic, is precise and unambiguous. This means every proof can be mechanically
checked, and that it is impossible to cheat and omit any details.

We summarize our main points:

1. We use Isabelle in both courses, including the editor Isabelle/jEdit and the
Isabelle/ML facilities.

2. By exploring formally verified proof systems and provers, we use formal meth-
ods on the field of formal methods itself.

3. In the advanced course we in addition use Isabelle/Pure, showing the generic
Isabelle logical framework and forcing students to manage without the
automation of Isabelle/HOL.

4. We rely on group exercise sessions with competent teaching assistants and
peer assistance in combination with the Isabelle proof assistant and our own
tools.

5. We have individual assignments, as often and as early as possible, with a
quick feedback loop from the teaching assistants.

In the next section, we discuss related work. In Sect. 3 we detail the position
of our courses within the context of the rest of our computer science and soft-
ware engineering program. Next we describe the BSc course in Sect. 4, followed
by a description of the MSc course in Sect. 5. Finally we describe our overall
experiences and ideas for future work in Sect. 6 and conclude in Sect. 7.

2 Related Work

Our two courses are based on a number of tools for teaching logic developed in
recent years [10–15,21,36–40]. In the present paper we elaborate, for the first
time, on the courses and detail our experiences.

We are not aware of any textbooks for teaching logic using the Isabelle proof
assistant, but textbooks on formalizing a number of other computer science top-
ics exist, like the book on programming language semantics [24,29] or functional
algorithms [26–28]. These books show that the proof assistant Isabelle/HOL can
be used for teaching semantics, algorithms and data structures. There are also
impressive books for the proof assistant Coq [33] and the proof assistant Lean
[1] but we are not aware of approaches to teaching logic and automated reason-
ing where the proof systems and provers are formalized in a proof assistant. We
envision a textbook around our tools, but are currently relying on a number of
unpublished smaller notes and tutorials to teach students how to use them.

Bella [2] presents a teaching methodology for the so-called Inductive Method
to verified security protocols and notes the following step:
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But the first and foremost step is to convince the learners that they already
somewhat used formal methods, although for other applications, for exam-
ple in the domains of Physics and Mathematics. The argument will convey
as few technicalities as possible, in an attempt to promote the general mes-
sage that formal methods are not extraterrestrial even for students who are
not theorists.

We attempt to promote a similar message to the students following our courses.
Harrison [19], Blanchette [5] and Reis [34] discuss aspects of formalizing the

metatheory of proof systems and provers. In contrast to our work they do not
consider the use of such formalizations as central components and tools in logic
and automated reasoning courses.

3 Curricular Overview

The first of our courses is the BSc course meant for final-year students, while our
second course is the MSc course. We would like to briefly explain the positioning
of our courses within the overall computer science and engineering curriculum
at the Technical University of Denmark (DTU). The curriculum at DTU is
organized in a half-year semester structure, but after the first year students are
free to organize their own study plan and have many electives which can be used
for any course offered at the institution.

While the MSc course is intended to be followed after our BSc course, our
students have very varied backgrounds because many MSc students have BSc
degrees from other institutions. The backgrounds of the students following the
BSc course are also varied because the course is followed by many exchange
students, BEng students, and General Engineering students. Figure 2 shows the
context of our courses in the overall computer science and software engineering
program.

Course numbers and ECTS points are as follows for the BSc courses:

– 01017 Discrete Mathematics (5 ECTS)
– 02101 Introductory Programming (5 ECTS)
– 02105 Algorithms and Data Structures 1 (5 ECTS)
– 02110 Algorithms and Data Structures 2 (5 ECTS)
– 02141 Computer Science Modelling (10 ECTS)
– 02156 Logical Systems and Logic Programming (5 ECTS)
– 02157 Functional Programming (5 ECTS)
– 02180 Introduction to Artificial Intelligence (5 ECTS)
– 02450 Introduction to Machine Learning and Data Mining (5 ECTS)

We have here omitted the traditional BSc courses in Computer Engineering and
Software Engineering as they play only a minor role in this context.

The MSc courses are organized in study lines which are optional to follow, but
nevertheless guide the study planning for the students. Except for a single Inno-
vation in Engineering course we do not have any mandatory MSc courses, though
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Year

1 2 3 4 . . .

BSc MSc

Discrete
Mathematics
(mandatory)

Introductory
Programming
(mandatory)

Algorithms and
Data Structures 1

(mandatory)

Algorithms and
Data Structures 2

Computer Science
Modelling

(mandatory)

Functional
Programming
(mandatory)

Introduction to
Artificial

Intelligence

Introduction to
Machine Learning
and Data Mining

Logical Systems
and Logic

Programming

Automated
Reasoning

Logic for
Security

Applied
Functional

Programming

Formal Aspects
of Software
Engineering

Logical Theories
for Uncertainty
and Learning

Fig. 2. Suggested course progression surrounding our courses.

students must of course primarily take courses related to computer science. The
selected MSc courses to be taken after our courses on logic and automated rea-
soning are on the following study lines (we also have study lines in Computer
Security and Digital Systems, but the former is more practically oriented com-
pared to Safe and Secure by Design and the latter is more Electrical Engineering
oriented):

– Study Line: Artificial Intelligence and Algorithms
02256 Automated Reasoning (5 ECTS)
02287 Logical Theories for Uncertainty and Learning (5 ECTS)

– Study Line: Embedded and Distributed Systems
02257 Applied Functional Programming (5 ECTS)

– Study Line: Safe and Secure by Design
02244 Logic for Security (7.5 ECTS)

– Study Line: Software Engineering
02263 Formal Aspects of Software Engineering (5 ECTS)

For the BSc course, we recommend that students have previous programming
experience as well as knowledge of discrete mathematics and at least basic knowl-
edge of algorithms and data structures. Functional programming is an advantage
due to our use of systems implemented in Isabelle/HOL. These prerequisites are
obtained in mandatory first and second year courses by most of the students
following our BSc course.

However, a significant number of the students following our BSc course are
either exchange students, come from the General Engineering program at DTU,
or are BEng students. For exchange students, the structure of the curriculum of
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their home institution may diverge from ours, which means that they sometimes
have quite different backgrounds. Students from the General Engineering pro-
gram have an interdisciplinary study plan, which means that they may not have
all of the recommended prerequisites. Finally, BEng students have a curriculum
which differs significantly from that of the BSc students, and are generally more
focused on practical applications.

For the MSc course, we recommend that students have followed our BSc
course and have experience with functional programming and basic algorithms
in artificial intelligence. Students coming from the BSc program at DTU will
mostly have these prerequisites, but a large amount of students on our MSc
programmes come from other institutions. This means that we generally need
to assume that students will not have all of the recommended prerequisites, and
especially that they have not followed our BSc course.

Our courses provide skills that are useful in a number of MSc courses at
DTU. A firm grasp of logic is of course useful for courses such as Logic for
Security and Logical Theories for Uncertainty and Learning. Familiarity with
formal methods and logic is useful for a course on Formal Aspects of Software
Engineering. Several topics covered in our courses can provide interesting project
ideas to implement for a course on Applied Functional Programming or for a
BSc or MSc thesis. At DTU, it is also quite common to organize special elective
courses based on student interest in a specific topic, and we have done so based
on advanced topics related to our courses several times.

Both of our courses consist of a mix of lectures, live demonstrations of pro-
grams and proofs in Isabelle, and exercise sessions. During exercise sessions,
students are free to discuss the problems within groups, and teaching assistants
are available to provide help and formative evaluation during the sessions. Since
many exercise sessions concern systems implemented in Isabelle, students can get
immediate feedback on their proofs, and may ask teaching assistants for more
detailed feedback and help if this is not sufficient. To aid student independence,
we have for some of our systems developed tools which can provide more detailed
formative evaluation of student work than Isabelle. Solutions are provided after
all exercise sessions so students can compare their own proofs with ours. This is
in contrast to the assignments where only feedback is provided.

Both courses additionally have several individual assignments, which we
grade and provide feedback on quickly. These assignments count for part of
the overall grade of the courses, with the rest of the grade coming from the
exam.

4 BSc Course: Logical Systems and Logic Programming

The first of our courses is the BSc course on Logical Systems and Logic Program-
ming. The course is essentially split in two concurrently running parts. One part
of the course covers logic programming in Prolog, while the other part concerns
formal logic. The course is based primarily on the textbook Mathematical Logic
for Computer Science by Ben-Ari [3], and we cover most of the book in the course.
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The course learning objectives can be seen in Fig. 1a and the week-by-week plan
of the course can be seen in Table 1.

Table 1. Course plan for the course on Logical Systems and Logic Programming.

Week Main topics Assignment

1 Tutorial on Logic Programming

2 Introduction (Prolog Note)

3 Propositional Logic: Formulas, Models, Tableaux

4 Propositional Logic: Deductive Systems X

5 Propositional Logic: Sequent Calculus Verifier—Isabelle

6 Propositional Logic: Resolution X

7 First-Order Logic: Formulas, Models, Tableaux

8 First-Order Logic: Deductive Systems X

9 First-Order Logic: Sequent Calculus Verifier—Isabelle

10 First-Order Logic: Terms and Normal Forms X

11 First-Order Logic: Resolution

12 First-Order Logic: Logic Programming

13 First-Order Logic: Undecidability and Model Theory X

We start by introducing the basic features of Prolog through a number of
examples and exercises. We continue to introduce more Prolog features through-
out the course, and use Prolog to show how to implement many of the concepts
in logical systems.

After the short introduction to Prolog, we begin covering propositional logic.
Following Ben-Ari’s book, we cover formulas, semantics, models, and semantic
tableaux. This also allows us to discuss the issues of soundness and completeness.
Next, we cover deductive systems in the styles of Hilbert and Gentzen, and show
how to prove completeness by relating systems to existing systems that are
known to be complete.

Having done this, we take an excursion into formal methods by introducing
the Isabelle proof assistant. We use our Sequent Calculus Verifier (SeCaV) [11,
12,15], which is implemented in Isabelle/HOL, to teach students how to write
and formally verify proofs. This allows students to experiment with their proofs
while getting immediate feedback on their correctness. For this first introduction,
we use a version of SeCaV which is restricted to propositional logic. Since SeCaV
is implemented within Isabelle/HOL, this also exposes students to the basics of
proofs in the Isar proof language of Isabelle.

To conclude the sessions on propositional logic we introduce resolution,
including Prolog programs that implement each step of a proof by resolution.
This allows students to experiment with resolution proofs while also exposing
them to non-trivial Prolog programs.



Using Isabelle in Two Courses on Logic and Automated Reasoning 125

Next, we go through essentially the same topics as before, but now for first-
order logic. We again use Prolog programs to explain concepts such as Skolem-
ization and include a Prolog program for resolution in first-order logic.

At this point, we again digress to explore the full version of our Sequent
Calculus Verifier, which is a deductive system for first-order logic. The system
allows us to explain concepts such as de Bruijn indices and substitution of bound
variables with simple implementations. Additionally, we showcase the formal
proofs of soundness and completeness for the system. This allows us to explain
these proofs in much detail while exposing students to more advanced usage of
Isabelle. The implementation of SeCaV in Isabelle/HOL is also a good example
for students, since it includes fully elaborated and concrete implementations of
e.g., syntax, semantics, and proof rules.

Having done this, we include a number of exercises on implementing logical
concepts in Prolog, including the implementation of a SAT solver. We briefly
introduce concepts such as higher-order programming and constraint program-
ming in Prolog. We also “close the loop” by finally explaining the relation
between logic programming in Prolog and first-order logic. At this point the
students have been sufficiently exposed to both to understand this quite quickly.

The final lecture is spent discussing some simple results in model theory and
the concept of undecidability.

Throughout the course, students must hand in assignments concerning the
various topics of the course. The first assignment is a mix of pen-and-paper
formal proofs and Prolog programming exercises, while later assignments also
include formal proof exercises in the Sequent Calculus Verifier. These assign-
ments contribute to the final grade of the course. The rest of the grade is deter-
mined by a written final exam, which also includes a mix of pen-and-paper formal
proofs and Prolog programming exercises.

5 MSc Course: Automated Reasoning

The second of our courses is the MSc course on Automated Reasoning. The
course is essentially split in two concurrently running parts. One part of the
course covers proving and programming in Isabelle [22,25], while the other part
concerns formal logic [10–15,21,36–40]. The course learning objectives can be
seen in Fig. 1b and the week-by-week plan of the course can be seen in Table 2.

We start by exploring our formally verified micro provers for propositional
logic [37,38], which allow us to explain how provers can be implemented in e.g.,
Haskell, Isabelle/ML and Standard ML and how to prove correctness in Isabelle.

The Natural Deduction Assistant (NaDeA) [39] is a browser application for
classical first-order logic with constants and functions. The syntax, the seman-
tics and the inductive definition of the natural deduction proof system along
with the soundness and completeness proofs are verified in Isabelle/HOL. Fin-
ished NaDeA proofs are automatically translated into the corresponding Isabelle-
embedded proofs.

We have developed teaching materials about Isabelle/Pure [41], showing the
generic Isabelle logical framework in order to ensure that students understand
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Table 2. Course plan for the course on Automated Reasoning.

Week Main topics Assignment

1–2 Prerequisites, micro provers, getting started with Isabelle X

3–4 Natural Deduction Assistant (NaDeA) X

5–6 Isabelle/Pure for Intuitionistic and Classical First-Order Logic X

7–8 Isabelle/Pure for Intuitionistic and Classical Higher-Order Logic X

9–10 Axiomatic Propositional, First-Order and Higher-Order Logic X

11–12 Students’ Proof Assistant (SPA)

13 Reserve/buffer lecture X

what is going on at a lower level when they use the automation of Isabelle/HOL,
and the learning outcome is tested in assignments using Isabelle/Pure.

We briefly describe our route from axiomatic propositional logic [7] to first-
order logic with equality in our Students’ Proof Assistant (SPA) [36] running
inside Isabelle/HOL with a formally verified LCF-style prover kernel [31] and
declarative proofs [41,42].

The students can experiment in Isabelle/HOL with our formalized soundness
and completeness theorems for several axiomatic systems [10], including the
following well-known axioms in addition to the rule modus ponens:

Wajsberg 1937 p ⇒ (q ⇒ p)
(p ⇒ q) ⇒ ((q ⇒ r) ⇒ (p ⇒ r))
((p ⇒ q) ⇒ p) ⇒ p

⊥ ⇒ p

Wajsberg 1939 p ⇒ (q ⇒ p)
(p ⇒ (q ⇒ r)) ⇒ ((p ⇒ q) ⇒ (p ⇒ r))
((p ⇒ ⊥) ⇒ ⊥) ⇒ p

�Lukasiewicz 1948 ((p ⇒ q) ⇒ r) ⇒ ((r ⇒ p) ⇒ (s ⇒ p))
⊥ ⇒ p

We extend the Wajsberg 1939 axiomatic system for propositional logic to
first-order logic with equality [20]:

� q if � p ⇒ q and � p (modus ponens rule)
� ∀x.p if � p (generalization rule)

� p ⇒ (q ⇒ p)
� (p ⇒ (q ⇒ r)) ⇒ ((p ⇒ q) ⇒ (p ⇒ r))
� ((p ⇒ ⊥) ⇒ ⊥) ⇒ p

� (∀x.p ⇒ q) ⇒ (∀x.p) ⇒ (∀x.q)
� p ⇒ (∀x.p) provided x /∈ FV(p)
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� (∃x.x = t) provided x /∈ FVT(t)
� t = t

� s1 = t1 ⇒ · · · ⇒ (sn = tn ⇒ f(s1, . . . , sn) = f(t1, . . . , tn))
� s1 = t1 ⇒ · · · ⇒ (sn = tn ⇒ P (s1, . . . , sn) = P (t1, . . . , tn))

� (p ⇔ q) ⇒ (p ⇒ q)
� (p ⇔ q) ⇒ (q ⇒ p)
� (p ⇒ q) ⇒ ((q ⇒ p) ⇒ (p ⇔ q))
� 	 ⇔ (⊥ ⇒ ⊥)
� ¬p ⇔ (p ⇒ ⊥)
� (p ∧ q) ⇔ ((p ⇒ (q ⇒ ⊥)) ⇒ ⊥)
� (p ∨ q) ⇔ ¬(¬p ∧ ¬q)
� (∃x.p) ⇔ ¬(∀x.¬p)

Here FV is the set of free variables in a formula and FVT is the set of free
variables in a term. Note that the axiomatic system is substitutionless as it uses
equality in a clever way to avoid the complications of substitution [20,36].

Amongst Pelletier’s problems [32] for automated reasoning is problem 34,
which is also known as Andrews’s Challenge. The proof is not obvious at first
glance since it relies on the fact that bi-implication is both commutative and
associative [36]:

((∃x.∀y.P (x) ⇔ P (y)) ⇔ ((∃x.Q(x)) ⇔ (∀y.Q(y)))) ⇔
((∃x.∀y.Q(x) ⇔ Q(y)) ⇔ ((∃x.P (x)) ⇔ (∀y.P (y))))

Comparing the declarative proofs in Isabelle/HOL and SPA is a good exercise
for the students.

In addition to our tools for teaching logic we cover the following online papers:

1. M. Ben-Ari (2020): A Short Introduction to Set Theory [4]
2. W. M. Farmer (2008): The Seven Virtues of Simple Type Theory [6]
3. T. C. Hales (2008): Formal Proof [17]
4. T. Nipkow (2021): Programming and Proving in Isabelle/HOL [25]
5. L. C. Paulson (2018): Computational Logic: Its Origins and Applications[31]

The paper by Farmer provides a concise definition of higher-order logic and
the tutorial by Nipkow provides a substantial set of exercises which the students
must solve.

6 Discussion and Future Work

As mentioned, our BSc course uses our Sequent Calculus Verifier (SeCaV), which
is embedded in Isabelle/HOL, for several exercise sessions and assignments.
While the system is designed to be quite simple to use and understand, we have
experienced that some students have a hard time writing proofs in the system.
Additionally, the embedding in Isabelle/HOL is not able to give very helpful
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error messages if a proof is wrong. To alleviate these issues, we have recently
developed an online tool called the SeCaV Unshortener [11], which allows users
to write proofs in a simpler syntax, which is then automatically translated into
the embedding in Isabelle. Additionally, the tool is able to warn users about
mistakes in their proofs by explicitly telling users why e.g. a proof rule cannot
be applied. Recent research indicates that this kind of feedback impacts learn-
ing in computer science significantly, and is sufficient to allow students to move
forward in most cases [18].

We also use SeCaV in our MSc course but only as self-study concerning the
course prerequisites and selected parts of the papers [11,12,15] in the first weeks
of the course.

We would like to integrate even more algorithms and proofs into Isabelle.
Work is currently ongoing on an Isabelle implementation and proof of correctness
of a tool for converting formulas to conjunctive normal form.

Michaelis and Nipkow [23] formalized a number of proof systems for proposi-
tional logic in Isabelle/HOL: resolution, natural deduction, sequent calculus and
an axiomatic system. We would like to extend this line of work to first-order
logic and higher-order logic.

We find that one of the main issues in both our 2020 and 2021 course on
automated reasoning and formally verified functional programming is the course
prerequisites. Functional programming is a prerequisite but we do not require a
specific language and it is not possible to exclude any students. This is a real
problem and in general we need to use the first part of the course to teach some of
the prerequisites. Another prerequisite is mathematical logic—syntax, semantics
and proof systems—and we use the micro provers to teach logic, functional pro-
gramming and the basics of a proof assistant, in particular Isabelle, in a way that
is challenging to almost all students. It is not for beginners and some students
will most likely quit the course in the first month. In 2021, after the first month,
37 students were active and almost everyone submitted the first assignment. We
have no clear solution to the issues concerning the course prerequisites but for
2022 we plan to offer a series of online sessions for self-study in mathematical
logic and functional programming.

7 Conclusion

We have presented our detailed experiences teaching two courses on formal
methods. The first course is the bachelor course on logical systems and logic
programming, which has a focus on classical first-order logic and automatic the-
orem proving. We have additionally described how we use Prolog and Isabelle
to introduce students to logic and formal methods.

The second course is the master course on automated reasoning, which has a
focus on classical higher-order logic and interactive theorem proving. The proof
assistant Isabelle is used more heavily in this course, and we use Isabelle/Pure
as well as Isabelle/HOL. We have also described our online tools to be used
with Isabelle/HOL, in particular the Sequent Calculus Verifier (SeCaV) and
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the Natural Deduction Assistant (NaDeA). In addition, we have described our
innovative Students’ Proof Assistant which is formally verified in Isabelle/HOL
and integrated in Isabelle/jEdit using Isabelle/ML.

We have described how our courses fit into the overall computer science
and engineering curriculum, and what issues and challenges we experience that
students often face. We have suggested some future work on the courses by which
we hope to improve student learning outcomes.

Our teaching philosophy is related to the IsaFoL (Isabelle Formalization of
Logic) project [5] which aims at developing formalizations in Isabelle/HOL of log-
ics, proof systems, and automatic/interactive provers. Notable work in the same
line includes the soundness and completeness of epistemic [8] and hybrid [9] logic
and an ordered resolution prover for first-order logic [35]. These formalizations
can serve as starting point for a student project to formalize the soundness and
completeness of various other proof systems and provers.

We would like to formalize even more topics within basic logic such that
students can explore concrete and executable definitions of various topics such
as Skolemization while also seeing formal proofs of their correctness. Our overall
conclusion is that using formal methods, in particular the proof assistant Isabelle,
as a central tool for teaching logic and formal methods is possible as we have
demonstrated since our first use of the Natural Deduction Assistant (NaDeA)
and the Sequent Calculus Verifier (SeCaV) in 2014 and 2019, respectively.
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the paper.
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