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Preface

This volume contains selected papers presented at the 14th International Conference on
Informatics in Schools: Situation, Evolution, and Perspectives (ISSEP 2021). The
conference was hosted by Radboud University (Nijmegen, the Netherlands). It took
place during November 3–5, 2021 and was held online due to the COVID-19
pandemic.

ISSEP is a forum for researchers and practitioners in the area of informatics edu-
cation in both primary and secondary schools. The conference provides an opportunity
for educators and researchers to reflect upon aspects of teaching and learning in
informatics in a broad sense, including the various ways of implementing informatics
education in schools.

The conference topics include informatics curricula, programs, and courses, peda-
gogies for teaching and learning informatics, teacher education in informatics, digital
literacy and computational thinking, connecting informatics education in formal,
non-formal and informal learning environments, informatics and digital literacy in
contexts, (e.g., STEAM education), digital citizenship, engagement and empowerment
strategies for broadening participation and diversity in computing education.

The ISSEP conference started in 2005 in Klagenfurt. It was followed by meetings in
Vilnius (2006), Torun (2008), Zürich (2010), Bratislava (2011), Oldenburg (2013),
Istanbul (2014), Ljubljana (2015), Münster (2016), Helsinki (2017), Saint Petersburg
(2018), Larnaca (2019), Tallin (2020), and this year’s ISSEP held virtually in Nijmegen
(2021).

This year’s ISSEP conference received 42 submissions in various categories. Only
the full paper categories (country reports and research papers) were considered for
publication in these LNCS proceedings. At least three reviewers evaluated the quality,
originality, and relevance to the conference of the 29 full paper submissions. The
review was double-blind. The committee selected 12 papers for publication in these
proceedings, leading to an acceptance rate of 41%.

We would like to express our gratitude to all authors, reviewers, and local organizers
for their valuable contribution to this year’s ISSEP conference.

September 2021 Erik Barendsen
Christos Chytas
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Fostering Computational Thinking



Computational Thinking in Context Across
Curriculum: Students’ and Teachers’

Perspectives

Nataša Grgurina1,2(B) and Sabiha Yeni3

1 Radboud University, Nijmegen, The Netherlands
natasa.grgurina@ru.nl, n.grgurina@rug.nl

2 Teaching and Teacher Education, University of Groningen, Groningen, The Netherlands
3 Leiden University, Leiden, The Netherlands

s.yeni@liacs.leidenuniv.nl

Abstract. Integration of computational thinking (CT) into numerous disciplines
across the K-12 curriculum is gaining increased attention. In this study, based on
the technology integration framework, we investigated how students’ understand-
ings, difficulties, and attitudes towards learning subject matter varied at different
levels of CT integration. We implemented six different case studies by integrat-
ing CT into six different subjects: science, traffic, language, biology, geography,
and physics. Two primary and four secondary school teachers, 38 primary school
students, and 113 secondary school students were involved in the study. We cat-
egorized these lessons according to the technology integration model: unplugged
activities are grouped as augmentation level; robotic and two modeling activities
are labeled as modification level; modeling and digital storytelling activities are
labeled as redefinition level. Our findings indicate that students reported a very
positive attitude toward redefinition level activities. Teachers stated that com-
pared to standard instructional activities, students can go deeper and understand
the subject content better in CT integrated lessons.

Keywords: Computational thinking · SAMR model · Integration · K-12 ·
Students’ attitude · Teachers’ attitude · Computational modeling

1 Introduction

One of the increasing trends in the current educational systems is the call for the inte-
gration of digital literacy, and in particular its aspect Computational Thinking (CT), into
the curricula [6, 27]. CT provides students with a new set of skills for problem-solving
and thinking about the world. Computer Science courses are often considered as regular
lessons for teaching CT, however there is an increasing interest to see CS as “a truly
interdisciplinary undertaking” [26] for other disciplines [14]. Wing [28] defined the CT
term in this context as “… the thought processes involved in formulating problems and
their solutions so that the solutions are represented in a form that can be effectively car-
ried out by an information-processing agent […]. These solutions can be carried out by

© Springer Nature Switzerland AG 2021
E. Barendsen and C. Chytas (Eds.): ISSEP 2021, LNCS 13057, pp. 3–15, 2021.
https://doi.org/10.1007/978-3-030-90228-5_1

http://crossmark.crossref.org/dialog/?doi=10.1007/978-3-030-90228-5_1&domain=pdf
http://orcid.org/0000-0003-2807-9550
http://orcid.org/0000-0003-0060-2717
https://doi.org/10.1007/978-3-030-90228-5_1
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any processing agent, whether human, computer, or a combination of both” [10]. While
there are many definitions of the CT problem solving process, they all share a common
view that it involves three steps: translating the problem under scrutiny into computa-
tional terms, constructing a computational solution, and finally, using that computational
solution in the domain where the problem originates [3]. Even individuals who will not
become programmers are expected to acquire some universal competencies such as the
ability to solve problems in daily life, break down complex problems into components,
and generalize solutions.

There are various approaches that guide the development of students’ computational
thinking and subject skills. We used the elements of active learning in all cases of our
study. Integrating CT concepts through digital storytelling is an effective approach that
is used particularly in language classrooms to promote subject-related skills and CT
skills [11, 18, 23]. Another approach for integrating CT into an interdisciplinary field is
through computational modeling which is used in different contexts such as science,
social sciences etc. [4, 15]. Computational modeling has been used in computer-based
learning environments tomodel learners’ subject related knowledge, cognitive skills, and
customize their experiences in the environment based on this information [4]. Robotics
construction kits have been designated as a promising way to introduce CT processes
to students in K-12 schools because it motivates students and scaffolds the learning of
programming—novices create programs by initially manipulating visual blocks on the
computer screen and can then be guided to create more complex programming [2, 13].
A meta-analysis of studies where robotics is used to promote STEM learning revealed
that, generally speaking, the use of educational robotics increased students’ learning of
specific STEM concepts [5]. Finally, unplugged activities can be a good approach to
introduce students, especially young learners, to CT [20]. Regarding the integration to
curriculum, teaching science concepts using CT unplugged approach may provide an
opportunity for the students to strengthen their foundation in CT skills [7] and improve
their understanding in science concepts [24] simultaneously.

The effectiveness of the CT integrated lessons was examined in educational inter-
vention studies with different aspects such as students’ comprehension level about CT
skills [8] or level of understanding about subject related objectives [25] or attitude and
satisfaction of students toward CT integrated lessons. With respect to the attitude of stu-
dents, for example, studies explore (increased) interest in and perception of STEM and
CS [8, 17] and interest to pursue a CS degree [16]. Further examples focus on affective
aspects such as enjoyment in the activity [12], learning experience [22], motivation [19],
ownership [21], and difficulties [1].

In this study, in line with the different levels of technology integration framework,
students’ progress from completing challenges posed by teachers or modifying existing
products to taking an active role as developers of their own designs that make use of
computational tools. Puentedura [25] proposes SAMR framework that classified tech-
nology integration into learning activities into four levels. The substitution degree is
the lowest step at the enhancement level, where CT concepts, models, or associated
technologies are directly substituted for more traditional ones. The next degree is the
augmentation degree where the technology acts as a direct technology substitute with
functional improvement. At the higher level, i.e., transformation level, the modification
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degree signifies that the technology use allows significant task redesign. Finally, at the
highest level in this framework—the redefinition degree—the use of technology allows
for the creation of new tasks that were previously inconceivable.

This study is part of a larger project aiming to examine the characteristics of a
successful continuous learning trajectory for the integration of computational thinking
into theK-12 curriculum across the disciplines of sciences, humanities, and languages. In
cooperation with participating teachers, we developed lesson series and carried them out
during the first phase of the project. In these lessons, students engage in active learning
with the different levels of integration of the SAMR framework. The aim of this study
was to characterize the perceived understanding, difficulties, and attitudes of the students
participating in CT integration studies at various degrees of technology integration. We
look at these issues from the students’ and the teachers’ perspectives.

2 Methods

2.1 Participants

In this study, the participants from both primary and all four secondary schools partic-
ipating in the larger project were involved: 38 primary school students, 113 secondary
school students and one teacher from each school. The teachers are male. Two primary
school teachers, (T2, T4 and T5) are project leaders for digital literacy projects. The
age range of students is between 9 and 14. There are 59 female students and 88 male
students, four students did not mention gender.

2.2 Lesson Design

In each school, a different lesson was implemented. The participating teachers followed
a workshop where they were presented with examples of lessons integrating CT with the
subject matter of disciplines across the breadth of the curriculum: science, humanities,
languages etc. Then each teacher individually worked with the researchers to develop a
lesson series about a topic they planned to teach. These lessons were then taught instead
of traditional lessons. We categorized these lessons according to the SAMR model. The
lessons start with the augmentation stage.

Augmentation Degree
Climate case. In the geography lessons, the 8th grade students were learning about the
Köppen climate classification1. During three lessons, they learned about the charac-
teristics of the main climate groups and how to determine the climate type from the
temperature and precipitation data. The teacher chose an unplugged approach and stu-
dents were asked to write down the climate determination process in the form of a
decision tree. Due to Covid measures, the lessons were carried out as online lessons.

Modification Degree
Self-driving cars case. In this primary school, the 5th grade students were learning about

1 http://koeppen-geiger.vu-wien.ac.at/koeppen.htm.

http://koeppen-geiger.vu-wien.ac.at/koeppen.htm
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self-driving cars and corresponding ethical questions. In the first lesson, the students
drew a car with sensors needed to participate in traffic safely, and were asked to write a
short algorithm for each sensor. Additionally, they were asked to program a proximity
sensor on a mBot car by putting the provided code blocks in the correct order. In the
second lesson, the students discussed the advantages of self-driving cars and a number of
ethical dilemmas arising from traffic situations. Additionally, they were asked to extend
their mBot program to have it follow a line and play a sound—again by putting the given
program blocks in the correct order.
Gas exchange case. The 8th grade students were learning about the human body, and in
particular, about gas exchange. The researchers provided a simple gas exchange model
in Scratch. During three lessons, the students were using it to learn about the oxygen
saturation of blood which depends on the type and quantity of the gas being inhaled and
the exertion rate. Additionally, the students were asked to adjust the model’s program
code.
Stopping distance case. The 8th grade students were learning about the stopping distance
of a moving vehicle which depends on the road conditions and the reaction speed of the
driver. Thefirst lessonwas dedicated to theory. In the subsequent two lessons, the students
used a simple model in Scratch provided by their teacher and researchers to explore the
influence of icy roads, drinking and distraction on the stopping distance. Additionally,
the students were asked to adjust the model’s program code.

Redefinition Degree
Cell division case. In this primary school case, the 5th grade students learned about
the cell division. During the two introductory lessons, they learned about the theory
of cell division, watched videos and observed cells under a digital microscope. In the
subsequent two lessons, students worked in pairs on a practical assignment: they wrote
down all they knew about cell division, they described the corresponding algorithm
and developed computational models—i.e. visualizations—of cell division in Scratch.
During programming, their class teacher and their programming teacher were helping
them when necessary. At the end of the last lesson, each pair of students presented their
program in front of the class.
Digital storytelling case. In the course of English as foreign language, the 7th grade
students studied to apply the acquired grammar and vocabulary in their digital stories. In
the introduction lessons they learned to ask and answer questions about themselves. In the
subsequent two lessons, they created their own digital stories to introduce themselves.
Students are given an explanation about the goals of the digital story and they made
planning. They worked in pairs to create storyboards, got feedback from the teacher
about the scripts, and created their digital stories in Scratch. They recorded their voices
and added them to their digital stories in order to vocalize the dialogues of the characters.
During the programming, their class teacher, researcher and their friends helped where
necessary.
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2.3 Data Collection

Before starting their work on the projects, the students filled in a profile survey where
they were asked about their technology ownership, programming background, and expe-
rience regarding their familiarity and experience with specific types of programming
languages. Furthermore, they were asked about their self-efficacy related to technology
and programming, and finally their age and gender. The practical assignment consists
of a series of questions that guide and document students’ activities during their work
on the project. The students answer the questions individually to express their problem
in computational terms and to construct the computational solution. Additionally, they
reflect on the project. Exit tickets are small questionnaires given to students at the end
of each lesson or at the end of a lesson series. There, the students indicate on a three-
point Likert scale whether they liked the lessons (series), whether they found the lessons
interesting, whether they understood what they had to do in the lessons, whether they
understood the teaching materials, and finally, whether they found the lessons difficult.
Additionally, students could write comments about the lessons. Interviews. At the end
of the project, we interviewed a number of students and all the participating teachers.
During the semi-structured interviews which lasted about ten minutes, we asked about
the programming practices they employed while working on their projects—which are
reported elsewhere—and about their attitude towards technology use, which we report
here. We conducted semi-structured interviews with each teacher individually. These
interviews lasted about twenty minutes. We asked the teachers to compare their experi-
ences teaching the lessons during the project—thus, making use of CT—to their standard
manner of teaching the same content, and about their attitude towards the integration of
CT in the lessons. In this report, we focus on their views on students’ conceptual under-
standing, their attitudes and difficulties. All the interviewswere recorded and transcribed
verbatim.

2.4 Data Analysis

We performed quantitative and qualitative data analysis. The data from exit tickets and
some questions from the practical assignments were analyzed through descriptive statis-
tics. For other data, we used Atlas.ti software as a qualitative data analysis tool to code
our data. The data were first categorized deductively according to our research goal, in
line with the issues the research instruments were concerned with. Within these cate-
gories, we applied inductive coding to further characterize the data. In an axial coding
process [9], the codes were grouped and merged where necessary under new categories.

3 Results

3.1 Students

Student Profiles. The most commonly used programming languages are block-based
languages that 89 students (59%) indicated to use; in the second place are robotic tools
that 41 students (27%) stated that they used. The least popular programming languages
are text-based programming languages with 30 students (20%). The most commonly



8 N. Grgurina and S. Yeni

reported programming languages are Scratch, Microbit and Python. As a whole, 119
students (79%) had programming lessons in the past, 12 students (8%) have never had
programming lessons but they tried to learn programming by themselves and 20 students
(13%) have never had programming lessons before. They were asked how long they had
taken programming lessons. In overall, 48 students (32%) had programming lessons less
than one month; 43 students (28%) had programming lessons for one year; 32 students
(21%) had 2 years to 3 years, and only 3 students (2%) had programming lessons longer
than 3 years. Judging their programming experience on the 10-point Likert scale from
1 (no experience) to 10 (very experienced), they score a minimum of 1, a maximum of
9 and a mean of 5,9. Overall, about half of the students (42%) feel comfortable with
programming, the other (55%) of students would need at least some help, and 3% of
students see themselves as a professional regarding programming (Table 1).

Table 1. The programming experience of students according to different cases

Cases
(teachers)

Programming
lesson

Prog. lesson duration Prog.
experience

Yes No Learn
by
myself

<1 month 1 m to
1 year

2 to
3 years

>3 years 1 (No
exp.) to 10
(Very
exp.)

Aug Climates
(T1)

95 0 5 58 26 11 5 6,2

Mod Self-driving
cars (T2)

100 0 0 63 25 0 13 4,7

Mod Gas
exchange
(T3)

63 25 13 65 35 0 0 5,3

Mod Stop
distance
(T4)

47 47 6 67 11 11 11 4,8

Red Cell
division
(T5)

100 0 0 8 0 92 0 6,7

Red Digital
story (T6)

80 9 11 17 68 15 0 6,5

Exit Tickets. Students filled their exit tickets at the end of each lesson or at the end
of the lesson series. We analyzed the following categories: Enjoyment: I enjoyed the
lesson; Interesting: The lesson was interesting; Clarity: I knew what to do; Comprehen-
sion: I understood the subject matter; and Difficulty: The lesson was difficult (Table 2).
The answers were on a three-point Likert scale: Yes (Y), Maybe (M) and No (N). We
calculated the relative frequency of the answers for each case. According to the students’
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answers, the most enjoyable lessons are the case of cell division (92%) and digital story
(91%) and most of the students in these cases (88% and 77% respectively) also found
these lessons interesting. The answers of students about clarity are similar to each other
between groups (change between 83% and 66%); only in the case of gas exchange, 43%
of students declared that they didn’t know what to do. With respect to comprehension,
the most remarkable answer belongs to the case of climates. While most of the students
(91%) in this unplugged case state that they understand the subject (climates in geogra-
phy) well, even if the number of those who have fun and find the lesson interesting is
not very high compared to other cases. Regarding the difficulty of the lessons, students
in the case of climates found the lesson series easy (70%).

Practical Assignments. Students from three schools turned in their practical assign-
ments: those working on the stopping distance project, on the cell division projects, and
on the digital storytelling projects. We report on students’ reflecting on their projects.

Table 2. The mean percentages of exit tickets

Cases Enjoyment Interest Clarity Compr Difficulty

Y M N Y M N Y M N Y M N Y M N

Aug Climates 55 43 2 51 40 4 66 30 4 91 6 2 4 26 70

Mod Self-dr.
cars

85 13 3 72 26 3 77 18 5 69 28 3 8 38 54

Mod Gas
exchange

57 35 9 46 45 10 49 28 15 45 41 14 16 43 40

Mod Stopping
dist

50 25 25 38 44 19 69 19 19 69 19 6 19 25 44

Red Cell
division

92 8 0 88 13 0 83 13 4 79 21 0 0 63 33

Red Digital
story

91 9 0 77 16 8 75 21 3 70 25 5 11 25 64

Regarding the satisfaction with their projects, the majority of the students reported
they were satisfied. One student is satisfied with some parts of the project but also men-
tions aspects they are not satisfiedwith. Some students offer suggestions to improve their
project, for example, by testing their programmore thoroughly, and some comment they
had not finished their projects We asked students what they enjoyed most in the lessons.
The most frequently reported issue is programming or editing an existing program,
mentioned by more than half of the students. Only students working on the cell division
project mentioned subject matter, such as, for example, using the microscope to look at
cells. In each class, there were students reporting they enjoyed cooperating with each
other. Two students found nothing to be enjoyable in these lessons and found them to be
boring. When asked what they enjoyed least, 15 students reported they actually enjoyed
everything. Overall, about half of the students actually report they disliked something
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in the lessons, and about half of those refer to organizational aspects of the lessons such
as the quality of the instruction, but also having to wait for too long before they were
allowed to begin with programming. Furthermore, the students mention programming
issues: six students reported they disliked programming while another three reported
had too few opportunities to program Eleven students reported disliking subject-related
issues, such as working with a microscope or having to record their voices. Finally, one
student dislikes having to articulate and write down their thoughts.

Regarding what the students found to be the most difficult, one student reported
everything was difficult and ten students found nothing to be difficult. Out of 24 students
who found programming to be difficult, 11 consider it to be the most enjoyable aspect
of the project as well. A total of 10 students experienced difficulties related to subject
matter—for example, working with a microscope. Eleven students report difficulties
related to their creativity (for example, coming up with sentences for their stories) and
to thinking (for example, implementing an idea exactly as imagined in their mind).

We asked the students whether they think working on this type of a project (i.e., with
computational thinking embedded in the context of the subject matter) helped them to
learn subject matter better. Students told us that, for example, this work helped them
because learning this way is more fun and so they worked better; but also, that it did not
help, “because it was totally different than a school subject”. Finally, we asked whether
they would like to work on such a project in the future and if so, what subject matter
they consider suitable. The students mention math, languages, physical education, and
a few believe it would suit all subjects. The elementary school students show a more
positive attitude on both of these issues.

Interviews. After the lesson series finished, we conducted 24 student interviews with
students from five schools: three from the self-driving cars project, nine from the gas
exchange project, three from the stopping distance project, two from the cell division
project, and seven from the digital storytelling project. In the data analysis, we focused
on their own perspective on the lesson activities and their learning. A common theme
many students mention is their appreciation of collaboration with other students. The
primary school students (those working on the self-driving cars and the cell division
projects) unanimously agreed they liked this type of lesson and believed they learned
subject matter better. One of the students explained that he liked working this way
and therefore wasmore motivated to learn about cell division. Another student said they
gainedmore insight into the innerworkings of a self-driving car after havingprogrammed
a sensor for such a car. The students working on the stopping distance project are divided
on the issue. While one student said, “Now I understand the stopping distance, because
you learn in a fun way and then you remember it better”, another one was critical about
using a Scratch model to help them learn: “Of course I know you shouldn’t look at your
phone while driving, but I haven’t learned much.”

The students working on the gas exchange project are divided on the issue aswell and
place a number of thoughtful remarks. Several of them said it was nice to do something
new for a change; however, some warned that this sort of game-like activities could be a
distraction. Regarding their learning, one student commented that this way of learning
helps because they get to examine the issue at hand from various perspectives. Another
student adds that it was nice to be able to change the values of the parameters in the
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model and see the effect on the outcomes. Yet, as one of the students notices, while
the model helped them to learn about gas exchange, the visual representation of gas
molecules and blood cells in the model was not realistic.

Finally, the students working on the storytelling project reported that they liked
working this way, for example, because working from books only is boring. One of the
students said programming a conversation in Scratch helped them learn English better
because it made them speak in English; however, another student remarked their English
was already good and they did not learn much.

3.2 Teachers

After the lesson series finished, we interviewed all six teachers. We present the findings
regarding students’ conceptual understanding, their attitudes and difficulties. The results
regarding all of the teacher’s replies regarding all pedagogical content knowledge (PCK)
elements are reported in another extended study [29].

Students’ Conceptual Understanding. This refers to teachers’ knowledge and under-
standing of students’ conceptual knowledge and knowledge gaps. Four teachers [T1, T3,
T4, T5] reflect on their knowledge regarding the conceptual understanding of students.
Regarding the students’ understanding of the subject related concepts, the common view
of four teachers is that students understood the subject more deeply in CT integrated
lessons than in the traditional lessons.

For the augmentation level of the climate case, the teacher said, “The students gen-
erally have quite a lot of trouble with that [to understand climate related learning
objectives] The penny does not drop quickly, and that often takes a lot of time. The
learning objective was actually to do that in a special way [CT integration], and we
did to make it clear.” [T1] For the modification level of the “gas exchange” case, the
teacher commented, “I think most of them, 80 to 90% knew what they were doing […] it
was not only Scratch but also biology.” [T3] In the case of stopping distance, “A whole
group actually got to work very fanatically to adapt it [model] [T4]. For the redefini-
tion level of the “cell division” case, the teacher remarked, “If you look at the grade 5
level [of the cell division], I think they have learned enough for this year […] I thought
this [CT integration] might be a way to make this indeed more understandable for the
kids [Regarding the CT concepts] Everyone had programmed something in Scratch,
they could do that quite well. No matter how basic it was. Programming in Scratch and
making the connection between the steps you have to take in Scratch, well I thought that
went pretty quickly.” [T5].

Students’ Reaction and Perception. This refers to the teachers’ knowledge and aware-
ness of students’ reactions and perceptions toward CT integration lessons. The teachers
involved in the lesson of all integration levels stated that students’ perceptions were
encouraging and positive, and they said that with these terms: like, enjoy, enthusias-
tic, exciting, interesting, fun, educational, voluntary [T1, T2, T3, T4, T5, T6]. Only the
teacher of the climate case (the augmentation level) [T1] noticed that two girls who went
to the same primary school, and they indicated that they didn’t like it. The teachers said,
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“I think they [students] liked it. […] I think what I saw was that they were working on
it with enthusiasm.” [T5] “Actually, in my experience, kids always like it. They enjoy
working with such a robot. It is often new to them too […] They often get excited about
that anyway.” [T2] “A lot of them said that they liked it a lot. They thought it was hard
but they said that was interesting in their opinions […] I think they did enjoy it.” [T6]
“You can really see that they have a lot of work on it but they also seemingly had a lot
of fun doing it” [T1] “A whole group actually got to work very fanatically to remix it.”
[T4] “I had the idea that they [students] liked it. […] I do have the feeling that it has
been educational and fun.” [T3].

Students’ Difficulties. According to teachers, students experience various sorts of
problems during the lessons, including those related to: understanding the programming
concepts (conditions, design of algorithm, decision tree) [T1, T2, T5], requiring a lot of
skills/knowledge to accomplish task (such as subject-matter knowledge, programming
knowledge, collaboration skills, planning skills etc.) [T6], creating new things [T4], and
understanding instruction [T3].

For the augmentation level of the climate case, the teacher said, “They all found it
easy. That is unusual, you always have many questioners among students… Questions
were asked about the content, and that was quite unusual. They really had some difficulty
with the concept of the decision tree, because I had introduced it fairly quickly.” [T1].
For the modification level of the self-driving car case, the teacher commented, “They
found the assignment more difficult to design a short algorithm for the sensors. They just
had to write that down […] They had a lot of trouble with that.” [T1] For the redefinition
level of the digital storytelling project, the teacher said, “There are a lot of required
skills you need to know besides the English stuff. You also need to make a plan, to be
able to work together and also then the whole Scratch such as how you program those
things. I guess that was the hardest part for them” [T6]. For the cell division case,
the teacher remarked, “They [students] found it very difficult to get conditions for cell
division to actually get there […] They did not progress beyond one condition to achieve
cell division.” [T5].

4 Conclusion and Discussion

In this study, we explored the perceived understanding, difficulties and attitude of the
students participating in CT integration studies at various degrees of technology integra-
tion, from the students’ and teachers’ perspective. Regarding students’ understanding
and difficulties related to the subject matter concepts, the teachers indicated that stu-
dents understood the subject more deeply in CT integrated lessons than in the traditional
lessons. The students themselves indicated that, for the most part, they did not find the
lessons difficult and very few of them indicated having had difficulties understanding
the subject matter. We conclude that in the lessons where CT was integrated with subject
matter, the students did not experience a lot of difficulties and that participating in this
type of lessons was beneficial for the deeper understanding and learning of the subject
matter.
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Regarding the students’ understanding and difficulties related to the CT, the teachers
reported about their students’ specific difficulties related to programming concepts. The
students themselves indicated having found programming to be difficult in less than half
of the cases. Furthermore, some students experience difficulties related to other issues
such as understanding instruction, planning their work and cooperation.

Regarding the students’ attitude and their perception of these types of lessons, the
teachers report a positive attitude of their students, and the students themselves corrob-
orate this finding. The students reported enjoying these lessons and being satisfied with
their work. Notably, a number of students realized that they were better at program-
ming than what they initially thought, or that they actually enjoyed programming. A
detailed analysis of all findings reveals that the students who actively engaged in pro-
gramming (i.e. those working on the projects involving self-driving cars, cell division
and storytelling) enjoyed the lessons more and found the lessons more interesting than
the students working on other projects. Yet, this outcome is not reflected in the students’
opinion on the issue of whether these types of lessons help them to learn the subject
matter better. While the primary school students (those working on the cell division
project) almost unanimously believe that it does, and would like to engage in similar
projects in the future, the students in secondary schools (those working on the stopping
distance and storytelling projects) are divided and a majority of those answering this
question disagrees.

Relating our findings to the integration levels of the SAMR framework [25] reveals
that student engaging in lessons at the transformation level—i.e., modification and redef-
inition degrees—taken as a whole, tend to have a positive attitude towards this type of
lessons. Again, in the projects where students actively engage in programming, they
tend to express a positive attitude more often, and these students are exactly the ones
who more frequently indicate that they have had programming lessons in the past. Their
teachers were aware of the students’ programming experience and prepared the lessons
accordingly. This finding confirms the importance for students to learn computational
thinking: the students who are adept at it have better chances to profit from the integration
of CT with the learning of subject matter and to gain deeper understanding of subject
matter. Indeed, such students engage in active learning and seem to experience multiple
benefits when studying subject matter: expressing the problem under scrutiny in com-
putational terms requires deep understanding of the problem, as does the construction of
a computational solution too. Finally, using that computational solution in the original
domains allows students to gain new insights [3].

In this study, we saw that integration of CT with subject matter benefits students’
learning. Future research within the larger project where this study is a part of is going to
expand the focus on measuring learning gains in learning of both subject-matter related
and CT-related learning objectives.
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Abstract. Tasks from Bebras International Challenge on Informatics and Com-
putational thinking are becoming a widespread educational tool for introducing
students to the concepts of computer science not only in a form of a contest, but as
well in computer science classrooms, games and unplugged activities. There is an
ongoing debate in Bebras community about the need and the role of interactivity
in Bebras tasks. Practices in different countries range from pen-and-paper solu-
tions to fully interactive systems with immediate feedback. This work introduces
classification of Interactive Bebras tasks based on engagement and interactivity
taxonomies aligned with current practices of Bebras task development. Proposed
classification is then used to categorize the latest tasks from Lithuanian, French
and Italian Bebras Challenges. The results from this work shed more light on
the properties, potential benefits and shortcomings of non-programming interac-
tive tasks informing future research on the topic as well as current practices of
organizing International Bebras Challenge.

Keywords: Interactive tasks · Bebras · Engagement taxonomy · Computational
thinking

1 Introduction

Computational thinking (CT) expands the view of computer science from something
only programmers should know to the tool for understanding our technology-infused
social world (Denning and Tedre 2019). This view encouraged creation of national K-
12 curriculum frameworks for CT as well as plenty of tools for introducing students
to computer science. While these numerous tools are implemented in new and shiny
environments, vast majority of them are based on the same old ideas of turtle graphics
and block-based programming. CT ismostly a domain dependent skill, however, it can be
argued that learning a few basic statements in a block-based programming environment
might not sufficiently cover the broad area of skills that CT refers to. There are only a
few exceptions of tools for introducing students to CS that do not explicitly focus on
introductory programming, e.g. CS unplugged (Bell and Vahrenhold 2018) and Bebras
(Dagienė 2010).
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Bebras International Challenge on Informatics and Computational Thinking is a
contest, organized every year by dozens of countries across the world to motivate and
introduce students to computer science (www.bebras.org). Due to the popularity of the
contest, a large database of good quality tasks (reviewed and revised by international
CS educators) and plentiful original ideas, Bebras influenced many different initiatives
including games (Aslina et al. 2020), unplugged activities (Dagiene and Stupuriene
2017), curriculum content (Budinská and Mayerová 2019; Lonati 2020), textbook con-
tent, teacher training and more (Combéfis and Stupurienė 2020). Bebras tasks are also
used as an assessment tool for computational thinking skills (Poulakis and Politis 2021).

Bebras tasks are often presented using visual metaphors for CS concepts. These
visualizations often resemble algorithm and data structure visualizations used in higher
education, however Bebras task pictures are more concrete, involving characters and
objects from the stories of tasks. Bebras visualizations depend strongly on the ideas of
the tasks, which sometimes imply interactivity in the task presentation. It can also be
argued that in certain cases the dynamic nature of CS concepts might be better explained
using interactive visualizations rather than static ones. In their criteria for good Bebras
tasks Dagienė and Futschek (2008) promote visualizations and interactivity as well as
immediate feedback. On the other hand, Vaníček (2014) argues that interactivity may
affect how pupils solve the task and that it is important to consider in what ways tasks
change when interactivity is added to avoid worsening the quality of the tasks.

Since interactivity can mean different things in different contexts, studies on inter-
activity from other fields may not be relevant for studying interactive non-programming
tasks in K-12. In the context of educational games and simulations, interactivity and
real-time feedback are usually studied more broadly without much focus on details
(Vlachopoulos and Makri 2017). The reason for that might be the wide range of inter-
active activities that games and simulations might contain. In the fields of algorithm and
program visualization, interactivity is mostly studied in terms of user engagement in
learning with visualizations. Engagement taxonomies have been proposed by Naps et al.
(2002) and Sorva et al. (2013), however, broad definitions of engagement levels might
not reflect specific details about user engagement and it might be problematic to apply
engagement taxonomies when studying specific software visualization types, such as
visual programming (Šiaulys 2020) or interactive Bebras tasks. There have also been
attempts to introduce general interactivity classifications and models, however, none
of them seem to be sufficient to explain interactivity specific to interactive computer
science concept-based Bebras tasks.

The goal of this work is to introduce a classification of interactive non-programming
tasks on computational thinking and to validate this classification by categorizing recent
Bebras tasks used in different countries. The following research questions are addressed:

RQ1: What are the most important properties of interactive non-programing tasks?
RQ2: What are the current practices in Bebras community in terms of interactive task
design and what could be improved?

To answer the first research question we discuss engagement taxonomies as well
as different classifications of interactivity and visualization relevant for this research
(Sect. 2). Based on previous research and current practices, Sect. 3 presents a newly

http://www.bebras.org
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proposed classification of interactive Bebras tasks. To answer the second research ques-
tion, the proposed classification is used to categorize the latest tasks used in Lithuanian,
French and Italian Bebras Challenges (Sect. 4). The results are discussed in Sect. 5.

2 Related Work

Interactivity is a broad term meaning different things in different contexts. Two broad
areas of interactions in computer systems can be distinguished: 1) interactions between
users, and 2) interactions between users and the system. In order to analyze the properties
of the tasks facilitating solving and learning process, in this work we will focus on
user-system interactions. The defining feature of user-system interactivity is system’s
responsiveness to the learner’s actions (Moreno and Mayer 2007).

2.1 Interactivity and Engagement Classification Frameworks

There have been many attempts to categorize interactivity levels or types. One of the
first and most cited attempts to do that is a taxonomy by Schwier and Misanchuk (1993)
defining three levels of interactivity: reactive, proactive and mutual. Reactive interaction
is a response to presented stimuli by the system, while proactive interaction emphasizes
learner construction and generative behavior. In mutual interactivity level learner and
system are capable of changing in reaction to encounters with each other. Schulmeister
(2001) defined a more fine-grained interactivity levels: Level I allows only passive lis-
tening, reading or watching, Level II allows users to navigate through the information,
Level III allows the learner to manipulate the form of representation, Level IV allows
manipulating the content, Level V allows the learner to construct new content and Level
VI allows the learners to create new content and receive intelligent system feedback (sim-
ilar to Schwier & Misanchuk’s mutual interactivity). Moreno and Mayer (2007) argue,
that interactivity can be seen as continuum and instead distinguish between different
interactivity types: dialoguing (learner receives questions and answers or feedback to
his/her input), controlling (learner controls pace and/or order), manipulating (learner sets
parameters for a simulation or manipulates objects), searching (learner enters queries,
selects options) and navigation (learner moves to different content areas).

Similar classifications were proposed in the field of computing education research.
Naps et al. (2002) defined six different forms of learner engagement with software visu-
alization technology: no viewing, viewing (watching the visualization, controlling the
execution), responding (answering questions concerning the visualization), changing
(modifying the visualization, for example, by changing the input), constructing (learn-
ers construct their own visualizations) and presenting visualization to the audience for
feedback and discussion. The taxonomy was later extended by Myller et al. (2009)
introducing ten fine-grained engagement levels. Sorva et al. (2013) criticized previous
attempts for the lack of separation of content ownership and engagement with the sys-
tem and introduced a two-dimensional engagement taxonomy (2DET). 2DET differen-
tiates between direct engagement dimension: no viewing, viewing, controlled viewing,
responding, applying (making use of or manipulating visual components), presenting,
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creating; and content ownership dimension: given content, own cases, modified content,
own content.

It has been hypothesized that increasing the level of engagement would result in bet-
ter learning outcomes and that the mix of different forms of engagement would be more
beneficial than a single engagement form (Naps et al. 2002). A survey partially support-
ing engagement taxonomy was carried out by Urquiza-Fuentes and Velázquez-Iturbide
(2009) regarding program visualization and algorithm animation systems. However,
other studies did not find evidence for improved learning (Myller et al. 2007; Osztian
et al. 2020). Osztian et al. argued that visualizations can be engaging even without any
interactivity and that interactivity might have positive as well as negative effects.

It has been argued that higher levels of interactivity of learning platforms are in line
with constructivist learning theories that promote active learner engagement in construct-
ing his/her knowledge. In theirmeta-analysis Hundhausen et al. (2002) found that studies
focusing on constructivist learning theories in algorithm visualization, were much more
capable of explaining visualization effectiveness than other learning theories. Authors
argue that what learners do and not what they see might influence learning the most.
However, what is often missing from the discussion is that constructivism is a theory of
how learning is being constructed, which does not necessarily imply that any active or
hands-on activity automatically improves learning (Ben-Ari 2001). Moreno and Mayer
(2007) note that although interactive environments promote behavioral activity, the focus
of learning environments should be promoting appropriate cognitive processing.

Domagk et al. (2010) argued that a focus on interactivity quantification does not give
us enough information about its role in the learning process and proposed a new Inte-
grated model of multimedia interactivity. Authors state that the newly proposed model
separates six specific components that together comprise interactivity: the learning envi-
ronment, behavioral activities, cognitive and metacognitive activities, motivation and
emotion, learner characteristics, and the learner’s mental model (learning outcomes).
The interactivity is hence seen as a process and represented by feedback loops that
connect these components. While this definition allows a more nuanced view on inter-
activity, specific details presented in other classifications are left out making this model
less suitable for practical applications.

A process-centered approachwas also used byBellettini et al. (2019) in the context of
Bebras Challenge by constructing a multidimensional model for describing interactions
with the system from a technical point. Authors described three levels of interactivity:
Level 0 with no activity (another task is displayed), Level 1 - reading/watching/thinking,
when the task is displayed but there is no action and Level 2 - acting, when the student
is inserting or changing the answer of the task, or is performing an action that gets a
feedback from the system. Authors then used the proposed classification together with
other indicators, such as initial reading time, number of sessions, etc., to describe user
interaction process with the contest system. While this type of classification is useful
for analyzing user behavior, for a full picture of interactivity properties of tasks have to
be taken into consideration as well.
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3 Classification Framework for Interactive Bebras Tasks

There are different aspects of user-system interactivity that current classifications fail to
address. Bebras-like tasks differ from the learning content analyzed in previous catego-
rizations primarily in a way that users are expected to provide solutions to the problems,
which implies at least minimal interactivity from the system. However, interactivity
in these tasks has different purposes, hence our categorization distinguishes between
guidance-oriented interactivity and solution-oriented interactivity dimensions. While
these dimensions do partly overlap, we argue that distinguishing between them brings
more clarity in analyzing interactivity.

Guidance and feedback are probably the most important factors when it comes to
multimedia learning. Taxonomy by Schulmeister (2001) describes the highest level of
interactivity (Level VI), where the learners create their own content and receive intel-
ligent feedback. However, it is important to note that feedback (as a form of guidance)
itself can be a subject to categorization (de Jong and Lazonder 2014) and thus might be
better reflected in a separate dimension rather than a single category. In our classifica-
tion feedback/guidance dimension (Table 1) is partly based on the guidance categories
described by de Jong and Lazonder (2014), however the focus is moved towards inter-
active feedback. While it can be argued that any interaction by definition constitutes
feedback from the system, the focus of feedback/guidance dimension is on describing
additional interactive features as opposed to the ones that are needed for providing the
solution.

Table 1. Feedback/guidance dimension of interactive tasks’ classification framework

Type of feedback/guidance Explanation

Process constraints Restricting the number of options students need to consider

Numerical feedback Additional feedback providing users with numerical
information on separate objects or the whole system they are
interacting with

Visual feedback Feedback providing users with additional visual information
regarding the objects they interact with as a form of guidance.
Visual feedback can be static or animated

Descriptive feedback Mostly text-based feedback as a form of guidance for a
particular step or the whole solution. Textual information can be
displayed after a certain interaction or before interaction, e.g.
suggesting on how to proceed with further interactions

Guidance that is provided in Bebras-like tasks can be assigned to two broad cate-
gories: directive guidance that steers the learner in a certain direction and non-directive
guidance, for example, restricting the space of possible actions as described by de
Jong and Njoo (1992). Process constraints category from our classification reflects
mostly non-directive guidance and categories of numerical feedback, visual feedback
and descriptive feedback reflect more directive guidance. While process constraints do
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not directly increase interactivity, they direct user attention towards meaningful inter-
actions instead of allowing free exploration, which could be detrimental to the learning
process (Patwardhan and Murthy 2015).

Construction of the answer/solution is represented by solution-oriented interactivity
dimension (Table 2) referring to different ways users can interact with the system to
construct their solutions and provide answers. Previous taxonomies by Sorva et al. (2013)
and Schulmeister (2001) only partly reflect this aspect – 2DET introduces applying
category to describe directmanipulation of visualization’s components similarly to Level
IV interactivity of Schulmeister’s taxonomy of multimedia components. We argue that
in the context of interactive non-programming tasks more attention is required towards
user interactions with the system in the process of constructing the solution for the task.
Different interactivity types can also be found in a template of Bebras tasks used by
international community. While interactivity classification used in this template does
help describing how tasks should be implemented, we argue that less technical and more
process-oriented classification would be more beneficial from a pedagogical point of
view.

The lowest level of solution oriented interactivity, named basic interactivity encom-
passes all the standard test questions, like multiple choice (including options with
images), drag-and-drop, input field, etc. separate from the main visualization setting
the task. Such visualizations allow students to provide the answer for the task but do
not support the solving process. Integrated interactivity on the other hand, even though
constructed using the same basic interactive objects (e.g., drag-n-drop), allows relating
them to the overall system set by the task (like the second example in Table 2). From
the learner’s point of view this is interaction with the whole system and thus the solving
process is partly supported by interactivity - the learner can solve the task systemati-
cally by interacting with objects in a sequential manner, changing previous choices, etc.
Integrated interactivity is also supported by split-attention principle stating that learning
is hindered, when learners are required to split their attention between several sources
of physically or temporally disparate information (Plass et al. 2009). Solving process
interactivity encompasses interactive objects that are not directly required for providing
the solution. These additional interactive objects are intentionally designed to alleviate
the solving process and reduce the need for external representation (e.g., pen and paper).
However, it is worth noting that the need for external representation is not always easy to
judge and representation provided by the task might not correspond with the one, which
student would independently choose for the solving process. The last and usually the
most complex type of interactivity interactive simulation allows additional logic con-
necting the objects, i.e. when the user interacts with one object, other objects or even the
whole system can react to user actions. Interactive simulations usually support the solv-
ing process with experimentation and exploration of the system being interacted with.
Some interactive simulations also allow situations, where it is self-evident, whether the
solution is correct or not thus supporting the process of solving even more. Types of
interaction described here do not necessarily describe support for the solving process in
a sequential manner, however often that is expected to be the case.

Level of freedom in constructing the content, on the other hand, might not constitute
interactivity by itself. Schulmeister (2001) describes the second highest interactivity
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Table 2. Solution-oriented interactivity dimension of interactive tasks’ classification framework

(continued)
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Table 2. (continued)
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Level V allowing learners to construct new content, however, as noted by Naps et al.
(2002), this can be done even with simple art supplies (pen, paper, scissors, etc.). Sorva
et al. (2013) separates direct engagement dimension from content ownership dimension
in their 2D engagement taxonomy arguing that it is not clearwhere content ownership lies
in the spectrum of engagement. Hence, it can be concluded that without feedback from
the system, free construction of content does not imply interactivity. In our classification
we do not include the level of freedom in constructing the content, however, interactions
that might be associated with freedom in constructing the content are described in both
feedback/guidance and solution-oriented interactivity dimensions.

4 Classification of Tasks from National Contests

The proposed classification was used to categorize tasks from the latest national Bebras
contests in Lithuania (52 tasks), Italy (28 tasks) and France (12 tasks). Since the tasks
from French 2020 Bebras Challenge were not public at the time of preparing this paper,
tasks from 2019 have been chosen, which should not influence the interactivity statistics
much, since each year only highly interactive tasks are used in French national contest.

As it can be seen in Fig. 1, task distribution according to solution-oriented interactiv-
ity in Italy and Lithuania seems similar with the majority supporting basic interactivity
as opposed to tasks used in French competition, majority of which involve high levels
of interactivity. Solving process interactivity, on the other hand, was not supported by
any task across all three countries.
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Fig. 1. Percentage of tasks attributed to solution-oriented interactivity categories

In the feedback/guidance dimension (Fig. 2) it appears that all tasks used in France
support text-based feedback on user interactions with the system and in majority of the
tasks text-based feedback is accompanied by additional visual feedback indicating prob-
lematic areas of solutions. Lithuanian and Italian systems rarely provided any additional
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feedback to the students. While process constraints could be seen as an integral part of
most tasks, statistics included only the tasks that implemented additional constraints in
task mechanics. The need for additional constraints depends on the task, however, a few
tasks from Lithuanian contest allowed interacting with the system without restrictions
described in a task wording, which could arguably cause confusion.
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Fig. 2. Percentage of tasks attributed to feedback/guidance categories

5 Discussion

There are a few possible explanations for these results. Firstly, the type of interactivity to
a great extent depends on the idea of the task.While different countries do adapt the tasks
for national competitions, the main ideas of the tasks remain unchanged and if authors
did not have interactivity in mind when creating the task, it might be difficult to change
the task in a meaningful way. Even adding simple interactive components to the task
might alter the dynamics of the task to such an extent that it becomes a completely new
task that requires a different approach to solve. Secondly, task design considerations
depend heavily on available resources: on types of interactivity that contest systems
support, tools for creating interactive tasks as well as human resources for designing the
tasks. While some tools, like Bebras Lodge (Dagienė et al. 2017) and Cuttle.org support
designing a few types of higher interactivity tasks without programming, interactive
simulations typically require more effort to design.

While interactivity is generally seen as a way to improve learning, it seems to receive
rather little attention and there are certainly ways to improve current practices. As inter-
active features are usually an integral part of the task, task creators should be aware of
more possibilities than multiple-choice questions when designing the tasks. For exam-
ple, one of the explanations for the lack of solving process interactivity in tasks could
be that it is not in the field of attention of task designers, even though it is usually not
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as complicated to implement and could support learners in a meaningful way. The same
could be true for integrated interactivity. Tools for designing interactive tasks should
also receive more attention, as interactivity is relevant not only in computer science
education, but in other subjects as well. Accepted standards for tools and libraries could
also facilitate creation and exchange of such tasks.

It should not be expected for all the tasks promoting computational thinking to be
highly interactive. However, computational thinking as a problem solving skill involves
activities as well as concepts that are heavily process-oriented and interactivity can be
an effective way to introduce them to students. Interactivity can also allow students to
demonstrate higher cognitive skills according to Bloom’s taxonomy, e.g. at the apply
level for “carrying out or using a procedure in a given situation” (Krathwohl 2002). In
a context of e-assessment Boyle and Hutchison (2009) discuss sophisticated tasks that
are highly interactive and allow measuring different things that otherwise could not be
measured using multiple-choice questions. It can be argued, that some learning goals
cannot be reached by using interactive tasks, for example, it might be complicated to
address students’ ability to find a suitable external representation for a given situation.
However, interactive tasks provide more possibilities and should be taken into account
for the wide array of learning goals to be addressed.

6 Conclusion

In this work we introduced a classification framework for interactive non-programming
tasks based on feedback/guidance and solution-oriented interactivity dimensions. The
framework was used to categorize recent Bebras tasks from three different countries
illustrating differences between approaches towards interactivity.

While there is no easy way to compare interactive and non-interactive tasks and
it is clear that a universally optimal interactivity level cannot be established (Osztian
et al. 2020), our research suggests that certain interactive qualities of tasks could enrich
student experiences in CS and beyond. This is especially true for interactivity types
supporting specific procedural activities that would otherwise be more difficult to reach
for learners.

Future work could analyze if and how student’s mental models and learning depend
on different types of interactivity, possibly taking into account content types as well.
Learning from interactive content is influenced by many factors and there remain
many unanswered questions. This work is a small step towards better understanding
of interactivity.
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Abstract. The increasing importance of introducing computer science and com-
putational thinking in primary education highlights the need to prepare teachers
adequately. This study reports on professional teacher training in programming.
It draws on the Technology Usage Inventory (TUI) model to investigate how an
interdisciplinary intervention with programmable robots, combined with the sto-
rytelling method, can influence the intention to use them in the classroom. Special
focus is given to the Tell, Draw&Codemethod to offer teachers a didactic concept
for implementation. The floor robots used in this study are Bee-bots. At the begin-
ning and end of the teacher training course, the participating teachers completed a
questionnaire about their perceptions, attitudes, and intentions about using robots
in the classroom. In addition, after designing and implementing activities with
robots, the teachers provided qualitative reflections on their experiences. In com-
paring pre-and post-test and the analyses of the qualitative data, the study shows
a significant increase in the positive attitude towards using the robots. These find-
ings highlight the need for teachers to have opportunities to explore, reflect on and
experience the potential of new technologies as part of their teacher development
to implement innovations sustainably.

Keywords: Computer science education · Educational robotics · Primary
school · Professional teacher development

1 Introduction

Emphasis on problem-solving thinking and the introduction of computer science educa-
tion for young learners have been increasing worldwide. To integrate computer science
education in primary schools, in Austria, there is currently only the recommendation of
the digikomp4 model [1], which serves as a reference framework and orientation guide
for equipping primary school students with appropriate digital competencies up to the
4th grade. However, it is planned to anchor computer science education in the primary
school curriculum in autumn 2023 [2]. Educational robots as a didactic tool offer one
possibility of getting introduced to the first steps of computer science education and
promoting computational thinking skills [3].
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However, Austrian primary school teachers’ knowledge of programming and pro-
gramming didactics is limited. Although the topic has gained importance in recent years
and research also attests to positive effects, there are still only a few singular initiatives
in Austria dealing with programmable robots [4]. This situation has led to the case that
the primary school teachers have limited support in didactic knowledge and good exam-
ples. But an essential aspect of implementing innovations in the education system is the
willingness of teachers [5]. Furthermore, good training is necessary.

In the 2018/19 school year, all state kindergartens and primary schools in the province
of Lower Austria - a total of 1,700 locations - were equipped with Bee-bot sets. The
set consists of four Bee-bots, two Blue-bots, and two Tac Tile readers. Although at the
beginning to offer training to teachers, two years later, there are still many schools where
the Bee-bots are unfortunately stored unused in a box. One reason for this is undoubt-
edly the limited use during the Corona pandemic. Furthermore, skepticism and lacking
knowledge about how to integrate robots in teaching could be why they are not used.
To solve this situation, a project was developed that deals with programmable robots’
interdisciplinary use combining the storytelling method in primary schools. This paper
presents a teacher training course that consisted of a workshop followed by an asyn-
chronous online phase. Since the training was attended by teachers who had little or no
experience with programmable robots, the aim was to provide them with didactic pos-
sibilities and examples of an interdisciplinary approach to familiarize the students with
simple concepts of computer science teaching. The study aims to answer the following
questions:

RQ1: To what extent do interaction and teaching with programmable robots influence
primary school teachers’ intention to use robots in their classrooms?
RQ2: What are the teacher’s perspectives of the intervention using robotics-based
storytelling activities?

2 Background Work

2.1 Educational Robotics in Pedagogical Context

Digitization is postulated in all areas, especially in education. The responsibility of
education is to teach students to become problem-solving, creative, and collaborative
personalities [6]. Learning and innovation skills teach students the mental processes
required to adapt to and improve a modern working environment. A focus on creativity,
critical thinking, communication, collaboration, and computational thinking is essential
to prepare students for the future [7]. Computational thinking [3] should already be
promoted in primary school to develop one’s solution strategies reflectively and solve
the problem according to the scheme of an algorithm. Computational thinking (CT) can
be understood as a problem-solving process [8] and should encourage pupils to apply
this competence in everyday life. Programmable robots are increasingly part of everyday
school life to acquire competencies in the field of digitization. Most of them are floor
robots, which are being used and tested as learning media in more and more schools.
Aspects of robotics and general media use can be introduced to the learners in this way
and the technical and content-related competencies.



Tell, Draw and Code 31

Educational robotics (ER) can be an effective way to introduce computational think-
ing. Students can systematically complete tasks and develop the sequenced step-by-step
coding commands required to program a robot [9]. Benitti [10] investigated the edu-
cational potential of robotics in schools, identified how robotics could contribute by
integrating it as an educational tool in schools, and examined its effectiveness. The use
of programming tools provides young learners important computational approaches to
addressing real-world problems [11]. Nouri et al. [12] investigated teachers’ experiences
with Bee-bots and Scratch. Their study identified the promotion of CT skills, digital lit-
eracy, and 21st-century skills, language skills, collaborative skills and attitudes, and
creative problem-solving skills. The successful integration of robotics into the school
classroom depends on the robot itself, the activities selected, and the material designed
[13].

2.2 The Bee-Bot

The robot used in this study is the Bee-bot. This tangible robot allows students to initiate
their coding skills [14]. They are especially suitable for young learners by promoting
haptics and introducing them to computational thinking [4]. A Bee-bot is a very simple
floor robot that represents a bee without wings. Seven buttons on the back program it.
The programming is done with the key forward, backward, left turn, right turn, pause
and delete. The program sequence is not started until the GO key is pressed. The steps
to the destination must be well thought out and planned.

Nevertheless, its easy handling and the fact that it makes programming tangible
for children makes the Bee-bot particularly suitable for encouraging problem-solving
thinking [15]. Schina et al. [13] showed in their study that Bee-bots are not only helpful in
promoting problem-solving thinking but can also be beneficial for childrenwith attention
deficits and dyslexia. Furthermore, the same authors reported that teachers mentioned
that “the robot toys have various applications in foreign language teaching (in grammar
and vocabulary)” [13, p.10].

2.3 Professional Teacher Development

The increasing demand for CT in K-12 education [16] and the introduction of computer
science education in primary education have highlighted the need to prepare teach-
ers with the technological, pedagogical and content knowledge (TPACK) necessary for
teaching CT [17]. Many efforts have emerged to prepare teachers to teach coding [18].
Primary school teachers face a variety of obstacleswhen teachingCS. Teachersmaymeet
many barriers, such as a lack of computers or reliable Internet access, and institutional
obstacles in the form of unsupportive principals, lack of legislation, and emotional bar-
riers, including beliefs, attitudes, and dispositions that hinder the use of technology [19].
To integrate these innovations into primary education, teachers must have the required
knowledge, self-confidence, and a positive attitude [20] towards this concept. Regarding
teachers’ acceptance of robots in education, Chevalier et al. [21] highlight that intention
to use robotics in the classroom increases when teachers are provided with appropri-
ate teacher training, didactic approaches, and pedagogical materials that can be used
directly. To teach coding, they must be well-prepared, and the training program must
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build self-efficacy and address teacher’s beliefs in importance and applicability [19].
Concerning teacher development and its relation to CT Kong [17] considers a lack of
high-quality research. Angeli et al. [22] provided a conceptualization of TPACK for the
construct of CT. However, this conceptualization focuses on the knowledge necessary to
teach courses aligned to a specific didactic design independently. However, for any new
educational technology to be successfully implemented and used in K-12 classrooms,
teachers must be aware of new educational technology tools available, accept the tech-
nology as having practical benefits, feel confident that the technology is easy to use. They
should have confidence in their ability to use the technology [5] and have opportunities
for experimentation to minimize risks. In innovation research [23], it is assumed that
the more the factors mentioned are fulfilled, the more reliably and quickly innovation
is adopted and spread. In addition to the factors already mentioned, Kong et al. [16]
recommend that effective teacher development take place over an extended period of
time. The school context and opportunities for practice and reflection are essential, with
the best development occurring when there is an opportunity for sharing. Also, Schina
et al. [24], in their literature review on teacher training in the ER context, recommend
that teachers should be given the opportunity to put their technical and pedagogical
knowledge of robotics and programming into practice in the classroom.

3 Conceptual Framework

3.1 Technology Usage Inventory

In assessing teachers’ attitudes towards using programmable robots as an introduction
to computer science education, the Technology Usage Inventory (TUI) questionnaire
developed by Kothgassner et al. [25] was used. This survey instrument is a further
development of the technology acceptance questionnaire by Davis [26] and Venkatesh
and Davis [27]. The further development mainly concerns psychological factors which
are not sufficiently considered in the instruments used so far. The original procedure
contains the following eight scales: Curiosity, Anxiety, Interest, Ease of Use, Immersion,
Usefulness, Skepticism, andAccessibility [25]. Their internal consistencies range fromα

= .70 toα= .92.An adapted formof the questionnairewas used, as the scale “Immersion”
was not relevant for this study. Instead, the scale “Necessity” (α = .92) was added.

3.2 Teacher Training Course

At the beginning of the training, the participants were given theoretical knowledge about
the programmable robot and informatics concepts that can be implemented using the
Bee-bot. After that, they were familiarized with the programming commands and the
functioning of the yellow floor robot. One difficulty was to provide practical experience
with the Bee-bot, as all classes at the university were only held online due to the Corona
pandemic. However, since all schools in Lower Austria were equipped with Bee-bots,
some participants have a Bee-bot at home and use it to do the exercises.

The trainer transmitted the Bee-bot’s functioning with the document camera so that
all could at least see the Bee-bot. The participants were shown videos that were still
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filmed in the classroom using the programmable robot. Moreover, the participants had
further practice opportunities using the Bee-bot simulator1 and the Bee-bot App. This
setting made it possible to simulate the robot’s functioning very well, and there was no
disadvantage due to the online situation.

The second part of the training consisted of offering the participants possibilities for
the interdisciplinary use of the Bee-bot. Above all, they were introduced to the didactic
design of the Tell, Draw & Code method.

3.3 Didactic Design – Tell, Draw and Code

The didactic design chosen was an approach called Tell, Draw & Code by the authors.
This method aims to implement computational thinking in connection with creative
narrative and writing processes. In introducing simple programming languages, literary
texts become a vehicle for coding and decoding language. First, the students’ task is to
read a text or invent a story, and then they reproduce it graphically. They have to create a
map with the story or put the pictures on the map, e.g., they place parts of a picture story
so that the Bee-bot will move along the story if it has been programmed correctly. The
students can use as many commands as necessary. The Bee-bot can execute a maximum
of 40 commands in a row. The text is structured through graphic representation, and
through practical action, the storyline is constructed. By retelling the story or tale, the text
is decoded again. This transformation requires problem-solving strategies by breaking
down the problem into smaller steps or applying known patterns, as described in several
computational thinking frameworks [8, 11]. Thedialogic negotiation of computer science
problems combined with creative representations of the stories in visual form should
sustainably promote the children’s narrative language. At the same time, the structuring
and coding of the text should also give children with reading and spelling difficulties
the opportunity to deal with the individual sections of the story in greater detail through
programming. Initial successes have already been recorded with the Ozobot [28]. Tell,
Draw & Code can be applied to the following settings:

• Retelling stories or fairy tales
• Creating stories
• Taking information out of a text and presenting it
• Getting to know children’s literature.

4 The Study

4.1 The Participants

The quasi-experimental pre-post-test study occurred within a teacher university course.
The participants took part in a course consisting of six modules and lasting two

semesters. This university course aims to provide teachers with knowledge about digital
basic education and concepts for effective implementation in primary education. One

1 https://beebot.terrapinlogo.com.

https://beebot.terrapinlogo.com
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module called “Developing problem-solving strategies” teaches introduction to com-
puter science education, particularly the development of computational thinking, i.e.,
the promotion of problem-solving competence, and how it can be implemented, for
example, with programmable robots. This training consisted of a live workshop held
online due to the Corona pandemic and an asynchronous online phase over seven weeks,
which took place via a learning platform. The participants are introduced to the Bee-
bot, the Blue-bot, and Ozobot robots and shown how to use programmable robots in
the classroom. As part of this module, their task was to plan, implement and reflect on
an interdisciplinary teaching unit. Afterward, they had to report their experiences and
findings in writing.

The participants (n= 16) of the study were primary school teachers; 14 women and
two men. Most participants were between 30 and 40 years old. They teach classes from
grade 1 to grade 4.

4.2 The Survey

Pre-and post-test were conducted by using an online questionnaire on the LimeSurvey
platform. The pre-test questionnaire consists of 31 items, 2 relate to demographic data
and 29 to the TUI model. The post-test consists of 31 items, 2 demographic questions,
24 related to the TUI model, and 5 items related to acquired competencies. The four-
part Likert scale (4 = strongly agree, 3 = agree, 2 = disagree, 1 = strongly disagree)
was chosen as the response format. In addition, the post-test questionnaire contains an
open question on the experiences made using the programmable robots. 14 of the 16
participants completed both questionnaires, 12 female and 2 male participants.

The quantitative data were analyzed with descriptive statistics using SPSS 26. The
scales INT, SKE, ETU, USE, NEC, ITU were used to examine a change in participants’
attitudes before and after the intervention. The t-test was applied to compare significant
mean values. This test is particularly suitable for comparing two dependent samples
[29]. The participants’ reflections provided the data for the qualitative results after the
implementation of the intervention. The statements were coded and analyzed using a
qualitative content analysis [30]. They offered insights into the teacher’s perspectives of
the intervention and the students’ competencies promoted through these settings.

5 Results

The presentation of the results is organized as follows. First, two examples of the lessons
designed by the participating teachers are presented. Then, the quantitative survey results
are presented, which investigated how interaction and teaching with programmable
robots influence primary school teachers’ intention to use robots in their classrooms.
Finally, the question about the experiences and perspectives is answered.

5.1 Lessons

This chapter provides two examples of the lessons where the participants implemented
the Tell, Draw & Code method. For lesson planning, most participants opted for the
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Bee-bot. Two teachers used the Blue-bot. The teachers reasoned their choice that these
robots were available at their school.

Creating a Story: The task of the Year 2 pupils was to write a picture story. In this case,
they were given six pictures, which they had to put in the appropriate order to make a
meaningful story. Then the story was programmed with the Bee-bot. At the same time,
the students told the plot of the story to the other children. Afterward, the story was
written down in the exercise book.

Retelling a Book: The book “The Gruffalo” was read to the students (Fig. 1). When an
animal was named, a child programmed the Bee-bot to move on to the respective picture
card of the animal. In the end, the story was retold.

Fig. 1. The Gruffalo

5.2 Evaluation Pre-/Post-test

To answer the research question (RQ1), to what extent do interaction and teaching with
programmable robots influence primary school teachers’ intention to use robots in their
classrooms, a pre-post-test was conducted.

The pre-test was carried out right at the beginning of the workshop. First, the par-
ticipants were asked which of the three robots presented they were familiar with and
whether they had already tried them out. All participants who correctly completed the
questionnaire (n = 14) knew the Bee-bot, but only six of them had already tried it out.
Only six teachers knew about the Blue-bot, and none had had any experience with it. The
post-test was conducted after the course and the intervention. Analyzing the descriptive
data of both tests it was surprising that the intention to use (ITU) already showed a very
high value in the pre-test (M= 3.50/SD= 0.58) and that this value increased even more
in the post-test (M = 3.73/SD = 0.27). Ease to Use (ETU), pre-test (M = 3.0/SD =
0.72) and post-test (M= 3.60/SD 0.47) and Necessity (NEC), pre-test (M= 3.26/SD=
0.63) post-test (M = 3.61/SD = 0.57), also showed high ratings.

The post hoc paired samples t-test (Table 1) was used to compare pre- and post-test
changes in teachers’ attitudes after learning about the Tell, Draw & Code method and
after the intervention.
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Table 1. Post hoc paired sample t-test

Variable Mean difference SD t df Sig. Cohen’s dz

ACC 0.191 0.855 0.834 13 0.419 0.222

INT 0.304 1.020 1.114 13 0.286 0.298

NEC 0.357 1.008 1.325 13 0.208 0.350

SKE −0.179 0.717 −0.093 13 0.927 0.025

ETU 0.536 0.720 0.192 13 0.015 0.745

USE 0.643 0.891 2.699 13 0.018 0.721

ITU 0.238 0.646 1.379 13 0.191 0.368

Table 1 shows a significant difference between teachers’ combined robot-related
attitudes and intentions before and after the intervention. Particularly significant differ-
ences are found in the variablesEase to Use (ETU) (s= 0,015/d= 0,745) andUsefulness
(USE) (s= 0,018/d= 7,21). Hence, this test shows that the participants’ increase in these
variables can be explained reliably by the intervention carried out.

5.3 Qualitative Findings

The second research question (RQ2), what are the teacher’s perspectives of the interven-
tion using robotics-based storytelling activities and what students’ competencies were
identified, was determined qualitatively. 15 of the 16 participants in the course planned a
lesson implementing programmable robots, conducted it, and reflected on it in writing.

Table 2 shows the teacher’s perspectives of the intervention using robotics-based
storytelling activities. Although they were skeptical about the usefulness and necessity
of educational robotics in teaching at primary school initially, all participants (n = 15)
were enthusiastic after the course. There was only positive feedback. Although all the
participants have known the Bee-bots, their experience lacked so far. They also reported
not having had any appropriate concepts and didactic approaches until now. “Until today,
I have not known how to use the robots in a meaningful way” (T_11).

Most of the participants were aware of the Bee-bots because they are available at
the school. But the teachers lacked experience so far. They also reported not having had
any appropriate concepts and didactic approaches until now. “Until today, I have not
known how to use the robots in a meaningful way” (T_11). The participants reported
that they were delighted that they finally had to try out the Bee-bots. They also stated that
actively interacting with Bee-bots during teacher training’s task plays a crucial role in
their positive attitude towards them. Ten participants (66.7%) reported that they nowhave
relevant knowledge. “I was able to take away fascinating ideas and didactic approaches
from this course, and I am happy that I was able to try out the Bee-bots” (T_5). “I
probably would not have used the Bee-bots without this course. Now I am convinced
that they can be used successfully in the classroom” (T_10). 73.3% of the participating
teachers were particularly enthusiastic about the playful and simple programming and
the children’s immediate sense of achievement. One teacher reported: “I am delighted
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that I was finally able to get to know the Bee-bot better. This made me realize that
programming the bee is more difficult for adults than for the children” (T_3). “The
children programmed without any problems, and each unit was a great success” (T_5).
“The effort is shallow, and the learning success is enormous” (T_8).

Table 2. Teachers’ perspectives of the intervention using robotics-based storytelling activities

Codes Example of statements F %

Causing joyful learning The children were very enthusiastic and
programmed great stories (T_15)

11 73.3

Providing playful and simple
programming

The children soon understood how to
program the robot (T_5)

10 66.7

Supporting the learning process The students have never learnt so many
words before (T_6)

4 26.7

Fostering problem-solving
thinking

I was observing how the students playfully
developed problem-solving strategies
(T_10)

8 53.3

Promoting teamwork I was very fascinated how the children
worked respectfully in the group and
supported each other (T_12)

13 86.6

Promoting reading and narrative
skills

By programming the story, special attention
was paid to detailed retelling of the story of
the Gruffalo (T_8)

7 46.7

Fostering spatial thinking Spatial orientation was greatly enhanced by
programming the paths of the Bee-bot (T_6)

5 33.3

Providing an appropriate
didactic approach

I was able to take away fascinating ideas and
didactic approaches from this course (T_5)

10 66.7

Sevenparticipants (46.7%) also confirmed that the promotingof reading andnarrative
skills plays a big part. Since the students spoke a lot during programming and when
creating the stories. “The children also spoke aloud during programming” (T_6). The
method of storytelling was also very well received by the participants because “the
children are even more motivated to tell stories through the Bee-bots” (T_5). “The
children made up different stories and were happy when the bee successfully followed
the right path. In doing so, they retold the story” (T_15). They described in the reflections
the method as very purposeful and motivating. “Narrative skills were fostered playfully”
(T_8).

According to the teachers, this interdisciplinary use of robots can promote problem-
solving thinking very well. 13 participants (86.6%) mentioned this aspect by using
educational robotics combining storytelling activities. “I was able to observe the strategy
development of individual pupils, and it also became clear who still had problems with
foresight and logical thinking. But by helping each other, everyone was able to develop
further” (T_8). Mainly (86.6%), teamwork was highlighted as very positive: “They
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helped each other appreciatively in the group so that everyone had a sense of achievement
with the Bee-bots in the end.” (T_14).

Four teachers (26.7%) stated that Bee-bots supported the learning process verymuch
in the subjects. In English classes, many children naturally learned and used more
vocabulary than before” (T_14).

Four teachers passed on their knowledge to their colleagues in a conference. One
teacher reported that “other teachers have also acquired a taste for it” (T_12). The
teachers also agreed to continue using the robots. “I am totally enthusiastic about how
much fun and motivation the bee has provided and will definitely use this teaching tool
more often” (T_4). “I can only recommend working with these programmable robots”
(T_10).

5.4 Discussion

The results of the study show that the use of learning robots in primary school is very
motivating. Furthermore, storytelling in combination with programmable robots is a
promising didactic method to introduce computer science education in primary school
in an interdisciplinary approach, extend the language in creative activities, and use it to
develop problem-solving strategies. Specifically, this setting supporting computational
thinking skills offers a replicable learning design for teachers. The study also demon-
strated that it is essential to actively try out new methods, such as losing one’s fear of
programming and being better able to judge whether one is convinced of it. Trying out
the robots, getting to know didactic applications, and the practical implementation [16]
of the method during the teacher training leads to an increase in attitude regarding the
intention to use [25]. This study also highlights the importance of equipping teachers
with pedagogical, technical and content knowledge [17], as well as self-confidence and
a positive attitude [20], to implement computer education and achieve an approach to
computational thinking.

The innovative use of programmable robots notably promoted the willingness to tell
stories. Before storytelling, the practice phases showed a high potential for intensive
independent engagement with the programming language. For the students and teach-
ers involved in the intervention, informatic skills emerged that could be taken up and
developed in other narrative and writing projects. The innovative approach of linking
narrative language, visual language and programming language through Bee-bots can
thus be sustainably introduced into everyday school life. It shows that computer science
lessons can be realized as interdisciplinary competence development through the new
curriculum.

6 Conclusion and Future Work

This study contributes to understanding teachers’ attitudes towards using robots in pri-
mary education and the usefulness of robots in the classroom. This understanding can
contribute to gaining knowledge about implementing computer science education and
more positive attitudes towards robotics integration. The method Tell, Draw & Code is
dedicated to integrating programmable robots for developing traditional narrative and
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writing skills. Engaging in creating one’s own stories or examining literary texts found
in children’s books and controlling the robots in a challenging and motivating way can
lead to synergies in the learning process. The stories come alive in a particular way by
changing the written language to visual language and spoken language.

This study provided empirical evidence that the teacher training program effectively
changed participants’ skills and attitudes. The evaluation was based on objective tests
and self-assessments, overcoming problems related to initial skepticism. By designing
and implementing the Tell, Draw&Codemethod, teachers can experience a pedagogical
model that they can implement in their primary school teaching. Based on the available
findings, we can validate that ER teacher training courses are effective, if the teachers are
offered appropriate didactic concepts [21], if they last longer and the participants then
also have the opportunity to exchange ideas [24], if they can gain practical experience in
lesson planning and in implementing the robot activities when teaching [13]. By bringing
in own ideas, the familiarity with the method is increased even more.

Future work is planned to study teachers’ attitudes towards implementing and using
the Tell, Draw&Code method specifically with Ozobots only and comparing the results
with the research presented here.

Appendix

(See Fig. 2 and Table 3).

Fig. 2. TUI Acceptance model by Kothgassner et al. [25] (adapted version)
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Table 3. Scales and internal consistencies

Scale Variable Items Cronbach’s Alpha

Anxiety ANX 4 0,83

Curiosity CUR 4 0,87

Interest INT 4 0,86

Skepticism SKE 3 0,70

Ease to Use ETU 3 0,74

Usefulness USE 2 0,70

Accessibility ACC 3 0,86

Necessity NEC 3 0,92

Intention to Use ITU 3 0,84

Table 4. Descriptive data of pre-and post-test

Variable Time Items M SD MIN MAX VAR

INT Pre 4 2,66 0,81 2,36 3,36 0,22

Post 4 2,96 0,74 1,50 4,00 0,55

SKE Pre 3 1,74 0,66 1,36 2,00 0,03

Post 3 2,05 0,52 1,00 3,00 0,27

ETU Pre 3 3,04 0,72 3,00 3,07 0,00

Post 3 3,60 0,47 2,67 4,00 0,23

USE Pre 2 3,29 0,58 3,21 3,36 0,01

Post 2 3,29 0,37 3,00 4,00 0,14

ACC Pre 3 2,57 0,77 2,43 2,79 0,04

Post 3 2,76 0,55 2,00 3,67 0,30

NEC Pre 3 3,26 0,63 3,22 3,23 0,01

Post 3 3,61 0,57 2,33 4,00 0,32

ITU Pre 3 3,50 0,58 3,29 3,64 0,04

Post 3 3,73 0,27 3,33 4,00 0,04

References

1. BMBWF: Digitale Kompetenzen-Informatische Bildung. digikomp4 (2021)
2. Kern, A.: Weiterentwicklung der Lehrpläne der Primar- und Sekundarstufe in Österreich.

Medienimpulse 58 (2020). https://doi.org/10.21243/mi-01-20-8
3. Wing, J.M.: Computational thinking. Commun. ACM. 49, 33–35 (2006)
4. Himpsl-Gutermann, K., et al.: Denken lernen–Probleme lösen (DLPL) Primarstufe (2017)

https://doi.org/10.21243/mi-01-20-8


Tell, Draw and Code 41

5. Rogers, E.M., Singhal, A., Quinlan, M.M.: Diffusion of innovations 1. In: An Integrated
Approach to Communication Theory and Research, pp. 415–434. Routledge (2019)

6. Battelle for Kids: Framework for 21st century learning definitions. Battelle for Kids (2019)
7. Fadel, C., Bialik, M., Trilling, B.: Four-dimensional education (2015)
8. ISTE & CSTA: Operational Definition of Computational Thinking (2011)
9. Chalmers, C.: Robotics and computational thinking in primary school. Int. J. Child-Comput.

Interact. 17, 93–100 (2018)
10. Benitti, F.B.V.: Exploring the educational potential of robotics in schools: a systematic review.

Comput. Educ. 58, 978–988 (2012)
11. Grover, S., Pea, R.: Computational thinking in K–12: a review of the state of the field. Educ.

Res. 42, 38–43 (2013)
12. Nouri, J., Zhang, L., Mannila, L., Norén, E.: Development of computational thinking, digital

competence and 21st century skills when learning programming in K-9. Educ. Inq. 11, 1–17
(2020)

13. Schina, D., Esteve-Gonzalez, V., Usart, M.: Teachers’ perceptions of bee-bot robotic toy and
their ability to integrate it in their teaching. In: Lepuschitz, W., Merdan, M., Koppensteiner,
G., Balogh, R., Obdržálek, D. (eds.) RiE 2020. AISC, vol. 1316, pp. 121–132. Springer, Cham
(2021). https://doi.org/10.1007/978-3-030-67411-3_12

14. Cervera, N., Diago, P.D., Orcos, L., Yáñez, D.F.: The acquisition of computational thinking
through mentoring: an exploratory study. Educ. Sci. 10, 202 (2020)

15. Tengler,K., Sabitzer,B.,Rottenhofer,M.: “Fairy tale computer science”—creative approaches
for early computer science in primary schools. In: ICERI Proceedings, pp. 8968–8974 (2019)

16. Kong, S.C., Abelson, H., Lai,M.: Introduction to computational thinking education. In: Kong,
S.C., Abelson, H. (eds.) Computational Thinking Education, pp. 1–10. Springer, Singapore
(2019). https://doi.org/10.1007/978-981-13-6528-7_1

17. Koehler, M.J., Mishra, P., Cain, W.: What is technological pedagogical content knowledge
(TPACK)? J. Educ. 193, 13–19 (2013)

18. Bers, M.U., Flannery, L., Kazakoff, E.R., Sullivan, A.: Computational thinking and tinkering:
exploration of an early childhood robotics curriculum. Comput. Educ. 72, 145–157 (2014)

19. Mason, S.L., Rich, P.J.: Preparing elementary school teachers to teach computing, coding,
and computational thinking. Contemp. Issues Technol. Teach. Educ. 19, 790–824 (2019)

20. Mishra, P., Koehler, M.J., Henriksen, D.: The seven trans-disciplinary habits of mind:
extending the TPACK framework towards 21st century learning. Educ. Technol. 22–28 (2011)

21. Chevalier, M., Riedo, F., Mondada, F.: How do teachers perceive educational robots in formal
education? A study based on the Thymio robot. IEEE Robot. Autom. Mag. 23, 16–23 (2016)

22. Angeli, C., et al.: A K-6 computational thinking curriculum framework: Implications for
teacher knowledge. J. Educ. Technol. Soc. 19, 47–57 (2016)

23. Casey, J.E., Pennington, L.K., Mireles, S.V.: Technology acceptance model: assessing pre-
service teachers’ acceptance of floor-robots as a useful pedagogical tool. Technol. Knowl.
Learn. 26(3), 499–514 (2020). https://doi.org/10.1007/s10758-020-09452-8

24. Schina, D., Esteve-González, V., Usart, M.: An overview of teacher training programs in
educational robotics: characteristics, best practices and recommendations. Educ. Inf. Technol.
26(3), 2831–2852 (2020). https://doi.org/10.1007/s10639-020-10377-z

25. Kothgassner, O.D., Felnhofer, A., Hauk, N., Kastenhofer, E., Gomm, J., Kryspin-Exner, I.:
Technology Usage Inventory (TUI). Man, Wien (2013)

26. Davis, F.D.: Perceived usefulness, perceived ease of use, and user acceptance of information
technology. MIS Q. 319–340 (1989)

27. Venkatesh, V., Davis, F.D.: A theoretical extension of the technology acceptance model: Four
longitudinal field studies. Manag. Sci. 46, 186–204 (2000)

https://doi.org/10.1007/978-3-030-67411-3_12
https://doi.org/10.1007/978-981-13-6528-7_1
https://doi.org/10.1007/s10758-020-09452-8
https://doi.org/10.1007/s10639-020-10377-z


42 K. Tengler et al.

28. Tengler, K., Kastner-Hauler, O., Sabitzer, B.: Enhancing computational thinking skills using
robots and digital storytelling. CSEDU (1), 157–164 (2021)

29. Döring, N., Bortz, J.: Forschungsmethoden und Evaluation. Springerverlag, Wiesb (2016)
30. Mayring, P.: Qualitative Inhaltsanalyse. Grundlagen und Techniken. Beltz. Weinheim 4, 58

(2015)



Programming Education



First Programming Course
in Business Studies: Content,
Approach, and Achievement

Djordje M. Kadijevich(B)

Institute for Educational Research, Belgrade, Serbia
djkadijevic@ipi.ac.rs

Abstract. This paper presents the content of, a didactic approach to,
and achievement of a first programming course for students engaged in
business studies. Visual and textual programming were combined and
a didactic approach that mainly focused on programming and fulfilling
sub-tasks was used. This educational approach was applied to novice
students of average ability and resulted in modest programming achieve-
ments. These achievements are first summarized, presenting the solution
of a web application whose development was accessible to most students.
Then, possible reasons for such achievements are discussed. The paper
ends with several suggestions for practice and research, including a pro-
posal for another sequencing of programming topics that would increase
students’ motivation to learn programming and improve their learning
outcomes. Requirements for hybrid environments supporting both visual
and textual programming are also considered. Although the applied
methodology and resulting achievements reflect the authors experience
in teaching programming to second-year undergraduate students, they
are relevant to teaching programming in high school education as well.

Keywords: Course achievement · Course content · Didactic
approach · First programming course · Teacher professional
development · Textual programming · Undergraduate students · Visual
programming

1 Introduction

A first programming course is a demanding enterprise for both teachers and
learners. It seems that, in general, novice programmers can successfully deal with
programs with line and branch structures, but this is not the case for programs
with a loop structure that are usually hard for most of them (e.g., [1,2]). Pro-
gramming achievements may be low even for students of above average abilities
(e.g., high school students oriented towards studying mathematics or science),
who may even struggle with introductory tasks involving loop structures, such
as “Describe the output for the given program code”, especially “Modify the
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given code to attain the specified behavior of the new code” [3]. As a result, var-
ious misconceptions have been identified in the literature for basic programming
concepts, including variables, conditional statements, and loops (e.g., [4]).

Understanding and using loop structures is a challenging and error prone
task because it involves a number of basic concepts, such as variables, data
types, variables initialization, assignments, and compare operators, which, when
different loop structures are used (e.g., while instead of for), must be packed
in different ways [1]. The reader may recall here the SOLO model of learner’s
task understanding [5], which progresses from a single aspect (uni-structural
response) via several, disjointed, aspects (multi-structural response) to several,
integrated aspects (relational response). Undoubtedly, it is much easier to exam-
ine program statements (instructions) separately than to examine and use them
in an integrated way within a coherent whole such as a loop structure (e.g., [6]).

What should the teacher expect when a first programming course makes use
of object-oriented programming (OOP) language, when linear, branch and loop
structures have to make use of many built-in (and perhaps some user-defined)
classes?

Several recent studies underlined and exemplified the complexity of teach-
ing such a course (e.g., [7]). Nevertheless, it seems widely accepted that visual
programming (e.g., in Scratch; https://scratch.mit.edu/1, which is more suit-
able for beginners (especially at lower educational levels), should be practiced
before textual programming [8]. However, learning benefits of visual versus tex-
tual programming may be negligible (e.g., [9,10]). Furthermore, in some cases
we cannot apply this instructional line: start with visual programming and then
switch to text programming. In that case, bearing in mind the importance of
web applications (e.g., in business matters), we may base the first object-oriented
programming course on developing these applications by combining visual and
textual programming. This approach is in accord with a number of recent papers
that call for using a hybrid programming environment or a hybrid programming
language that may positively influence students’ interest and retention in com-
puter science (e.g., [11]). Moreover, such a course would, as Hubwieser requires
[7], promote the learning of issues that are useful in professional life.

Bearing in mind undergraduate students engaged in business studies, what
would an appropriate educational context for a first programming course be?

Firstly, computer science is a discipline much broader than programming
and this context should not promote a wrong picture about the nature of this
discipline [12]. Having in mind e-commerce, databases, and various programs on
the Internet, the context should include the creation of simple databases and
their use within web applications. Secondly, the teaching of computer science
requires an appropriate balance between using computer tools required by the
modern information society and programming computer applications that solve
certain problems [13]. This opens a space for visual programming as these tools
usually have a drag-and-drop interface that is used for various business tasks

1 Although not an OOP language, it supports OOP programming: see https://en.
scratch-wiki.info/wiki/Object-Oriented Programming.

https://scratch.mit.edu/
https://en.scratch-wiki.info/wiki/Object-Oriented_Programming
https://en.scratch-wiki.info/wiki/Object-Oriented_Programming
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(e.g., summarizing data using dashboards; see https://www.idashboards.com/
dashboard-examples/) without typing the commands that lie behind the applied
drag-and-drop actions.

The next, second section presents the design of, didactic approach to, and
achievement of the developed programming course for second-year undergradu-
ate students engaged in business studies at a private faculty. Several suggestions
for practice and research, based upon the experience presented in this section
and other relevant research studies, are summarized in the final, closing section.

2 Content, Approach, and Achievement

This section comprises three subsections. The first presents the content of the
developed course by referring to the learning material used in it, the second
describes the didactic approach applied in covering this content, whereas the
third summarizes students’ programming achievements in qualitative and quan-
titative terms.

2.1 Course Content

Inspired by Sharp’s book [14], the teacher/author of this paper first taught a one-
semester course covering about 40% of this book. The students were required
to create simple console and web applications as well as simple classes. The
teacher repeated this course two times and realized that students’ programming
achievements would be better had they only created web applications, where
the use of visual ASP.NET language could motivate some of them to learn a
bit of traditional, textual programming (which initially started in the context of
console applications, typically resulting in programmers frustrations). With his
teaching assistant, the teacher then wrote a booklet [15] of which 40 pages are
devoted to nine exercises. These exercises deal with:

1. The basics of work in the programming environment chosen (Microsoft Visual
Web Developer 2010 Express);

2. Developing first web application;
3. Developing web application with linear structure;
4. Developing web application with data validation;
5. Developing web application with branch structure;
6. Developing web application with loop structure;
7. Developing web application with user-defined class;
8. Creating simple database at Microsoft SQL server and developing web appli-

cation for displaying its content and updating it;
9. Developing web application for processing data from database.

Each exercise comprises a number of questions and tasks, a reminder of con-
ceptual and procedural issues related to them, and one task for independent
work. While exercises 4 and 8 make use of visual programming only, all other

https://www.idashboards.com/dashboard-examples/
https://www.idashboards.com/dashboard-examples/


48 D. M. Kadijevich

exercises require students to apply both visual and textual programming. Sharp’s
[14] book focuses on object-oriented features of the C# language (this edition
was for Visual C# 2010), whereas the booklet [15] focuses on combining visual
and text programming, paying attention to the quality of data. Combining the
two kinds of programming is only done for simple, yet interesting and workplace-
relevant web applications, whereas concerns about the quality of data (a highly
critical business issue) are reinforced in several exercises by using various data
validation controls, particularly within data controls that manage the work with
databases. Figure 1 presents the web pages of the simplest and the most complex
web applications as well as typical data quality checks covered by the booklet.

Fig. 1. Screenshots of three web applications: from annual to monthly interest (left),
validating data for money exchange (middle), finding the value of all products in ware-
house (right)

2.2 Didactic Approach

As mentioned above, learning components of programming tasks should be useful
in students professional life [7]. Regarding students involved in a business studies
program, such learning components may be:

1. Using drag-and-drop user interface to create objects relevant to task to solve;
2. Managing data quality;
3. Recognizing what data to store and use from database;
4. Recognizing input and output data;
5. Recognizing sub-tasks in task to examine or solve;
6. Recognizing type of structure (linear, branch or loop) in sub-task to examine

or solve;
7. Managing the implementation of data and program structures.
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Having in mind these components, the teacher and his teaching assistant
based their lectures and exercises on the following steps:

1. Recognize input and output data;
2. Select attributes, variables, and web controls;
3. Divide task into sub-tasks;
4. Select type of programming (visual or textual) for each sub-task;
5. Select structure and statements for each programming sub-task;
6. Undertake visual and textual programming;
7. Modify existing web application to solve task or sub-task.

Some of these steps are exemplified in videos mirroring the work in the class.
These videos were developed by the teaching assistant to support students’ learn-
ing outside the class.

The seven steps presented above may be viewed as an elaboration of the
didactic approach described by Armoni et al. [16]. Such an elaborated approach
may serve as a framework to arrange the practice of programming and analyze
its achievement, which was informally applied in this contribution. This elabo-
ration was needed as our course required students to combine visual and textual
programming, use various web controls, and work with databases. Step 7 was
also added as we applied it in the booklet [15] in several places. We thus advised
students to create web applications by modifying existing applications, whenever
appropriate.

2.3 Programming Achievement

The programming course described in this contribution was delivered at a small
private faculty of business studies in five consecutive academic years. In each
year, there were, on average, between 60 and 70 second-year students who
had registered for this course (usually with about 10%–15% more females than
males); almost all of them were 20/21 years old. Most students had not had any
prior experience in programming.

The application of the didactic approach presented in the previous sub-
section resulted in a modest achievement. On the basis of observations of class-
room work and analyses of several exam results – especially in the last four years
when the booklet [15] and accompanying videos were available – it was found
that most students could only create web applications with line and branch
structures. In doing so, they usually skillfully used various standard and valida-
tion controls. An example of web application whose development was accessible
to 60%–70% of students in these four years is given in Appendix A.

Only about 20% of students could create a one-table database and a web
application for displaying its content and updating it, but many of them did not
use validation controls within a data control that enables work with a database.
Less that 10% of the students could create web applications with a user-defined
class (e.g., Exchange office, see Fig. 1) or web applications for processing data
from databases (e.g., calculating and displaying the total sum of all donations
or just of donations from a given industry).
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The modest programming achievement reported above may be found unsatis-
factory. However, it is close to the learning outcomes described by Mark Guzdial’s
20% rule: “In every introduction to programming course, 20% of the students just
get it effortlessly . . . 20% of the class never seems to get it” (source https://blogs.
kcl.ac.uk/proged/2009/09/04/quality-oriented-teaching-of-programming/).

Why was the achievement so modest?
There were different windows in the programming environment used, differ-

ent attributes for each web controls, different program structures in each appli-
cation, as well as different instructions within each structure, and, as already
explained by applying the SOLO model [5], difficulties were not generated by
parts but primarily by the wholes combining them. In addition, difficulties did
not generate from the understanding of instructions, but from recognizing sub-
tasks or program structures where they could be applied, which called for a very
demanding learning activity of problem structuring and articulation [17]. These
sources of difficulties seemed to apply for the seven didactics steps as well, espe-
cially for step 7. In order to solve proposed tasks in the classroom and at exams,
students could use or modify the code of some existing applications developed in
the course (by themselves, the teacher, or the teaching assistant), but this was
rarely applied successfully. It must be underlined that several surveys (adminis-
tered during the course realization and at the final exam in different academic
years) evidenced that the overall programming experience of many students was
unsatisfactory (less than 10–15 h of individual work) mostly because of the lack
of a home computer and/or interest in learning programming.

Were visual and textual programming related?
Analyses of several exam results evidenced the following: skillful visual pro-

graming was often coupled with successful textual programming, whereas a fail-
ure in the former was frequently coupled with a failure in the latter. This means
that despite these kinds of programming not being related to the same program-
ming language (visual programming was in the ASP.NET language, whereas
textual programming was in the C# language), they positively influenced each
other. This outcome was expected because standard controls used by a web
application hold, as their values, data processed by a program implementing this
application. In other words, to have these controls live, a program was needed,
and vice versa. In addition, the work with validation controls beyond the drag-
and-drop actions was similar (albeit small in scope) to the work required by
textual programming in general, such as variable declaration, variable assign-
ment, and condition specification. It can thus be said that visual and textual
programming were linked by entities and their properties used in both kinds of
programming (e.g., input/output entities, entity data type, entity value assign-
ment, entity value constraint(s)).

3 Suggestions for Practice and Research

According to Bennedsen and Caspersen [18], short recordings of good program-
ming practice would have positive learning effects. Because of that, as already

https://blogs.kcl.ac.uk/proged/2009/09/04/quality-oriented-teaching-of-programming/
https://blogs.kcl.ac.uk/proged/2009/09/04/quality-oriented-teaching-of-programming/
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mentioned, the written learning material [15] was coupled with videos mirroring
the work in the classroom. These videos were developed in the tradition of mini-
malism [19] – an approach to document and instructional design. This approach
calls for solving tasks (personally meaningful and motivating for students) in
direct, solver-tailored ways with the smallest amount of instructional verbiage.
As Hubwiese evidences [20], the approach, although not explicitly labeled, is
applied in some German programming textbooks. The minimalist approach is
particularly relevant for combining visual and textual programming where, due
to the sea of concepts and their applications, the programmer can easily lose the
intended track. Having in mind Bennedsen and Caspersen [18], its application
should include some narrated programming sessions that begin with solutions
developed by students (not done in the programming course examined in this
contribution).

After realizing that creating only web applications would be more motivating
and accessible to students than creating simple console and web applications as
well as simple classes (an experience gained in the first year of the course realiza-
tion in this faculty as well as through a longer teaching of this course in another
private faculty of business studies; see Sect. 2.1), the teacher decided to base his
teaching on the work with web applications and applied it in four consecutive
academic years. To improve students’ programming confidence and learning out-
come, the teacher and his teaching assistant prepared the aforementioned course
booklet and accompanying videos. The programming practice in these four years
made use of these resources and resulted in the modest programming achieve-
ment reported above, which was similar from year to year. Note that before their
work with web applications with branch and loop structures in the last, fifth year,
students created simple databases and developed web application that displayed
and updated its content, paying attention to data validation. As a result, more
students than earlier were interested in this programming practice based upon
visual programming, which despite somewhat limited success in applying data
validation, make them familiar with important aspects of their future managerial
work (using databases, applying data validation). Consequently, more students
than earlier were interested in developing web applications using branch and
loop structures, although their achievement was similar to that observed in the
previous years. To improve their performance, additional support was clearly
needed to help them cope with the use of loop structures.

The experience summarized in the previous paragraph may support a pro-
posal that to motivate students to learn programming and improve their learn-
ing outcomes, another sequencing of programming topics than that presented
in Sect. 2.1 (operationalized in [15]) should be applied. According to this new
sequencing reflecting lessons learned, the first exam should deal with developing
a web application with a linear structure using data validation controls (combin-
ing visual and textual programming). The second exam should assess students’
ability to create a simple database and develop a web application that displays
and updates its content, paying attention to data validation (only visual pro-
gramming is required to increase students’ motivation for programming). The
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third, final exam should focus on web applications with linear, branch, and
loop structures applying data validation controls (combining visual and textual
programming). Developing a web application with a user-defined class or for
processing data from a database should be left for an optional project at the end
of the course. A sample of tasks suitable for these exams is given in Appendix B.

The observation reported above that visual and textual programming posi-
tively influenced each other, supports the proposal to combine visual and textual
programming within a hybrid programming environment. This environment can
be implemented in various ways. It may, for example, enable the user to drag-
and-drop visual blocks into a text editor with a textual code resulting in an
update of that code [21], or use visual blocks that mirror the syntax of a profes-
sional programming language such as Java [22].

The author’s experience in teaching programming suggests developing an
environment that makes use of two connecting views of the solution (application
or its component) being developed:

– Design view, where the programmer develops this solution only visually by
using a number of visual programming blocks (e.g., implemented in the
ASP.NET programming mentioned above, or in the PUCK environment [23]);
and

– Code view, where the programmer can not only examine the automatically
generated code (that mirrors the solution in the design view; e.g., [23]) but
also update that code, having each code change reflected in the visual solution
created in the design view (e.g., implemented in the ASP.NET programming;
cf. Google Blockly at https://developers.google.com/blockly).

Furthermore, the programmer may run solutions in each of these two views
(windows), and the results of these runs may be visualized in a third window
in a manner applied by a program visualization tool such as Jeliot [24]. Further
research may focus on developing such hybrid environment. When available, its
use will enable researchers to study ways in which visual and textual program-
ming influence each other. This is an important research question, answers to
which would help educators to improve teaching programming.

A final didactic suggestion concerns a learning path that may be followed
in developing students’ programming knowledge and skills. For Brennan and
Resnick [25], an understand–debug–extend learning path is suitable, especially
for novice programmers. For Lee et al. [26], a use–modify–create learning path
is appropriate. By combining these paths, the following path may be recom-
mended: use web applications (to understand or evaluate them) – modify web
applications (to debug or extend them) – create web applications, i.e. develop
web applications from scratch.
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Appendix A – Solution of Exchange office task

A. Code produced by textual programming, which has to be entered by the
programmer, is given in Fig. 2 between {}.

Fig. 2. Code produced by textual programming

B. Code generated by visual programming is presented in Fig. 3. Ten controls
needed are underlined, whereas the values that have to be assigned by the
programmer are shaded.

Fig. 3. Code generated by visual programming
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Appendix B – A sample of tasks given at three exams

Exam 1
To participate at a symposium, one needs to pay transportation costs of 500
EUR, accommodation costs of 100 EUR per day, and symposium fees of 300
EUR. The total costs of a 3-day participation at that symposium are thus 500
EUR + 3 * 100 EUR + 300 EUR = 1,100 EUR. Write a web application that
calculates and displays the total participation costs for given transportation
costs, accommodation costs per day, number of days of stay, and symposium
fees. Use three different controls for data validation.

Exam 2
Create a database comprising one table with data about donations, whose
attributes are: donation code, donator’s name, donator’s country of residence
(domestic, foreign), and donation amount (in EUR).

A. Write a web application that displays and updates the content of this
database.

B. Extend the application developed under A so that for the country of resi-
dence given, an extended application displays only data of donators having
that residence country.
Use three different controls for data validation to ensure that to be entered
in the database, the donation code must consist of two letters followed by
two digits (e.g., RU07).

Exam 3
Business efficiency is found by dividing expenses by revenue. If expenses equal
100,000 EUR and revenue is equal to 200,000 EUR, this efficiency is 100,000
EUR/200,000 EUR = 0.5, which means that for each EUR earned by a firm, it
needs to spend 0.5 EUR.

A. Develop a web application that calculates and displays the efficiency for
given expenses and revenue. Use three different controls for data validation.

B. If expenses are greater than revenue, the application has to return a message
“Expenses greater than revenue!”

C. For expenses and revenue given, calculate and display efficiency for the given
data, as well as for revenues that are 10% and 20% higher than that given.
To round the value of the efficiency to two decimal places, use the method
MathRound (name of variable, 2).
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Abstract. Creating computer games is a complex task, and when the game is
treated not as a program but rather as a project, other aspects may enter the game-
making process, such as game design, game art or project management itself. The
task’s complexity also allows pupils to develop new skills and practices, which
can help them motivate themselves, solve problems, or accomplish tasks. And
although it is programming that is currently at the centre of many educational
research endeavours in primary schools, other aspects of the game-making pro-
cess could offer valuable insights, such as how pupils approach those other aspects
or how this new complexity alters pupils’ learning. In this paper, pupils’ practices
regarding the aspect of game art are explored. Using a mixed-methods design,
we describe the experience of teachers at a primary school game-making course.
The aim was to explore the role of game art in a programmer’s creating process.
Building on interviews with experienced teachers, functions that game art tasks
fulfil are identified and then measured again to determine how meaningful they
are according to teachers. Moreover, the assessment of the method of using pixel
art tasks is described and it outlines reasons why it is a suitable option when intro-
ducing pupils to creating game art. Together, this paper offers insights into how
game art can help regulate learning and promote good practices among primary
school pupils.

Keywords: Constructionism · Programming in primary school · Game art ·
Pixel art · Practices

1 Introduction

1.1 Game Programming and Game Art

Creating computer games is a popular gateway into programming in primary schools.
There is evidence of it being effective in introducing pupils to programming concepts
[1–3], that it improves design thinking skills [4] and other skills such as switching
from designer’s perspective to player’s, explaining issues, testing hypotheses [5, 6] or
iteratively developing and revising solutions [7]. However, there is a lack of research
focused on game artwithin creating games in primary school informatics; though a recent
study provides more evidence that this aspect of a game creates space to express pupils’
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interest and encourage more creativity within projects [8], which are both important
aspects of constructionist learning [9].

Although game art may not serve to integrate programming concepts into pupils’
work [8], it does add pupils’ personality to games, moreover, it contrasts the difference
between a game as a program and a game as amulti-faceted project. It may help introduce
pupils to working with digital graphics, which is also specified in Innovated National
Slovak Curriculum [10], and in a more authentic context, where there is natural need
for this knowledge. Furthermore, the pause or the change in focus that it provides may
be beneficial for pupils when solving problems, due to the phenomena of fixation and
incubation [11], which explain why focusing on a different task allows for the subcon-
sciousness to find solution to a problem. The final argument is based on the personal
experience teaching at the game-making course GameCraft – most pupils simply enjoy
creating game art for their games.

1.2 GameCraft

GameCraft1 is a computer game development course for 8–15 years old pupils. It is
not focused only on programming, but also on game design, game art, worldbuilding or
storytelling. The teacher’s role is to assist pupils as they learn and explain or instruct if
it is needed. Pupils learn programming from various instructional tutorials, and this way
they learn how to navigate the interface of the game-making software (Scratch, Construct
2 or Unity 3D) and new game mechanics. The goal is for pupils to become autonomous
and regulate their learning. By completing tasks of their choosing, they build their own
repertoire, and this allows them to eventually become independent and create games on
their own.

Depending on what kind of tasks pupils prefer, many of them decide to focus on
one aspect of the game, and it is usually either programming or game art. Despite this
natural division, many times programmers choose to supply their own game art for their
projects. This study explores this issue and offers some of the reasons why.

1.3 Previous Research

The research prior to the study presented in this paper was aimed at better understanding
of the learning process of pupils focusing on programming tasks at this game-making
course. Interviews with teachers helped describe the course’s learning model and how
different motivation drives pupils to become independent creators [12]. Moreover, the
five-year-long history of the course allowed to also observe behaviours of pupils who had
been attending the course for longer periods of time, sometimes years, and this provided
information on how they differ from beginners and which skills they developed over
time [13]. It also probed the question how programming and game art tasks complement
each other, and in this paper, this relationship is further explored.

1 More information about the course is available at https://hemisfera.sk/gamecraft-online.

https://hemisfera.sk/gamecraft-online
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2 Research Aims

The main objective of the research was to describe primary school programmers’ ten-
dencies regarding game art in the process of creating a game. During the interviews in
the first phase of the research, teachers mentioned that programmers usually create their
own game art using pixel art and identified numerous reasons why pupils enjoy it often
despite not being very good at it. It was through a follow-up questionnaire that this issue
could be explored further, gaining a deeper understanding of the importance of game art
tasks’ roles in the learning process.

Although the research describes practices at a game-making course, we believe that
it could also offer interesting insights for other educators and practitioners into how to
encourage healthy practices among primary school pupils and foster self-regulation in
student-centred learning by incorporating game art tasks into programming projects.

3 Methodology

3.1 Sample of Participants

For the purpose of this research, 10 teachers were chosen to participate. All of the
teachers had extensive experience with pupils at GameCraft; experience based on the
length of their practice and the number of groups they taught.

There were seven men and three women in the study, out of which two were younger
than 20 years old, five of them were between 20–26 and three were older than 26 years
old.

As for their teaching experience, all of them taught at the course for at least two school
years. There was a teacher, who started teaching in 2017/2018, then three teachers who
began in 2018/2019 and sixwho started in 2019/2020. All of the teachers started teaching
before the pandemic, and except one teacher, who now works on an educational project
for older students, they continued to teach although the courses switched to online form.

Another important factor was the groups those teachers had experience with. Groups
are usually quite diverse in age but evenmore diverse in the skill level of individual pupils.
When asked, eight teachers answered that they taught complete beginners, all of them
encountered intermediate pupils, who were creating their first games usually with the
need of assistance, and nine of them taught proficient programmers who were creating
their games independently, with little help. Regarding the programming software, all
teachers supervised pupils’ projects programmed in Scratch and Construct 2 and four of
them also in Unity 3D.

We are aware that the sample size in this research could be considered too small to
fully achieve the objectives of this research, especially those determined by the quan-
titative phase of the research, but we decided to prioritise experience of teachers over
the number of participants. All participants in this research taught multiple groups of
pupils, and both before and during the pandemic, which we considered invaluable for
this study.
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3.2 Data Collection and Analysis

The research was carried out in two phases. In the first phase, teachers were interviewed,
which helped describe the learning process and various practices that young program-
mers attending the course had, among which were also tendencies regarding the place
of game art in their learning process. Due to the worsening pandemic situation at the
beginning of the year, the individual interviews with teachers were in the form of online
video calls. All of these interviews were recorded and later transcribed. Then, the tran-
scripts were manually coded using open coding [14] within a software for qualitative
analysis of data, Quirkos.

In the second phase, an online questionnaire was created based on the data from the
previous data collection. There were three objectives of the questionnaire; to describe
how and when pupils create game art, to determine the significance of game art’s various
roles that teachers mentioned in the interviews and to assess pros and cons of using pixel
art which seems to be very popular among programmers. The questionnaire consisted
of mainly close-ended items and few open-ended items. Close-ended items aimed at the
first two objectives and the open-ended items at the third.

Part of the close-ended items in the questionnaire contained items aimed at the
functions of game art tasks. Based on the experience, teacherswere asked to describe how
meaningful were the individual functions in their groups of programmers, which would
help determine the functions which were most common among programmers and which
were not. They scored each itemon aLikert scale from1 (strongly disagree) to 5 (strongly
agree).Quantitative data from thequestionnairewere analysedusingdescriptive statistics
and qualitative data were coded using open coding, thenwere categorised, and described.

4 Results

4.1 Game Art in the Game-Making Process

To better understand the context, it was important to gather data about programmers’
tendencies regarding making game art, e.g. where the game art comes from or at which
point of the process programmers create it.

The answer to the question of the game art’s source can be seen in Fig. 1. When
asked to check all the boxes which applied to pupils in their groups, two options were
the most common; that pupils both plan and create the game art themselves (7) and that
they find reference on the internet, which can be a character from another game, series
or a movie, and make game art based on that reference (7). In comparison to the two
leading options, less commonwere options that pupils would download pictures or game
assets from the internet (3) or would ask a friend to make it for them (3). The option
with the lowest score was that pupils wouldn’t replace placeholders at all, leaving the
project with only basic shapes (1). According to these data it can be concluded that most
programmers at the course do use game art in their projects, and majority of them make
the effort to create it themselves.

The second question aimed to identify when the game art is added to the game.
Teachers’ responses are displayed in Fig. 2. The highest scored answer was that game
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Fig. 1. Source of the game art in pupils’ projects
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Fig. 2. The phase of the project in which
pupils create or add game art in their
projects

art is added throughout the game-making process (6), while marginal options, either in
the beginning (2) or in the end of the project (2), scored lower.

There are several reasons why pupils would add game art throughout the project.
Based on one of author’s personal experience from teaching at this course, one of reasons
could be that this choice comes naturally to them in this form of learning. While they
are designing the game, their initial idea often transforms into something different; they
discover a new functionality or think of a different context for the game and the project
then must accommodate these changes. Another possible reason could be linked to the
results of the previous study. According to teachers, planning is one of the lead skills
that pupils acquire at this course over time, and before they acquire it, the beginners
often struggle [13], which could manifest in various aesthetical changes as well.

4.2 Description of Functions of Game Art Tasks

The analysis of the data from interviews helped identify and describe eight different
functions that game art activities fulfilled in the programmers’ learning process. The list
of functions is the result of open coding and categorisation of teachers’ responses, and
this list includes:

• Game art as rest time: Programmers create game art when they simply do not have
sufficient energy for programming in the beginning stage of the project. Other times it
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may happen when they stop programming for the day, but they still want to continue
working on the project in some way, other than programming.

• Game art as a training of finemotor skills: Teachers mentioned that pixel art helped
young pupils familiarise themselves with mouse and keyboard and that it improves
their overall skills behind the computer.

• Game art as a small victory: The process of creating a complex project such as a
computer game is exhausting and can take a lot of time, sometimes even two to three
months. Teachers notes that this is one of the reasons why programmers like making
pixel art – because they can create something valuable in a shorter period of time and
get a sense of accomplishment from it.

• Game art as a change of activity: Programmers often turn to game art for a change
of pace after they spend longer period of time programming. This allows them to
focus on a different goal within the project, for example what kind of world the game
is situated in or how will the player or enemies look like.

• Game art as motivation for programming: The main difference between creating
pixel art and creating pixel art for a game is the purpose. Pixel art becomes more
meaningful to pupils when they incorporate it into their projects, which is also a
source of motivation for them, that they can use their art in their game.

• Game art as an improvement of their game: If we look at various games, more
often than not they can be stripped down to the same set of game mechanics; the
most noticeable difference is often in the story and its graphic design. Pupils also like
creating game art to their games, because it makes the game feel more like “a real
game”.

• Game art as self-realisation: The reason why many programmers like pixel art in
general is that it is a fun activity. They like playing with pixels and shapes and how
even a weird outline can become a collectible item or a spaceship. The activity leaves
them in a better mood.

• Game art as a way to regulate perfectionism: When creating something artistic, it
can be difficult to not to feel demotivated by not being able to translate the mental
imageonto the canvas.According to teachers, pixel art frees pupils from this constraint.
They are free to experiment with random shapes and lines, creating an imperfect or
an exaggerated representation of an object.

Having identified the functions, the next step was to measure which functions were
the most common among programmers or the most meaningful to them. In the next
section, we describe the results of individual functions based on Likert scales.

4.3 Functions of Game Art Tasks

Since the functions were identified in the interviews by teachers themselves, it was not
surprising to see that almost all of them scored above 3.0. Having considered this as well
as the size of the sample, we decided for the benchmark of a meaningful function to be
above 4.0.

When analysing teachers’ responses, determiners of score for each function were
the function’s mean – the average value, mode – which was important when considering
the difference between average value of the function and its most common value, and
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Table 1. The scores of each function of game art tasks

Function Mean Modus SD

Rest time 4.2 5 1.0328

Fine motor skills training 2.3 1 1.2517

Change of activity 4.3 4 0.6750

A small victory 4.2 4 0.7889

Motivation for programming 3.1 2 1.3702

Improvement of a game 3.1 4 1.3702

Self-realisation 4.1 5 0.8756

A way to regulate perfectionism 3.5 4 1.4337

standard deviation (SD) – to determine the accuracy or uniformness in teachers’ opinions.
When two functions reached the same mean, we first considered SD to determine which
function teachers agreed on more uniformly, and when those were the same as well, then
the modus determined their order. All values are displayed in Table 1 above (Fig. 3).

strongly agree    agree    neutral    disagree    strongly disagree 

1. Rest time 2. Training of fine  
motor skills 

3. A small victory 4. A change of activity 

5. Motivation for 
programming 

6. Improvement of  
a game 

7. Self-realisation 8. A way to regulate 
perfectionism 

one row equals 10 %

Fig. 3. Likert scales: teachers’ replies to functions of game art tasks for programmers

The analysis determined that based on the mean, four functions out of eight that
teachers identified in the interviews were meaningful and important for pupils in their
groupsThemost important function seemed to be the changeof activity (mean4.3,modus
4, SD 0.6750), followed by game art as small victory (mean 4.2, modus 4, SD 0.7889)
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and rest time (mean 4.2, modus 5, SD 1.0328) and finally game art as self-realisation
(mean 4.1, modus 5, SD 0.8756).

The other four functions scored under 4.0 and were identified as less common among
their groups. Game art’s function as a way to regulate perfectionism in pupils was the
highest scoring function under 4.0 (mean 3.5, modus 4, SD 1.4337), followed by game
art as improvement of pupil’s game (mean 3.1, modus 4, SD 1.3702) and motivation for
programming (mean 3.1, modus 2, SD 1.3702). The function which scored the lowest
was the function of game art for practice of fine motor skills (mean 2.3, modus 1, SD
1.2517).

When analysing SDs of these functions, we can notice differences between the two
groups. SDs of meaningful functions were in the first three cases lower than or in one
case very close to 1. When compared to the other four functions whose SDs were all
higher than 1, the data suggest that teachers were more uniform about the importance
of the first four functions than the other four, which again underlines the importance of
the first four functions.

Beginners and Proficient Programmers. One of the open-ended questions in the
questionnaire was about the differences between beginners and proficient programmers.
According to teachers, the functions of game art differ between the two groups.

The data suggests that the feeling of accomplishment is very important to the begin-
ners, as well as changing focus by switching between programming and game art. They
are also more motivated to finish the game when they see that their game art can be
imported into their project.

On the other hand, teachers noted that proficient programmers seem to appreciate
the change of activity the most. Moreover, the awareness of the game becomes more
apparent since they perceive game art as a way to improve the quality of the finished
game.

These results seem to align with the expected growth in difficulty of programming
projects and the growth of skills over time at this course, as suggested by a previous
study [13]. Teachers noted that the beginners need a push in the beginning and need to
learn to pace themselves throughout a bigger project, while they do not see this need in
proficient programmers. Those viewpixel tasksmore as a change fromprogramming, and
one which increases the quality of the finished product, which becomes more important
in later phase of the learning process.

After discussing whether they create game art, when they create it and why they do it
themselves, the remaining issue is what they create. It is common practice at the course
that those who want to learn game art always begin by completing pixel art tasks and
eventually move on to finer drawings or vector art. Pixel art is the first option everyone
at the course encounters, and it is the option programmers at the course rarely stray away
from. In the next section, teachers’ observations are described as to why it may be so.

4.4 Why Pupils Like Pixel Art Tasks

Pixel art had always been a very popular choice among pupils at GameCraft, especially
among programmers. Teachers attribute this popularity to characteristics such as its
simplicity, learning curve and its limitations.
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The tool that is commonly used at the course is free online editor Piskel2. Despite
its minimalistic nature, it offers all necessary tools, e.g. single-pixel brush, fill bucket,
colour drop, selection tool or eraser. Although there are also options for more advanced
techniques, pupils usually find the basic tools sufficient for their work. Teachers men-
tioned that pupils appreciate the minimalistic interface and that it is easy to navigate and
to learn how it works.

Not only tools are simple but creating and editing sprites is easy too. Teachers
commented on the fact that even younger pupils were able to learn pixel art quickly,
which is especially appreciated by programmers. Since the canvas is by default 32× 32
pixels, the space fills up quickly and they choose howmuch detail they apply. According
to teachers, they also appreciate the simple shapes that are the basis of the designs and
that although sprites may lack details, they can still be perceived as good game art.

The final point is the limiting nature of pixel art. Several teachers mentioned the
fact that since pupils work within a grid made of squares that they fill in, the activity
resembles antistress colouring books rather than drawing. The grid also reminds pupils
of games that they are familiar with such as Minecraft or games on the Roblox platform,
which it is also where many boys draw their inspiration from (Fig. 4).

Fig. 4. Interface of Piskel online editor

When asked about pixel art tasks’ weaknesses, teachers emphasised three aspects:
improvement of skills, animations and again its limitations.

The most common comment of teachers was that while it is very easy to start, it
gets more difficult when pupils start to incorporate more details into their sprites. To add
details, the canvas must be resized, which also means smaller pixels, and it is sometimes
difficult to find the balance between the amount of details that programmers want to
add and the effort they are willing to invest into a larger sprite. Moreover, pixel art as
an art style has its specific techniques, and since pupils often do not want to learn them
correctly, they are limited by their own skills.

Another commonly mentioned point was creating animations for games, which is
another popular activity among programmers, especially less complex animations, e.g.

2 Online editor Piskel is available at http://piskelapp.com.

http://piskelapp.com
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a blinking spaceship, explosions or idle movement of sprites. To create animation in
Piskel is not a difficult matter, but as teachers noted, it requires planning ahead, which
is difficult for some pupils, and it may result in starting over or redrawing a number of
frames. Previous research suggests that the planning skills of programmers improved as
they mastered the game-making process at the course [13], but for beginners who still
lack the skill or patience it can be discouraging.

Although the simplicity of the art style is one of its great advantages, it can also
be a disadvantage. Teachers noted that while some aspects are simplified, others are
even more difficult, especially drawing curves and circles on a small canvas. They also
mentioned that although the pixel art style is still popular in the game industry, it is
different from high resolution 3D graphics that new games offer and that children are
getting used to. As a result, some pupils may perceive their pixel art as childish in a
way. This does not seem to be common, though, and it is usually compensated for by
collaboration with a more skilled game artist at the course.

5 Discussion

The analysis of the data showed that most programmers at GameCraft create game art
for their own games and many of them do so throughout the process of creating a game.
Looking at the functions which the analysis determined as meaningful, we begin to
understand why. Considering that to create a game takes a lot of time, sometimes weeks
to months, it seems reasonable that programmers would turn to game art to seek change
of activity from programming, to rest, to experience a small accomplishment or simply
to enjoy a different activity.

When comparing pupils in different stages of learning programming, there were
some similarities as well as differences with the overall results. Firstly, the function
which scored as the most meaningful – the change of activity – proved to be important
for both beginners and proficient programmers. However, teachers considered two of the
functions to be more important in specific stages of learning despite their lower score
in the overall analysis. For beginners, it was game art’s motivation for programming -
according to teachers, pupils get motivated by seeing their art used in their projects. And
as for the proficient programmers, teachers highlighted game art’s ability to improve the
quality of the game. Proficient programmers seem to be more aware of this and place
more effort into how their game is visually perceived, while in beginners’ projects it is
often about the functionality of a game, not its visual aesthetics.

When choosing the method for game art tasks, teachers’ experience suggests that
pixel art was effective for engaging pupils in game art. Though programmers were
sometimes hesitant to create game art, pixel art made it easier to begin and it was quick
to learn, which teachers considered very important in the beginnings.

Change of activity was a functionwhich scored the highest in the overall analysis and
as itwasmentioned, teachers emphasised its importance for both beginners and proficient
programmers. These results probe the question why. One of the possible explanations
found in literature has to dowith the phenomena of fixation and incubation [11]. Perhaps,
when pupils switch focus to a different type of task - such as filling in pixels on a small
canvas – it creates a needed distraction from programming, one that could unblock the
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flow of new ideas when solving problems. Another perspective is offered byAckermann,
who noted that putting distance between pupils and their projects, or stepping-out of
experience, which in our case would be achieved by game art tasks, could help pupils
gain an outsider’s perspective and internalise new knowledge before reengaging with the
project [15]. However, another research would be necessary to explore the issue further,
as this is beyond the scope of this study.

Looking at the big picture, all of the significant functions of game art in this research –
change of activity, a small victory, rest time or self-realisation – point in the same
direction. Pupils’ needs. And although there might be other benefits to game art, e.g.
creativity, planning or organisation of files, we believe that building good practices
such as self-regulation in the learning process or awareness of their wellbeing while
programming are some of its greatest benefits. The current data suggest that it might be
so at this game-making course, however, more research would be necessary to confirm
and assess whether these results were bound to the learning ecology of this course or if
it would transfer to other ecologies, such as classroom environment.

6 Conclusion

The purpose of this mixed methods research was to explore pupils’ relationship to game
art and roles that game art tasks might play when programming computer games. The
data analysis showed that the four most meaningful functions of game art were game
art as a change of activity, as rest time, as a small victory and as self-realisation, and it
hinted at the fact that different functions may be relevant for different stage of learning
programming.Moreover, the analysis of pixel art tasks noted advantages of implementing
this method when introducing pupils to creating game art.

The process of creating a game has many aspects pupils can learn from, and this
research described what creating game art can offer. Incorporating these tasks into the
creation process could encourage good practices, such as pacing themselves through
the learning process, motivating themselves by experiencing small successes or to have
agency over their learning.
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Abstract. There is little doubt about both the importance and at the
same time difficulty of teaching recursion as part of any sophisticated
programming curriculum. In this paper, we outline an approach that
has its focus on introducing the concept in very small steps, integrating
recursion into a K-12 programming class. The main paradigm is to be
as constructive as possible in that everything that is introduced is also
implemented right away from the first lesson on.

Keywords: Programming education · Recursion · K-12 · Turtle
graphics

1 Introduction

Many computational problems have elegant solutions that utilize recursion, such
as the famous Towers of Hanoi [16]. As a result, recursion should be part of infor-
matics K-12 education as a rather natural application of problem decomposition
(in particular, divide-and-conquer), which in turn is a cornerstone of computa-
tional thinking [9,15]. However, the topic is not only important but also rather
challenging for novice programmers [4], and therefore a careful introduction is
necessary.

In this paper, we propose a concrete roadmap, assuming a setting where
students have prior knowledge about imperative programming.

There is a wealth of literature about examples that describe how to teach
recursion – or how to “think recursively” – in a high school context, some of
which dates back decades by now; see Rinderknecht [13] for a survey. Many
of these approaches focus on the idea of introducing divide-and-conquer as a
first motivation, practicing this technique of decomposing a given problem into
subproblems “unplugged,” and after that possibly using a computer to put the
ideas into code, see, for instance, Hauswirth [5], Anderle et al. [1], or Sysło and
Kwiatkowska [17].

Without criticizing these approaches, in this paper we would like to offer an
alternative strategy, which – although we are speaking about a top-down concept
– somewhat follows a bottom-up approach. In a nutshell, we would like to be as
“hands-on” as possible in that we put programming in the center, and only move
c© Springer Nature Switzerland AG 2021
E. Barendsen and C. Chytas (Eds.): ISSEP 2021, LNCS 13057, pp. 69–80, 2021.
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to more complex algorithms once terms like base case are understood and have
been successfully implemented. Thus, we start with very simple programs that
very carefully introduce core concepts one after the other, and have the students
put everything they learned into code as soon as possible. In particular, the
concept of divide-and-conquer is only introduced at the very end, at a point
where the students are able to actually implement the ideas described on a high
level.

The individual ingredients used in this paper are well known; our main con-
tribution is a detailed recipe that puts them into context. We give step-by-step
instructions on how all concepts involved can be taught in a constructive fashion.
The result is an exemplary lesson plan with examples and exercises that enable
the students to master basic recursion in small steps.

Didactically, our approach is in parts inspired by the PRIMM [14] principle,
although we do not always include all of its steps. The students are given code
(that can be executed as it is presented), reason about it, modify single parts
of it to understand what it does, and only after that write their own (similar)
programs.

The following points are crucial to our approach.

– Introduce one concept after the other in small steps.
– Apply new concepts as soon as possible.
– Use complete examples that can be executed as they are presented.
– Consequently build on the students’ preknowledge.
– Build bridges to known concepts.

2 Road Map

In the main part of the paper, we describe a road map that consists of seven
steps. Within these steps, the single aspects that make up recursive programming
are described. Whenever a new aspect is introduced, it is immediately applied
by the students by writing (Python) code, which is why we call our approach
“constructive.” We indeed follow many of Papert’s constructionist ideas including
programming the Turtle in the first steps of our lesson plan [11,12].

The lesson plan can be subdivided into seven steps, with a zeroth that is
prepended in the first 15min. A single lesson takes 45min.

0. Give a quick outlook on what is going to happen (Lesson 1).
1. Introduce recursion using an example (Lesson 1).
2. Link recursion to something known (Lesson 2).
3. Point out the importance of a base case (Lesson 3).
4. Combine recursion with return values (Lesson 4).
5. Allow multiple calls per function body (Lesson 5–6).
6. Implement known algorithms recursively (Lesson 7).
7. Introduce divide-and-conquer (Lessons 8 and on).
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Two non-trivial aspects of recursive programming are (1) having a function
return a value and processing it recursively, and (2) having more than one recur-
sive call in a single function body. We introduce both of them carefully, and even
avoid them completely in the first steps. Only in step 4 values are computed and
returned to the caller, and only in step 5 the programs actually branch. In step
7, both concepts are combined for the first time.

In the following subsections, we give a quick overview over the students’
programming experience that is assumed, and then describe the seven steps in
more detail.

2.1 Preknowledge

Our lesson plan is designed for grades 11 or 12 on the premise that the students
already have some experience with programming in Python. In particular, they
can define simple functions that include conditionals and loops, use variables,
and implement some standard algorithms such as Binary Search and Bubblesort.
We have been paying special attention to the introduction of variables. First, we
have introduced parameters as a kind of “read-only”-variables and only after
that considered variables changing their value during execution. The reason is
that many misconceptions arise in particular when transferring the concept of
variables from mathematics to informatics [7].

Additionally, the students are familiar with Turtle graphics, in particular the
gturtle library, which is part of the TigerJython environment [18,19], which
the students have used for two to three years by the time this lesson plan should
be applied.

We would like to remark that functional programming is not part of this
curriculum, and that recursion is therefore introduced after the students gained
experience with imperative programming. Dynamic data structures, which may
have a recursive nature, have also not been discussed. The students use Python
lists utilizing both random access and dynamic aspects, but without having
discussed any details of the implementation.

The idea of computational complexity was covered informally by, for instance,
reasoning about the number of elements that Binary Search inspects given a
sorted Python list of n elements. Big-O notation and other formal tools have
not been introduced.

2.2 Give a Quick Outlook on What Is Going to Happen

Before any concepts are introduced formally, we excite the students’ curiosity
by giving them an idea of what is covered within the following weeks. However,
it is not our goal to dive into recursive algorithms right away, but only to build
up some tension about an interesting and powerful tool that will be introduced
and used. We therefore show them pictures of fractals and point out their self-
similar structure. It is obvious that these pictures are hard to design with the
programming concepts the students know at this point. But lo and behold! Not
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Fig. 1. Introducing recursion using two simple programs

only will the new tool allow for drawing such pictures with rather little code,
but also for solving many interesting problems in a clever and elegant way.

However, before the students can use this exciting tool, they have to under-
stand the way it works, which is what the following seven steps (subsections)
are devoted to. For now, there will not be more motivation, but we will soon get
back to the things recursion brings to the table.

2.3 Introduce Recursion Using an Example

We start by asking the students what they think happens if a function “calls
itself” by introducing a very short toy example of a recursive function without
parameters as shown in Listing 1 (Fig. 1). Note that it may be necessary to
adjust some of the metaphors we have used so far. Defining a function may have
been thought of as “teaching the computer a new word,” but this analogy makes
somewhat less sense if the definition of a word again contains this word.

Studying Listing 1, we discuss with the students what will happen when exe-
cuting such a program by expanding it using the blackboard, and then running
it on a computer. There are two insights: (1) the program will theoretically run
forever, but also (2) this does not seem to be prohibited; so far, there is no obvi-
ous reason to write code this way, but also nothing seems to prevent us. The
students do, however, know that algorithms are supposed to work in finite time,
and thus such behavior is at least somewhat undesired. (Conversely, they are
not familiar with the concept of a call stack at this point, and we also do not
address the finiteness of the computer’s memory.)

So we ask the students what to do about having such a program “run forever,”
and they already know the answer, namely to use a parameter with a value that
is changed with every call. We show them Listing 2 (Fig. 1), asking them to
study the code and reason what it does, then to manually execute the program
by hand, and finally using the computer in order to see whether they were right.

2.4 Link Recursion to Something Known

The second step aims at demystifying recursion by building a bridge to known
concepts. First, we use the Turtle in order to draw simple shapes. The reason is
that the Turtle gives us a tangible notional machine [3,6,8] that can be observed
while executing the code. Ideally, the students are familiar with the Turtle since
primary school where another programming language, for instance, Logo, was
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Fig. 2. Drawing a spiral recursively and with a loop

used instead of Python. The Turtle is navigated using the self-explanatory com-
mands forward(), backward(), left(), and right(). Using the gturtle
library, no object-orientation is needed; the command makeTurtle() creates
a canvas with the Turtle in its center, which then executes the commands step-
by-step.

The students are now presented Listing 3 (Fig. 2) while being asked to figure
out what it draws. The task is again to execute the algorithm by hand and then
use the computer afterwards. Executing the code leads to the Turtle drawing
an infinite spiral. Applying what was learned in Sect. 2.3, the students are now
asked to set the maximum side-length of the spiral to 300 pixels, which can
be easily done by inserting an if-statement in line 2 of Listing 3, resulting in
Listing 4 (Fig. 2). This is the same strategy as used in Listing 2, which avoids
explicitly defining a base case (although it would not hurt).

Second, we compare Listing 4 to Listing 5 (Fig. 2), which draws the same
spiral, but uses no recursion but a loop, pointing out that the main difference is
that the variable d is now increased in line 5 instead of passing its increased value
to an according recursive function call. Further exercises practice converting
simple recursive code to non-recursive code and vice versa; an example is drawing
a number of steps as shown in Listings 6 and 7 (Fig. 3).

Of course, we have to be careful at this point, as the equivalency to loops is
not that easily established in general, but only works smoothly for such simple
tail recursions.

2.5 Point Out the Importance of a Base Case

So far, we have not used the term base case and at the same time avoided
Python’s return-statement – although the latter is known to the students. How-
ever, novices struggle a lot with the difference between return and print().
Before actually returning values in the context of recursion, we therefore make
an intermediate step and use return in order to end function calls. The rea-
son is to very explicitly study what is actually ended, namely only the current
function call, not all calls to this function, and not the whole program.

As an example, consider Listing 7, which was created in the preceding step.
We show the students that this code can be rewritten in a way that makes the
non-recursive case, the base case, more explicit; see Listing 8 (Fig. 3). Here we use
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Fig. 3. Drawing stairs with a loop and recursively

return to simply end the function call, which again can be linked to something
known, namely using Python’s break command within a “while True”-loop.

Also here, tasks are given to the students afterwards to consolidate what they
have just learned. However, the students also already know that return does
not simply end a function call but that there is usually an expression appended,
which is first evaluated and then returned. (As a matter of fact, return returns
None in Python, which is not discussed in class at this point.)

2.6 Combine Recursion with Return Values

Now the students understand that functions can call themselves, and by making
sure that there is a non-recursive base case that is guaranteed to be called at
some point, an infinite execution can be prevented. For the next step, we leave
the Turtle for a short time and present the code displayed in Listing 9 (Fig. 4),
which is the standard example of recursively computing the factorial of a natural
number n. (Note that we have deliberately not defined the factorial of zero, and
the else-statement in line 4 is not necessary.)

However, instead of starting with this function, we only present it after hav-
ing discussed thoroughly what happens when functions call themselves. In this
step, the first task for the students is to again reason about what the program
does without actually executing it. The results are discussed in class, and the
algorithm is executed by hand for small values of n. Together with the students,
we sketch how the functions are called, and how the computed values are passed

Fig. 4. Recursive implementations of the factorial and sum
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Fig. 5. Three binary trees with increasing depths

to the caller; we do still not formally speak about the concept of a call stack
here. After that, we let the students investigate single components of Listing 9,
asking them, for instance, what they think happens if we change “return 1” to
“return 2” in line 3, etc.

Only after that, the students write their own code, which involves returning
values, but sticks with one recursive call per function body. A sample task is to
compute the sum of the first n natural numbers recursively, which is of course
quite similar to computing the factorial of n; see Listings 9 and 10 (Fig. 4).

2.7 Allow Multiple Calls per Function Body

In this step, we return to the Turtle and use it to draw fractals, redeeming our
promise from Sect. 2.2. In our approach, the students do not have to learn any
new tool or advanced programming techniques besides recursion itself; every-
thing can be done using the very basic movement commands of the Turtle intro-
duced earlier.

Drawing fractals now for the first time adds concrete value to the new tech-
nique. Indeed, it is quite obvious that the factorial of some number can also be
computed with a loop instead – the similarities between both concepts were even
discussed explicitly in step 2 (for such simple cases). As for computing the sum,
there is even a closed formula, which may be known by some of the students.
However, drawing self-similar shapes using loops is not straightforward at all,
but quite elegant using recursion.

We again proceed in small “sub-steps.” The first task is to draw the simple
structure in Fig. 5a using a simple function with a single parameter d, making
sure the Turtle starts and ends at the left. Then, using this function, the second
task is to draw the shape in Fig. 5b, and the third task to use this function to
draw the shape in Fig. 5c.

Of course, no recursion is needed to draw any of these shapes, but our goal
is to have the students identify a pattern. The next task therefore asks them to
compare the three solutions in Listings 11 to 13 (Fig. 6), study where they differ
and what they have in common, before finally trying to use this insight to define
a recursive function. More specifically, we ask them to design a Python function
tree() with two parameters d and n, the first of which denoting the length of
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Fig. 6. Drawing the three trees from Figs. 5a to 5c, respectively

the first line (the “trunk” of the tree), and the second one the depth of recursion;
see Listing 14 (Fig. 7).

This is the first time that the students are confronted with the concept of
branching, that is, they now design functions with more than one recursive func-
tion call that is executed within a function body. Understanding what is happen-
ing here is crucial to master recursion. Therefore, the subsequent task asks the
students to trace the calls when executing a concrete call to their new function,
for instance, tree(135, 2). The insight is that this also results in a binary
tree (see Fig. 7a), whereas computing the factorial leads to a sequence of calls
that could be arranged in a linear structure.

The floor is now open to draw further fractals such as, for instance, the Koch
curve [10]. Note that we did not start with this example as the first line is only
drawn in this example after a sequence of recursive calls, while Listing 14 draws

Fig. 7. Drawing binary trees recursively
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Fig. 8. Known algorithms and their recursive counterparts

something in any function call. This makes it a lot easier for the students to
watch the Turtle execute their code. There is rich literature about other fractals
and how to design creative pictures using recursion [10,16].

2.8 Implement Known Algorithms Recursively

The students have now gained some experience with recursive programming, and
with fractals also encountered an example where this technique offers an obvious
advantage over programming using iteration. For the last two steps, we move to
algorithm design with the goal to use recursion to implement divide-and-conquer
strategies in step 7 (Sect. 2.9).

Before we get there, however, we again build a bridge to something known in
this step. As mentioned earlier, the students know about basic algorithms that
have been implemented using loops so far. As an example, consider Euclid’s
algorithm to compute the greatest common divisor of two numbers a and b. We
studied a very simple version without the modulo operator, as shown in Listing
15 (Fig. 8). We compare this known variant of the algorithm to the recursive
implementation in Listing 16 (Fig. 8). Together with the students, we identify
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Listing 19: Merging two sorted lists

1 def merge(leftlist, rightlist):
2 result = []
3 i_left = 0
4 i_right = 0
5 while i_left < len(leftlist) and i_right < len(rightlist):
6 if leftlist[i_left] < rightlist[i_right]:
7 result.append(leftlist[i_left])
8 i_left += 1
9 else:

10 result.append(rightlist[i_right])
11 i_right += 1
12 return result + leftlist[i_left:] + rightlist[i_right:]

a pattern that is similar to what we discovered when studying Listings 4 and 5
namely that the functions have in essence a very similar structure, but instead
of explicitly decreasing the values of the variables a and b in lines 4 and 6
(Listing 15), respectively, these exact values are passed when calling the function
recursively in lines 6 and 8 (Listing 16), respectively.

The next task revisits the Binary Search algorithm as presented in Listing
17 (Fig. 8). As this algorithm is, although somewhat easy to describe on a high
level, very hard to implement [2], the single steps are recalled before asking the
students to implement a recursive version as shown in Listing 18 (Fig. 8). The
solution again follows the same structure as the original implementation, but
instead of decreasing r in line 9 or l in line 11 (Listing 17), the values are
accordingly passed in lines 7 and 9 (Listing 18), respectively.

2.9 Introduce Divide-and-Conquer

Only now we consider the students ready to have a close look at the divide-and-
conquer strategy – this is our last step, not the first. In order to demonstrate the
power of this technique, we start with the well known Mergesort algorithm. As
mentioned in Sect. 2.1, the students already have some basic knowledge about
sorting a Python list of n numbers in increasing order using, for instance, the
Bubblesort algorithm. Depending on the level of the class, some simple observa-
tions about the number of swapping operations may have been made, exhibiting
a quadratic complexity.

So we now return to the topic of sorting n numbers and present the obser-
vation to the students that “merging” two sorted lists to a single sorted list can
be implemented in a straightforward fashion with two pointers, comparing their
smallest elements, and inserting the smaller of the two at the end of an initially
empty list. After thoroughly discussing this strategy, we ask the students to
implement it in Python, resulting in a function as shown in Listing 19.
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Listing 20: Mergesort recursively

1 def mergesort(data)
2 if len(data) <= 1:
3 return data
4 mid = len(data) // 2
5 leftlist = mergesort(data[:mid])
6 rightlist = mergesort(data[mid:])
7 result = []
8 i_left = 0
9 i_right = 0

10 while i_left < len(leftlist) and i_right < len(rightlist):
11 if leftlist[i_left] < rightlist[i_right]:
12 result.append(leftlist[i_left])
13 i_left += 1
14 else:
15 result.append(rightlist[i_right])
16 i_right += 1
17 return result + leftlist[i_left:] + rightlist[i_right:]

With this, the center piece of Mergesort is built, and we discuss in class how
the merging can be applied recursively in order to sort a given list. This is done
on the blackboard in an unplugged fashion, but as soon as it is understood, the
students can use their new tool to transfer the ideas into code. The result is shown
in Listing 20. Essentially, all that needs to be done is to rename the function from
Listing 19, slightly alter it to take only a single list as parameter (line 1), take
care of the base case (empty lists and lists with one element can be considered
sorted, lines 2 and 3), then split the given list in half using Python’s known
slicing notation, and apply the algorithm to the two resulting lists recursively
(lines 4 to 6).

The complexity of this algorithm can be discussed on a high level, without
introducing mathematical recursive functions, but arguing about the size of the
tree representing the calls. Note that Listing 20 can be implemented in an even
less cumbersome manner using Python’s pop() function to take the smaller
of the two elements out of the respective list instead of using the two pointers
i_left and i_right. However, since pop(0) has linear time complexity, this
would reduce studying Mergesort to absurdity.

At this point, all concepts have been introduced to write recursive code,
and in this step, all have been combined in order to implement a fast sorting
algorithm. Now the students are ready to investigate other examples of recursive
implementations of the divide-and-conquer strategy or study other problems
with natural recursive solutions such as listing all words of a fixed length over
some fixed alphabet or the initially mentioned Towers of Hanoi.

Acknowledgement. The author thanks Tobias Kohn for many interesting discussions
that improved the paper.
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Abstract. The Bebras International Challenge of Informatics and Com-
putational Thinking has collected an increasingly large number of tasks.
Every year more than 200 new task proposals are submitted of which
many are accepted into the task pool. Properly categorizing these tasks
to facilitate the use in the national challenges and to reuse them in the
future is a challenge in itself: the categorizations in the past were biased
and only covered certain aspects. Because the tasks are meant to be used
everywhere in the world they are supposed to be solvable by students
without any particular knowledge in computer science. General knowl-
edge or skills may be assumed, though.

In this paper a different approach is presented that does not focus
on creating perfect categories but rather on different dimensions within
which categories must be defined. Such a multi-dimensional approach
should offer the ability to find tasks more easily and will fix some of
the common shortcomings of the previously used categorizations. The
three dimensions covered are: (computer science) topic, Computational
Thinking skills, and range of requirements.

Keywords: Bebras International Challenge of Informatics and
Computational Thinking · Task preparation · Quality management ·
Computer science topics · Computational Thinking

1 Introduction

The Bebras International Challenge of Informatics and Computational Thinking
(short: Bebras) is held in more than 68 countries around the world reaching
about 3 million students annually. Its instances consist of 9 through 15 short
tasks that are supposed to be solved within 40 min by the students. So a student
has roughly 3 to 5 min to read, understand, and solve a task.

For the Bebras International Challenge of Informatics and Computational
Thinking every year hundreds of task proposals are created, submitted to the
International Bebras Community, improved, selected for national challenges, and
translated and adapted to the local needs. Datzko [9] describes this process in
detail. The number of task proposals and the number of tasks deemed fit for the
Bebras challenge after the International Bebras Workshop are shown in Table 1.
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Table 1. Number of task proposals and tasks in the task pool for Bebras from 2012
to 2021.

Year 2012 2013 2014 2015 2016 2017 2018 2019 2020 2021

Task proposals 194 238 176 163 209 251 225 233 274 270

Task pool size 133 151 126 125 192 179 126 113 147 205

These tasks, however, are not just used for a single challenge. Since they are
made available to the general public after the challenge they are being reused for
specially compiled challenges [18], regular teaching (in Switzerland for instance
[8,10], and [12]), and even research (for instance [14,21,23], and [20]). Although
traditionally published in the form of brochures (some are linked from [2]) some
countries already publish them interactively in their challenge system (see for
instance [24]) even allowing teachers to generate their own challenges. Discus-
sions about creating databases with all tasks included are going on within the
community.

This categorization proposal does not attempt to offer a complete curriculum
for computer science education like the K–12 Computer Science Framework [1].
Besides the fact that some aspects of computer science are central to computer
science education but not testable in a challenge (see for instance Sect. 2.5), a
curriculum would have to offer much more detail than a categorization for the
purposes mentioned above.

1.1 Open Issues with Categorization

One of the biggest challenges is to select the right tasks for a task set or one of
the other uses mentioned above from the task pool [11]. Over the years differ-
ent categorizations were used to help the National Bebras Organizations select
the tasks. Dagienė, Hromkovič and Lacher [6] reiterate the history of the differ-
ent categorizations. These categorizations have two things in common: they all
mostly focus on the prominent computer science topic of the task and they all
are somewhat skewed.

While the first observation is obvious, for the second observation the Table 2
shows the distribution of the tasks in their categories from 20201. One must
keep in mind that this is merely an assertion by the original task authors or the
editors of the International Bebras Community who worked on these tasks. It
doesn’t necessarily represent an absolute truth, but given that mostly computer
scientists and computer science educators work jointly on these tasks at least it
can be seen as a realistic trend.

Within the community some discussions went on about the categorizations
and several people voiced their discontent with the fact that most tasks were
categorized either as “Algorithms and Programming” or “Data, Data Structures,

1 The total doesn’t match the totals in Table 1 since for some tasks more than one
category may have been chosen and for some tasks no category may have been chosen
at all.
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Table 2. Topics of the 2020 task proposals and task pool; ALP is short for “Algorithms
and Programming”, DSR is short for “Data, Data Structures, and Representations”,
CPH is short for “Computer Processes and Hardware”, COM is short for “Communi-
cation and Networking”, and ISS is short for “Interactions, Systems, and Society”.

Topic ALP DSR CPH COM ISS

Task proposals 170 138 12 16 18

Task pool 91 77 12 12 8

and Representations”. Some even mentioned that almost every task of a sufficient
complexity could be categorized in almost any of the categories and that thus
the categorizations were somewhat arbitrarily.

1.2 Other Approaches

In 2017 Dagienė, Sentance and Stupurienė [7] proposed a two-dimensional
approach for categorization. Their two dimensions are “Informatics Concepts:
Knowledge Level” as well as “Computational Thinking: Skills Level”. These are
explicated with the following categories on the knowledge level as well as on the
skills level:

1. “Algorithms and programming, including logical reasoning;
2. Data, data structures and representations (including graphs, automaton, data

mining);
3. Computer processes and computer hardware (includes anything to do with how

the computer works – scheduling, parallel processing);
4. Communications and networking (includes cryptography, cloud computing);
5. Interaction (Human–Computer Interaction, HCI), systems and society (all

other topics!)” [7, p. 35–36].

1. “Abstraction;
2. Algorithmic thinking;
3. Decomposition;
4. Evaluation;
5. Generalization” [7, p. 37].

They expect the editors of a task proposal to choose: “In practical terms,
a task should be allocated to one informatics content area only but may have
up to three computational thinking skills identified” [7, p. 37]. So at most three
checkmarks in their 5 × 5 table are placed.

Dagienė, Hromkovič and Lacher [6, p. 45] refer to [16] when writing: “In
Germany, a three-dimensional competence model was designed a decade ago for
use in K-12 informatics education. It is argued that learners develop competency
by engaging with content in different processes. Content and skills are seen as
interwoven, the content can be identified from analyzing a skill and vice-versa.
The third dimension describes a quality of engaging with content and skill, how
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much the learner makes the content and skills his or her own, which relates to
dispositions. Hereby, the informatics related topics and methods of the competen-
cies cover a broad range of subject areas of informatics”. This model is a further
developed version presented in [15]. The general approach is similar to the two-
dimensional approach elaborated by Dagienė, Sentance and Stupurienė [7]. As
a third dimension instead of checkmarks it offers “Anforderungsbereiche”. The
term “Anforderungsbereich” in German is wildly used when preparing finals for
high schools. They are related to Bloom’s standard model for different levels of
objectives and are described as (roughly translated from [16, pp. 3–4]):

1. Reproduction;
2. Reorganizing and transfer;
3. Deliberation and problem solving.

However, Dagienė, Hromkovič and Lacher stick to two dimensions: one
dimension is “Competency of informatics” and the other is “Bloom’s taxon-
omy”. So in essense they have a list of competencies ordered in three subfields
of informatics (“Data”, “Algorithms”, as well as “Technology: programming,
robotics, networks”). For each of these competencies one or more of the six lev-
els of objectives are marked. In other words to achieve this two-dimensionality
by assigning competencies to topics which makes their categorization somewhat
2.5-dimensional with the topic and competency dimension merged into one. As a
result they have huge list of competencies in subfields of informatics (around 100
different competencies with the possibility of around 3–4 different possible levels
of objectives for each competency). In their discussion they ask for a further
elaboration: this paper is such an approach.

2 Proposed Dimensions

2.1 1st Dimension: Topic

Dagienė, Hromkovič and Lacher [6] describe the history of the topic categories
within the Bebras community. They all share the same problem: they’re skewed
as described above. Although Dagienė, Hromkovič and Lacher correctly ascribe
a normative aspect to the categories, some topics are mostly put aside while
for other topics year after year very similar looking tasks are proposed. This is
understandable because for some topics it is quite simple to find student-level
questions while for other topics it’s inherently difficult. For instance for the topic
of finding a shortest path in some graph is much more simple to find a challenging
but solvable instance while for Turing machines it’s much more difficult.

Dagienė, Hromkovič and Lacher also describe a two-dimensional approach
by combining topics with Bloom’s taxonomy. Their long list of detailed topics
shows nicely that it is possible to formulate competencies on different topics
with different levels needed. However, for a categorization that can be filled out
within reasonable time too much detail may cost too much time. Therefore for
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this approach only the general topics are chosen instead of a long list or a further
split into more detailed categories.

The three main topics proposed are:

TOP 1 Data;
TOP 2 Algorithms;
TOP 3 Technology: Programming, Robotics, Communication.

2.2 2nd Dimension: Computational Thinking Skills

Computational Thinking has become a hot topic for computer science educators
ever since Wing [25] proposed it in 2006. Unfortunately as she noted herself [26]
the original definition wasn’t very descriptive. So now different definitions from
different viewpoints exist. The International Society for Technology in Education
(ISTE) and the Computer Science Teachers Association (CSTA) [17] further
created an operational definition of Computational Thinking. Calcagni et al.
[5] also noted that this operational definition isn’t suited best for short tasks
like Bebras tasks because some of the skills are not really present. Also this
operational definition somehow collides with topics.

According to Denning and Tedre Computational Thinking is “the mental
skills and practices for designing computations that get computer to do jobs
for us, and explaining and interpreting the world as a complex of information
processes” [13, p. 4, highlighting by original authors]. It is therefore orthogonal
to but of course interacting with the topic.

So I propose a further development to the thought processes involved:

CT 1 Thinking in terms of algorithms;
CT 2 Representing and structuring information;
CT 3 Deconstructing, generalizing, abstracting, or transferring a problem solv-

ing process;
CT 4 Optimize solutions or solution processes.

2.3 3rd Dimension: Range of Requirements

The requirements a student must fulfill to be able to solve a task varies for
different competences. Bloom [3] created a standard model for different levels of
objectives. While these still serve a very valid tool for analyzing the difficulties
of tasks, the requirements of such an analysis in the contest of categorizing tasks
are not so detailed. Approaches like from the German Kultusministerkonferenz
[19] with a total of three different levels seems more fit. In order to make it
even more simple to assess tasks a new set of levels of objectives is proposed.
These “ranges of requirements” (RoR) are supposed to be quickly estimated and
a person assessing a task proposal who knows the task proposal in detail should
be able to select the right within seconds for each combination of topic and CT
skill.
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The proposed RoRs are:

RoR 0 This task requires nothing or simple knowledge of given information or
assumed common knowledge of this classification category to solve;

RoR 1 This task requires comprehension or application of given information or
assumed common knowledge of this classification category to solve;

RoR 2 This task requires analysis or synthesis of given information or assumed
common knowledge of this classification category to solve;

RoR 3 This task requires evaluation of given information or assumed common
knowledge of this classification category to solve.

RoR 0 corresponds to the first level of objectives of Bloom’s taxonomy or no
objectives at all. RoR 1 corresponds to the second and third level of objectives of
Bloom’s taxonomy. RoR 2 corresponds to the fourth and fifth level of objectives
of Bloom’s taxonomy. RoR 3 corresponds to the sixth level of objectives of
Bloom’s taxonomy. Like in Bloom’s taxonomy a RoR includes all lesser RoRs.

Unlike Bloom’s taxonomy which is based on already acquired knowledge,
Bebras tasks are based on the principle that no special pre-knowledge is required
to solve it. Of course, in some cases pre-knowledge might help and it’s not pro-
hibited that students use it for a better performance but a task should be solv-
able within reasonable time without that pre-knowledge [4, p. 7]. Also common
knowledge that can be assumed from every student at target age of a task is
accepted. More precisely common knowledge is what at least 80% of the stu-
dents at target age have acquired. So the formulation of the RoRs can be seen
as Bloom-compatible once the student has thoroughly read the task.

Of course, RoR ratings are always open to interpretation and require a lot of
assumptions. However, this concept of RoR ratings in the “Anforderungsbereich”
variety (see Sect. 1.2) has been successfully used for many years in Germany for
generating literally thousands of peer-reviewed and expert-reviewed written high
school finals for many different subjects.

2.4 Another Dimension: Target Age?

Because in some cases common knowledge for the target age is assumed, assign-
ing a range of requirements for a certain classification category to a task depends
on which target age is considered. For instance a task which involves evaluating
an expression with variables will likely be RoR 2 for students of age 8–10 while
it might be RoR 1 for students of age 14–16. However, most task proposals are
at most suggested for a span of 6 years of students’ ages. While it is common
that the probability for any student to solve a task increases with age [11], the
RoR ratings usually should differ by at most 1 between two extremes. In this
case a typical age for a targeted student is supposed to be assumed and if the
task is posed for younger or older students its ratings might be changed slightly.
For a more thorough analysis it would make sense to write this down explicitly
but for a categorization purpose it’s sufficient to ignore this dimension.
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2.5 Another Dimension: Stances?

The Swiss curriculum for Computer Science for high schools [22] distin-
guishes between three types of main goals: “Grundkenntnisse” (basic knowl-
edge), “Grundfertigkeiten” (basic abilities) as well as “Grundhaltungen” (basic
stances). While the first two can roughly be associated with topics and compu-
tational thinking skills for this purpose the third type of main goal, the basic
stances, are not covered. They are also not covered by the third dimension of
the range of requirements. These basic stances contain main goals like (roughly
translated) [the students are] “willing to understand means of informatics rather
than simply being able to use them” [22, p. 5] or “are ready for teamwork and
project work as well as interdisciplinary exchange” [22, p. 5].

Of course these are valid main goals for good computer science education.
However, they are developed on long term and while some tasks might contribute
to these main goals, it would be out of proportion to say that a single task makes
a significant difference in any of these stances. Even a single Bebras challenge
with 9 to 15 different tasks will likely not make much of a difference at all.

So for the purpose of categorizing task proposals it is safe to ignore this
dimension as well.

3 Proposal

Combining the three dimensions into a single table results in a structure is
presented in Table 3.

Table 3. A proposal how to easily implement the three-dimensional categorization
into a single table.

Data Algorithms Technology

Thinking in terms of algorithms RoR 0–3 RoR 0–3 RoR 0–3

Representing and structuring information RoR 0–3 RoR 0–3 RoR 0–3

Generalizing, abstracting, or transferring
a problem solving process

RoR 0–3 RoR 0–3 RoR 0–3

Optimize solutions or solution processes RoR 0–3 RoR 0–3 RoR 0–3

The proposal can easily be integrated into the current template used for
task creation. Figure 1 shows the header of the current version of the template
while Fig. 2 shows the header of a new version of the template implementing the
proposed table.

In the LibreOffice version of the template (shown here) the 12 fields can be
made clickable and the editor can easily select one of the four RoR ratings for
each of the 12 combinations of topic and Computational Thinking skill.
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Fig. 1. The header of the current template used for task creation.

Fig. 2. The header of a new version of the template implementing the proposed table.

4 Evaluation

This categorization proposal was sent to 50 long-term members of the Interna-
tional Bebras community with a request for comments. 40% responded.

The general feedback was mixed. About half of the feedback was very positive
while the other half didn’t see an improvement above the system used right now.
A closer look at the detailed reasons showed that some people fear that this
(undoubtedly larger) proposal will take considerably more time and might be too
complex for the community. This, however, was also the reason why others liked
it as one person wrote: “This framework is quite important for Bebras community
since this will bring quality to the questions and the overall challenge. People will
realize the importance of details and be careful while they are thinking about and
creating the tasks.” I interpret this as a conflict between the normative and
the formative function of such an categorization model. While it indeed would
take more time and might need an extra effort in order to get the community
to use any such model more or less consistently, such an effort might have the
positive side effect of raising awareness for more aspects (namely Computational
Thinking as well as different levels of objectives) within the community thus
fostering higher quality.

Despite the size of this proposal quite a lot of people thought that there
were not enough topics. One even suggested a really long exhaustive list of
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topics of which the task author could select. The one topic that was missed
most was around social aspects. This is interesting to note because the vast
majority of task proposals in the Bebras community does not address this topic
(see Table 2). However, as one person wrote: “If we do not teach it who will?”
Although, of course, there are a lot of opportunities for students around the
world to get in touch with these aspects of computer science, it’s a worthwhile
discussion which role the Bebras community and the Bebras challenge should
play in teaching students. On the other hand (the same) person wrote: “Any
topic can fit into one of the topics with a bit of force.” So the question whether
the topics should be split up and complemented with further topics must remain
open for now.

The Computational Thinking skills were largely accepted as well-selected.
Some suggestions for improvement named concepts that are actually part of the
range of requirements.

The concept of the range of requirements was viewed very positive.
I accept the notion that a more complex model for categorization takes an

extra effort to implement and to maintain. Judging from the feedback it is worth
proposing this to the community. It seems as if those who use Bebras tasks not
only for the Bebras challenge but also for research seemed to like it even more
as one person wrote: “Moreover, it will be good to make research and test this
categorization proposal whether it makes sense to Bebras stakeholders in terms
of CT skills, requirements and topics.” In order to implement it might help like
another person wrote: “It would be useful to have list of subtopics for all topics”.2

5 Conclusion and Discussion

Making the categorization three-dimensional instead one-dimensional enables
one to simplify the categories largely. Therefore simply three topics and four
Computational Thinking skills are sufficient to categorize a task. The ranges of
requirement make it possible that one does not have to choose a single category
(or combination of a topic and a Computational Thinking skill) but rather to
decide for each combination how much Computational Thinking is needed for
that topic. This is also more realistic: most tasks require different Computational
Thinking skills at different levels and quite a few tasks cover several topics.

Although Dagienė, Hromkovič and Lacher already proposed a multi-
dimensional approach, their approach doesn’t make a difference between the
topics and Computational Thinking skills involved. This makes it potentially
difficult for a task to be classified since Computational Thinking skills are orthog-
onal to the topics. Also they restrict Bloom’s levels of objectives with their check-
marks. Leaving this interpretation up to the person classifying a task makes the
model proposed in this paper more flexible.

The RoR rating of a task does not directly represent the difficulty of a task.
Besides the fact that likely every task has at least some RoR ratings ≥ 1 the
2 For this a combination with the proposal from Dagienė, Hromkovič and Lacher [6]

might be worth a consideration.



92 C. Datzko

difficulty of a task also lies in the complexity or size of actions required to solve
the task. Also the time is limited so the task length contributes to the difficulty
of a task [11].

In comparison to earlier categorization approaches this categorization
requires more time to fill out. However, with literally thousands of task pro-
posals in the Bebras community including the early task proposals this more
granular approach promises to make searches for tasks in a potential database
with all tasks more efficient. So this extension of the categorization can be seen
as a good compromise between the time and effort needed to categorize a task
and the information which helps searching for tasks.

Beyond the focus on categorizing tasks to construct a balanced task set for the
national Bebras challenges, a more detailed categorization like the one proposed
offer great benefits for the reuse of the tasks after the challenges. With such a
categorization searchable databases with tasks can be used more easily.

This proposal probably isn’t the last categorization proposal within the
Bebras community. Besides the fact that computer science itself changes, also
what is being taught in schools and which hot topics are pushed within the
computer science education community shifts. So we might see changes in the
topics and in the computational thinking skills dimensions. However, the three-
dimensionality of the proposal makes it easy to adapt to these changes. If, for
instance, artificial intelligence, machine learning, or other related topics become
so vital that they deserve their own topics category it can be added easily and
former tasks could be re-assessed.
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Abstract. Physical computing, making, tinkering and Computational
Thinking (CT) are frequently applied to promote Computer Science (CS)
and attract the attention of young people. In recent years, STEM (Sci-
ence, Technology, Engineering, and Mathematics) education has received
considerable support from schools, parents, and communities. The com-
bination of physical computing with STEM education can improve CT
as part of CS or informatics/computing education and can be consid-
ered as an essential skill for the workforce of the 21st century. Physical
computing helps children build connections between the real world and
programming, while giving them something exciting to focus on. The goal
of this study is to demonstrate how a summer school on physical com-
puting and STEM education including CT contributes to shaping girls’
attitudes and their acceptance of technology. To examine how the tech-
nology acceptance factors are related to the girls’ behavioural intention
and attitude change towards the use of microcontrollers, an adaptation
of the Unified Theory of Acceptance and Use of Technology (UTAUT)
was applied. The survey was conducted with 21 girls, 11 to 15 years old,
both before and after summer school. The results showed that carefully
planned activities on mini-projects with purposeful support of lecturers
reduce the technological anxiety and contributes to the girls’ intention
to use technology in the future. The implications of these results can be
used to develop various supporting physical computing activities in the
school community. The methodology, examples and real stories of success
of girls in computing help teachers to promote CS education in schools.
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1 Introduction

Educators have been worried about the growing gender gap in Computer Science
(CS)/informatics education in most countries [21,33]. J. Guggemos (2021) [6]
showed that self-concentrated and self-determined motivation plays an impor-
tant role in explaining gender differences. There is a broad consensus among
researchers and educators that STEM provides a variety of benefits for educa-
tion. STEM plays a vital role in many modern professions that need competitive
and innovative professionals to meet the needs of the digital age. Targeted links
between different disciplines are needed, where each discipline is taught compre-
hensively. The goal of STEM is not so much to teach science or mathematics,
for example, but to apply the content of different disciplines in real, engaging
situations, as applied knowledge leads to deeper learning [12].

S. Papert coined the term “computational thinking” and discussed that com-
puters might enhance thinking and change patterns of knowledge accessibility
[24]. Few decades later J. Wing (2006) [35] reformulated CT as thought pro-
cesses and promoted these ideas in the design and analysis of problem-solving.
Recently CT is promoted as one the most desirable skills [7] that should be
taught in all schools, employing computational ideas integrated with other disci-
plines, especially in all STEM subjects. To invent new technologies in the future,
learners need to understand fundamental principles beyond and practice using
various tools. STEM and CT focus on breaking down complex problems and
finding solutions, which can be applied to multiple areas of life, not just to
school [14,16,23].

Educators and researchers widely agree that project implementation (hands-
on activities) motivates and attracts learners [2,19]. Such projects and practical
applications are often referred to the physical computing, making and tinkering
paradigm, which brings CT concepts off the screen and into the real world so
that the student can interact with them [18,25].

Making is a way of bringing engineering to young learners. Tinkering is a
powerful form of learning by doing. Making and tinkering require (computa-
tional) thinking and include the design and realization of interactive objects and
installations that encourage learners to use their imagination for tangible real-
world development products. If learners failed to solve a problem on an abstract
level, they often managed to use tangible objects because multiple representa-
tions of the same knowledge were used. Learners are motivated by their own
creativity, which is achieved through the use of modern prototype boards that
allow for the creation of meaningful projects [10].

Nite et al. (2020) [30] stated that the summer camp/school activities on phys-
ical computing (i.e., coding Arduino microcontrollers) provide an opportunity for
school children to engage in hands-on learning in STEM in an informal classroom
setting. Learners are engaged with their peers as they learn to create the circuits
and then develop code to perform tasks, such as flashing light, buzzers, and digi-
tal musical pitches, that are used in many technological applications in their daily
lives. Additionally, physical computing offers diverse connections to other STEM
subjects, such as the simulation of behaviour (biology), the collection and analysis
of measurements (physics), and logical operations (informatics, mathematics).
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1.1 Gender Issues

Computing and technology are seen as a boys’ subject, this is mentioned by
girls to explain their lack of interest in information technology or IT [36]. These
socially constructed gender profiles are presented to children at a very young
age and is perpetuated through societal norms. It is difficult for a girl to identify
and sustain a passion in technology if there are not many female role models
in CS or STEM. This is why girls may have more potential for the cultivation
of CT in STEM education. An empirical study by Sun et al. (2021) [29] stated
that results showed that “learning attitude of girls from primary school towards
STEM was generally more positive than that of boys in the same period, while
for CT skills, although the gender difference was not significant, the score of
girls was slightly higher than that of boys” (p. 355). In [27] was found out that
the progressive abandoning of some STEM fields by girls begins after the age
of 12, fuelled by the predisposition of girls to underestimate their ability to be
successful in STEM fields. The findings of [5] suggest that one way to boost girls’
interest and confidence in CT is to provide engaging computing experience via
summer schools. GEMS is an acronym that is usually used for after school groups
that support girls and their STEM-interests (GEMSclub). While the G, M, and
S refer to girls, math, and science, respectively, the E can refer to engaged,
excelling, or engineering [17].

In 2020, Vilnius university (VU) joined the international project “GEM –
Empower Girls to Embrace their Digital and Entrepreneurial Potential” [4], the
aim of which is to provide opportunities to unleash the potential of girls’ digital
literacy and entrepreneurial skills in STEM activities. One of the activities was
to organize training courses for teenage girls using physical computing during
summer holidays. The first summer school was organized by VU on August 3-6,
2020. The main purpose was to empower 11–15 years old girls to embrace their
knowledge and skills in physical computing and engineering, including digital
and entrepreneurial potential, and pursue related studies and careers.

The summer school activities were based on the working principles: (1) to
keep the theoretical prerequisites and inputs in the beginning as minimal as pos-
sible; (2) to empower girls to get the chance to learn the fundamentals of physical
computing in combination with various STEM subjects and solve problems on
their level while self-reliant, but mentored, research projects will be provided
for more advanced learners; (3) partial failure is an important part of scientific
work, understanding mistakes and taking advance of them, gaining a tolerance
of frustration are necessary skills to successfully work in STEM and IT jobs,
learning these requires care and professional experience by the educators; (4)
discussions and reflection take an important part in the work process.

1.2 Technology Acceptance Issues

How do female teenagers accept technology, for example the Arduino microcon-
trollers, that might seem for them at first glance too technical and sophisticated
to use? In order to predict technology acceptance by users, several models and
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their modifications have been developed, among which most used are UTAUT
(Unified Theory of Acceptance and Use of Technology) and TAM (Technology
Acceptance Model) [11,15,34]. TAM version 2 (TAM2) was used in research
[3] and questionnaire for 40 university students where authors evaluated the
Arduino Uno board used in Human-Computer Interaction (HCI) classes. Authors
strongly suggest that every HCI course should include practical activities related
to tinkering with technology such as applying microcontroller boards, where
students actively and constructively participate in teams for achieving learning
objectives. However, we could not find any research studying girls’ acceptance
of Arduino microcontrollers.

For this reason, we decided to use the main constructs of the UTAUT model
with additional personal factors related to self-efficacy and anxiety:

– Behavioral intention – Individual’s tendency to perform some behaviour [34].
– Social influence – The degree to which an individual perceives that it is impor-

tant how others believe he or she should use the new system [34].
– Effort expectancy – The degree of ease associated with the use of the system

[34].
– Technological anxiety – Negative emotional response, describing an individ-

ual’s perceived apprehension or discomfort related to using a technology [22].
– Technological self-efficacy – the belief in one’s ability to successfully perform

a technologically sophisticated new task [20]. Technological self-efficacy is
reported to be the dominant determinant of the intention of using the tech-
nology [31,32]. In our study, the technologically sophisticated task is learn-
ing while creating new physical computing (Arduino) projects to achieve the
intended learning outcome.

1.3 The Aim of the Study

The aim of this research is to determine the effect of the use of Arduino microcon-
trollers during the girls’ summer school. For this purpose, the research questions
being considered here are:

RQ1. Do physical computing activities with Arduino sets in mini-projects pro-
mote the development of STEM competences of 11–15 years old girls including
CT?
RQ2. How are technology acceptance factors (effort expectancy, social influ-
ence, technological self-efficacy, technological anxiety) related to the girls’
behavioural intention to use technology (microcontrollers) and attitude to
change towards physical computing?

The paper is structured as follows: Sect. 2 identifies the methodology of the
proposed physical computing activities in the summer school, situating our own
approach. Section 3 presents our research methodology and general contribution.
The results of collected data analysis are presented in Sect. 4. Finally, we discuss
the implication of these findings for CS educators, concluding with identified
directions and recommendations.
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2 Methodology for Physical Computing Education
Activities

During four days at the GEM summer school in August 2020, sixteen mini
projects were implemented. The main Arduino-set and sensor-based activities
were aimed at exploring ecology and automation solutions for safety and com-
fortable life. The idea of the mini projects was implemented by pairs of girls.
Completed mini projects were presented to all participants at the end of the
school. Smart city and smart greenhouse proposal topics were presented as com-
plex real life problems that cannot be solved by applying a simple algorithm
(Appendix A). Additionally, a single correct answer usually does not exist, and
that requires a learner to consider alternative ways of thinking to provide a rea-
soned argument for supporting the generated solution. Thus, it results in more
motivation and effort for the learners in the development of the solution.

Sixteen different projects were implemented covering all proposed topics.
During the summer school, some were slightly modified (in code, working prin-
ciple or purpose, such as, remote boom barrier control was used for jewellery
box control), and some were even combined (such as the CO2 measure device
and the Soil humidity measurement device).

Mini projects were designed with the aim to involve various technological
areas such as electronics, engineering and science (Appendix B).

Design thinking learning approach [8,9,28] was adopted to solve complex
problems by maintaining in-depth learning processes with problem perception
and various solutions. Design thinking is currently being identified as a paradigm
for dealing with problems in many areas especially in STEM and CS education.
Activities started with an introduction followed by primary projects demonstra-
tions. The design thinking model (Appendix C) was used for the implementation
of activities for four-days.

The model involves five main activities or stages. The goal of the first phase
(Understand) is to find the relation between the problem and its context in
order to pinpoint the challenge. The second phase (Synthesis) aims to define the
problem and its context. Particular problems can be interpreted from different
perspectives, thus, in this phase all information is filtered into a clear idea.
The Ideate phase comprises the generation of ideas by applying knowledge
and collaboratively transforming it into actionable problem solving ideas. The
fourth phase, Prototype, focuses on the action of tangible object creation in
order to test it, in order to share the abstract idea in physical form. The Testing
phase involves solution generation after the design process has transitioned into
action. During the testing, the focus is on the solution, and it shows how well the
problem has been understood. The last phase, Iteration, refers to the cyclical
and iterative nature of the design thinking process: it is desired to repeat phases
and move from any phase to another [13,28]. All the phases were implemented
by using the microcontroller activities presented above.

Smart city and smart greenhouse elements were developed and programmed
in order to reach the intended aims, such as ecological greenhouse solutions,
house and street safety and comfortable or easy control. The girls were working
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based on a presented design thinking model and involving engineering, electron-
ics and science areas. First, the smart house concept and main components of the
smart house system were presented. Then, the girls were introduced to Arduino
kits, all the parts of those kits were presented as a main smart house system com-
ponent: identifying objects (e.g. RFID), connected devices (e.g. sensors), control
system (e.g. Arduino IDE) and controller (Arduino Uno).

Additionally, in order to make the girls to understand the purpose of each
part of the kit, they were asked to divide each part into three main groups:
parts for data input (e.g. sensors), parts for data output (e.g. LCD, leds, buzzer,
servo motor) and parts for data processing (e.g. controller). After this activity,
participants were asked to construct simple Arduino prototypes based on elec-
trical schemes by adding wiring parts, such as wires, resistors, and breadboard.
Next, the girls were asked to choose the projects they want to implement and
to discuss in pairs which problem they want to solve.

After discussion, pairs prepared the visualisation of their projects – present-
ing the main parts of desired project implementation and the sequence of its
operation: data input, action and output, including the kind of materials that
they will use in order to implement prototypes. After discussion and final solu-
tions, the girls construct the prototypes for their projects (Appendix D) with
Arduino kits, based on electronics schemes (showed how to connect each intended
prototype part) prepared by the lecturers.

Later, the successfully developed prototypes were implemented into final
projects using 3D pens and carbon boxes, hot glue, felt-tip pens and paints.
The last day of summer school was dedicated to a final project presentation,
accompanied by posters. The pairs of girls were asked to demonstrate the mini
projects operation and explain which STEM subject knowledge they needed in
order to be able to implement the project, what kind of issues they had and how
they were solved, how the developed device is working and were it can be used,
and which materials were chosen for the implementation and why.

3 Research Methodology

3.1 Participants

Before starting physical computing activities, the girls were asked to take part
in research and answer pre- and post- survey questions. Out of 32 girls, who
participated in the summer school, 30 answered the questionnaire before and 23
answered after the end of the activities. Anonymised identifiers from pre- and
post- survey matched for 21 girls, and in this research, we used only the response
from those participants as the data set.

The age of the girls ranged from 11 to 15 years: the majority were 12–13
years old. The participants are students from the twelve Vilnius municipality
schools. The girls were asked to answer a question about which microcontrollers
they have previously used. None of them knew the CodyBug, and only one girl
knew the MakeyMakey microcontroller. 10 out of 21 girls knew the Micro:Bit.
This higher rate it is related to the national community initiative “Computers
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for Kids” started in 2017 with the purpose of donating BBC Micro:bit devices
to every 5th grade pupil in Lithuania.

Before the summer school, 3 girls had used Arduino. After the summer school,
12 more girls identified that they now know Arduino (in total 15). But the
remaining 6 girls in the data set did not realize that they used Arduino during
the summer school. One girl (age 12) answered that “I haven’t used any micro-
controllers yet, only STEM”. This is a critical point: she has not recognized the
differences between microcontrollers and STEM. A second girl (age 12) before
and after mentioned LEGO, the third girl (age 12) mentioned before and after
CodeMonkey, two girls (both age 13) mentioned before and after the Comenius
Logo (Logo software used in some schools) and Scratch as microcontrollers. All
these 6 girls do not understand the meaning of microcontrollers as a technology,
and their understanding has not changed after hands-on activities.

3.2 Instruments

Data for the girls’ microcontrollers acceptance aspects were collected using sev-
eral scales for variables, measured via five-level Likert type ranging from Strongly
disagree = 1 to Strongly agree =5:

– Scales adapted for acceptance of microcontrollers from the UTAUT scale [34]:
• Effort expectancy (EE) 4-item scale,
• Social influence (SI) 3-item scale,
• Behavioural intention (BI) 3-item scale.

– Technological anxiety (TA) 4-item scale, adapted from [27];
– Technological self-efficacy (TSE) is measured using two items, adapted from

[1] for microcontrollers and GEM case:
• “I am confident of using the microcontrollers even if there is no one
around to show me how to do it.”

• “I am confident of using the microcontrollers even if I have never used
them before.”

We also used the “Attitude change” variable “My attitude toward microcon-
trollers has. . .” (five-level Likert type ranging from Strongly deteriorated = 1 to
Strongly improved = 5).

4 Research Methodology

We used construct scores obtained after completing the summer school activities.
For technological anxiety, in addition, we used pre-test data. The scores of the
constructs are computed as a sum of the ratings of the items in each construct.
Table 1 reports the descriptive statistics for each construct and the range of its
scores. Spearman’s rank correlations have been used for ordinal data in order
to find out statistical dependencies between construct scores. Cross-correlation
results are presented in Table 2.



102 G. Stupurienė et al.

Table 1. Descriptive statistics for constructs measured, N = 21.

Construct Construct score range Min. Max. Mean Std. deviation

EE 4–20 4 18 12.52 3.430

TSE 2–10 2 10 5.67 2.058

SI 3–15 6 15 9.67 2.288

TA (pre-test) 4–20 7 18 11.29 3,289

TA (post-test) 4–20 4 17 9.52 4.094

BI 3–15 3 15 11.19 3.010

Attitude Change 1–5 2 5 4.10 0.995

Table 2. Spearman’s rank correlations between construct scores, N = 21.

Age EE SI TSE TA pre TA post Experience BI

EE 0.044 –

SI 0.111 0.492* –

TSE –0.004 0.679** 0.342 –

TA pre –0.384 0.558** –0.004 –0.373 –

TA post –0.406 –0.477* –0.196 –0.304 0.660** –

Experience 0.175 0.209 –0.057 0.374 –0.475* –0.351 –

BI –0.052 0.631** 0.559** 0.492* –0.280 –0.462* 0.043 –

Attitude Change –0.038 0.451* 0.529* 0.291 –0.102 –0.297 0.056 0.781**

Correlation is significant: * at the 0.05 level (2-tailed),** at the 0.01 level (2-tailed).

The strongest positive relationship (when considering UTAUT model’s con-
structs) is observed between effort expectancy and intention to use microcon-
trollers, i.e., behavioural intention (ρ = 0.631, p = 0.002). Social influence also
positively correlates with behavioural intention (ρ = 0.559, p = 0.008). The
next strongest relationship is observed between technological self-efficacy and
behavioural intention to use Arduino microcontrollers (ρ = 0.492, p = 0.023).
A negative relationship exists between technological anxiety in post-test and
behavioural intention (ρ = –0.462, p = 0.035). Effort expectancy as a strongest
predictor of intention to use microcontrollers by the girls shows positive corre-
lation with technological self-efficacy (ρ = 0.679, p = 0.001) and social influence
(ρ = 0.492, p = 0.024), whereas negative rank correlation is found with techno-
logical anxiety in pre-test (ρ = –0.558, p = 0.009) as well as in post-test (ρ =
–0.477, p = 0.029). Previous experience using microcontrollers correlates nega-
tively with technological anxiety in pre-test (ρ = –0.475, p = 0.029). We also see
that attitude change towards microcontrollers correlates positively with effort
expectancy (ρ = 0.451, p = 0.04), social influence (ρ = 0.529, p = 0.014) and
behavioural intention (ρ = 0.781, p < 0.0001).

As behavioural intention depends negatively on technological anxiety only in
post-test, we explore the change in technological anxiety between pre-test and
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Fig. 1. Technological anxiety score in pre-test and post-test.

post-test (Fig. 1). A Wilcoxon signed-rank test (Z = –2.466, p = 0.014) confirms
a significant (at 0.05 level) change (decrease) in technological anxiety to use
microcontrollers after completing the summer school activities.

5 Conclusions

The purpose of this research work was to explore ways to promote Computer
Science and Computational Thinking among girls by examining experiences,
perspectives, and hands-on activities of 11–15-years old girls who participated
in the summer school of Vilnius university. One of the surprising findings of
this study was that even these girls who used microcontrollers for constructing
objects had very limited knowledge of and experiences with CT or informatics.
We predict that many other girls would also have very limited knowledge about
CS and CT. Consequently, we highly encourage teachers at all school levels
to provide CT education to all students. Otherwise, it will be very hard for
students to be interested in, and eventually seek a career in, a CS or information
technology field.

Our study results contribute to digital competence education by showing
that a girls’ summer school with physical computing contribute to girls’ atti-
tudes towards CS regarding effort expectancy, social influence, technological
self-efficacy and technological anxiety. However, if the goal of a girls’ summer
school is to promote a more comprehensive picture of CS, further investigation
is required. To ensure gender balance in the CS field and meet the job demand
can be particularly done by recruiting girls into this profession at schools. Our
study highlights the importance of providing engaging CS experiences in schools
to retain girls’ interest in CS. Findings from this study show that girls’ lack of
knowledge and experiences in physical computing and STEM resulted in girls’
lack of participation in CS.

During the final mini projects presentations, the impression was that the
girls were aware of which knowledge and skills they had and which they lacked.
However, the results of the questionnaires showed that physical computing in
combination with STEM is not so easy to learn. The majority of respondents
indicated that activities did not change their opinion, and 24% of girls even
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finished the summer school thinking that CS and STEM are not as easy sub-
jects as they thought before. The successful final implementation of the mini
projects gives us the chance to draw the conclusion that the majority of the girls
nevertheless have embraced their knowledge and skills. In addition, we need to
mention that a few of the younger girls have not yet acquainted with some sci-
ence basics (such as physics or programming) and still coped successfully with
their tasks.

In order to answer RQ2, we have explored the relationship of several technol-
ogy acceptance factors that revealed the following. Girls’ technological anxiety
about using microcontrollers has significantly decreased after the completion of
the summer school activities. Technological anxiety before the completed activi-
ties was, as expected, lower for girls who had previous experience in using micro-
controllers. However, the remaining girls’ high scores in technological anxiety to
use Arduino microcontrollers after completion of the mini projects, negatively
predict their intention to use microcontrollers in the future. Therefore, while
preparing various training activities with physical computing, most attention
should be paid to reducing technological anxiety amongst the girls for using
microcontrollers which might include: 1) deeper understanding of controllers’
functionality and 2) proposing learning strategies where errors, and their correc-
tion, are accepted as natural processes of learning.

A significant positive influence factor on girls’ intention to use microcon-
trollers is effort expectancy, i.e., the degree of ease associated with the microcon-
trollers, which, in turn, correlates negatively with technological anxiety. There-
fore, practicing, completing successful microcontrollers’ projects and reducing
technological anxiety also contributes to the girls’ feeling of ease of use as an
important predictor of intention to use microcontrollers in future. Technologi-
cal self-efficacy, i.e., the belief of the student that she is able to complete the
task with microcontrollers, is important for the intention to use microcontrollers.
This gives one more direction for girls’ STEM training activities. Higher levels
of technological self-efficacy are also associated with lower levels of technological
anxiety.

For the girls that participated in the summer school, the social support
appears to be an important factor for using microcontrollers. Therefore, the sup-
port from important people in the girls’ surrounding is necessary. This suggests
to build a school community aimed at supporting physical computing activi-
ties. The examples of and real stories from successful women in computing are
also very important for girls. Our study showed that the attitude change towards
microcontrollers is more positive for girls with higher scores in effort expectancy,
social influence and technological self-efficacy.

The main limitation of our study is the limited small sample. The depen-
dencies observed should be tested in larger groups, and this is a future direction
of our study, which also includes a deeper investigation of girls’ attitudes of
computational thinking activities.
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B The Areas of the Mini Projects
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106 G. Stupurienė et al.

D Girls Performing the Mini Projects
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Abstract. A new national curriculum in informatics for primary and lower sec-
ondary education has been in force in the Czech Republic since September 2021.
This curriculum introduces a compulsory subject, which systematically focuses
on computing from the age of 9. This paper shows the path we have taken, the
visions and principles on which the reform has been built, and the milestones
that have lined the way from a user-led approach to computers to development
of computational thinking and understanding the world of computers as a major
educational objective.

This paper is structured as follows. We start with an introduction to the Czech
educational context and some terminology. In Sect. 2, we describe the initial
situation and the first steps towards the reform of school informatics. In Sect. 3,
we explain the main concept and describe a project preparing new educational
content and the conception of teacher education. An outline of the contents of the
curriculum and teachers’ first reactions are shown in Sect. 4.

Keywords: Education · Informatics · Computing · Innovation · National
curricula · Country report

1 Introduction, Terminology

The paper focuses on the practical implementation of the paradigm shift in computer
education in schools from a user-oriented approach to the mandatory inclusion of infor-
matics into the curriculum. The process is shown on the specific situation of the Czech
Republic, a Central European country with several hundred years of common history
of the school system with other countries of the former Austrian Empire, and several
decades in the 20th century under the influence of communist totalitarian ideas and
experiments and limited sovereignty. It is a country that has been trying to return to full
democracy and individual freedom for the last 30 years. In the paper we describe the
initial situation, the ideas that appealed to us, the sources of inspiration and the changes
in the system of informatics education.

The author of the paper participated in the innovation of informatics education
described in the paper both as a member of the expert group that developed the national
curriculum for primary and lower-secondary schools and as the leader of the strategic
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PRIM project, which created the conditions for implementation of the proposed changes
in practice by, among other, developing teaching materials, innovating undergraduate
teacher education and popularization of computing. He was thus present at a number of
activities and decisions and can provide “first hand” information.

The paper describes changes in Czech elementary schools, i.e. on ISCED1 and
ISCED2 levels. The levels of education in Czechia are organized as follows:

• Primary (ISCED1, 5 years, age 6–11)
• Lower-secondary (ISCED2, 4 years, age 11–15)
• Upper-secondary (ISCED3, 4 years, age 15–19)

In the paper, the following terms are used with the following meaning:

• information and communication technology (ICT) in the sense of user approach to
(consumption of) digital technology; the area for development of digital literacy and
use of computers as a learning tool. The paper also uses the acronym ICT for the
name of the educational area Information and communication technology, as this
compulsory subject has been known until today.

• informatics – in the sense of computer science, computing; the basis of the disci-
pline analogical to other scientific disciplines that are included in the STEM disci-
plines; authorial approach to technology, the field for understanding systems and for
development of computational thinking. Informatics is also new name of the subject.

Our conception is close to the terminology used by Sysło [1, p. 144], for whom infor-
matics dealsmainlywith creating ‘newproducts’ related to computers (such as hardware,
programmes, software ...) and ICT mainly uses ‘informatics (computer related) prod-
ucts’. Similarly to Blaho [2] we perceive the area of ICT as the forerunner of informatics,
which builds on ICT skills.

2 The Starting Point

2.1 Situation in Informatics Since 2006

Although ICT and informatics were taught in Czech secondary and primary schools
since the early 1990s (it was perceived as “teaching computers”), these were selective
subjects or topics included in other educational areas such as mathematics or technol-
ogy. When Czechia joined the EU in 2004, a new Education Act was adopted, which
formally brought Czech education closer to European practices, for example in defining
the expected outcomes in the form of competencies or in defining educational areas [3].
A brand-new element in the system was the creation of School Education Programmes,
which were binding for the school and had to include the mandatory core defined by the
state Framework Education Programme (FEP). The development of School Education
Programme was handed over to the schools.

When this Act came in force in 2006, the compulsory educational area of ICT was
introduced for the first time at primary and lower secondary levels, where themain topics
were searching, processing and use of information and communication [4]. The gradual
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introduction of this subject resulted in the situation when, since 2011, the subject of ICT
was taught on a compulsory basis in all schools in the extent of 1 lesson per week in one
grade of primary and 1 lesson per week in one grade of lower-secondary level. The basis
of teaching this subject was the use of office software. The subject did not include any
informatics topic, its focus corresponded to the UNESCOmodel of ICT development in
the curriculum of 2002 [5]. A certain autonomy of schools in developing the curriculum
made it possible to include extra ICT lessons from the so called disponible lessons,
which was eventually the case of almost half of the schools. Schools could also include
the basics of computer science in their school education programme, most often in the
form of a programming course in the so-called children’s programming languages such
as SuperLogo or the original Czech iconic language Baltie. However, schools more often
included additional ICT topics in these extra lessons, such as digital photo and video
editing. The support provided by textbooks and teaching materials, teacher training in
the field and investment in school hardware has been weak and unsystematic until today.

We must point out here that the model did not impose any obligation to use digital
technology in other school subjects. Thus, computers were often used only in the subject
ICT, which resulted in its isolation. This model did not change until 2021.

2.2 First Occurence of Computing: Bebras Challenge

Thefirst opportunities for ordinaryCzech schools to get in touchwith informatics content
other than programming were informatics tasks from the Bebras challenge [6] contest, in
which Czechia has been participating since 2008 and which is designed for pupils aged 9
to 19. The fact that Bebras contest was first full-service electronically implemented com-
petition at Czech schools with hitherto unseen tasks including interactive ones allowing
participants to solve them by clicking on or dragging objects on the screen contributed
to its popularity. The interest of schools and the number of participants gradually grew
to 90,000 participants and the involvement of 16 % of all schools in 2019.

Despite the initial misunderstanding of some teachers to whom the tasks looked
mathematical or logical as they were not about computers [7, p. 22], Bebras tasks were
in fact the first mass introduction to informatics tasks, moreover embedded in real-word
problem situations. The tasks from the contest were soon used by some schools in
lessons. Teachers were introduced to the tasks in the professional teacher publications in
the form of a series [8]. Some of the tasks are included in informatics textbooks [9]. The
Bebras tasks were also used for new teachers preparation, they changed a point of view
to informatics which was perceived as a discipline about programming and computers.

2.3 INICT Panel. Models of Inspiration

The INICT panel, an expert group of about 15 people, informatics educators from univer-
sities, ICT teachers and headmasters of secondary and primary schools, representatives
of the school inspectorate and other education experts has been active for more than
10 years at the National Pedagogical Institute. Its goal is innovation in the ICT curricu-
lum. This group was aware of the insufficient number of lessons, the isolation of lessons
with computers from other subjects and the absence of computing content. Being aware
of the fact that, unlike in the case of other subjects, upper secondary schools do not
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show informatics and computer science as an interesting field of study at university led
to the belief that computing should become an integral part of general education. It is
this group that was at the background of the gradually created concept of innovation.
Later, it created the new National Curriculum for Computing.

When developing ideas on how to innovate teaching in this area in Czechia, we
naturally looked for inspiration in the world. We studied the situation in Slovakia, a
country that has more than 300 years in common with Czechia and a virtually identical
system of education. In 2008, Slovakia introduced computing as a compulsory subject
from the 2nd grade of primary school with a much larger number of lessons (1 lesson
per week in each grade starting in the third grade), focusing on areas with algorithmic
thinking, procedures, problem solving, principles of digital technologies [10]. Thanks
to the linguistic closeness and personal relationships, we could be present in the process
of creation of the new school subject in a country that was 13 years ahead of us. Slovakia
showed us the way not only in the form of a model national curriculum, but especially
in the form of the content of teaching, textbooks and pedagogical research as well as by
creating a community of teachers and educators around the conference DidInfo, which
has been held alternately in Czechia and Slovakia since 2017 [11].

An important source inspiration for how to organize the teaching of computing was
the model implemented in the United Kingdom, which was started by publishing the
study Shut down or restart? [12] and led to the creation of the subject Computing. This
document states that “ICT and informatics, which is a scientific discipline similar to
mathematics and physics, are two different subjects in school education with different
mission and functions, although they have common areas of synergy” [12, p. 10]. Instead
of the term ICT, the term digital literacy was introduced.

2.4 Strategy of Digital Education

In 2014, after expert discussions of computer specialists, educators and teachers, the
public, schools, employers and IT companies, the Czech government adopted the strate-
gic document Strategy for Digital Education until 2020 [13]. This document was binding
primarily for the Ministry of Education to bring about innovation in education in this
area.

Three main goals were the development of computational thinking, the development
of digital literacy and the opening of education to new methods and ways of learning
through digital technologies. Computational thinking is mentioned as a relatively new
phenomenon and its introduction is justified not only by the need for new IT profes-
sionals, but also to enable students to acquire skills related to solving a wide range of
problems associated with, for example, automation. The development of digital literacy
and computational thinking of pupils and teachers was among the seven main directions
of intervention.

This document triggered work that in the following six years prepared the transition
to a completely new concept of school informatics and computer-assisted education, at
the beginning of which we are now. The nature and extent of these preparations will be
described below.
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2.5 The Monograph Subject Didactics

In 2015, the first significant scientific monograph focusing on subject didactics entitled
Subject Didactics: Development – Status – Perspectives [14] was published in Czechia.
Representatives of 15 subject didactics describe the state, direction, resources, successes
and problems of subject didactics in their field. Representatives of didactics of informat-
ics were also invited to contribute to this monograph. Their chapter was namedDidactics
of Informatics at the Starting Line. Didactics of informatics in Czechia is characterized
as emerging, not fully defined and established, with a number of problems of which
the unsettled state of the maternal discipline, weak empirical research, narrow base and
weak position of didactics at professional departments educating teachers are stressed
out. The monograph defines the fields of informatics, ICT and technology in education.
The term computational thinking is introduced. The chapter also describes the situation
in Czech schools with problems of a low number of lessons, of one-sided focus of the
curriculum towards user approach to technology, of poor quality of teacher education
without a nationwide concept of in-service education and of the fact that the goal of
teaching ICT is conceived as mastering a tool without any attempt at mastery of a deeper
conceptual level.

Themonographwas published in Czech; themain ideas from the chapter on didactics
of informatics from the point of view of the international audience were presented in the
paper [15].

3 Conception and Preparation of Changes

3.1 Computational Thinking and Digital Literacy

The use of the existing terms ICT and informatics ceased to be satisfactory because these
terms were perceived as semantically equivalent in the general and pedagogical public
and also they paid too much attention on the content aspect of education. New terms that
emphasize the goals of education and development of the individual began to be used:
computational thinking and digital literacy. With the help of these concepts, a model of
change was developed, which eventually led to a complete change in the compulsory
subject, it turned from a digital literacy-oriented to computational thinking-oriented
subject.

The Table 1 illustrates these changes. The upper row shows the situation until 2021,
the bottom row shows the situation the coming changes should bring about. Second
column represents the compulsory subject focusing on “teaching computers”. Third
column represents individual school subjects. The text describe the areas of educational
objectives for whose fulfilment the different subjects will be responsible. extracurricular
often means organized education outside the school or rarely non-compulsory added
part of school education.

3.2 PRIM and DigiGram Projects

The creation of conditions for innovation of education and development of computa-
tional thinking and digital literacy was the aim of two major strategic projects in the
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Table 1. The educational content of individual subjects with respect to informatics content before
and after the planned innovation

Years Informatics (ICT) Other subjects Extracurricular
before 2021 digital literacy --- computing

after 2021 computing, digital literacy digital literacy

years 2017–2020. They were implemented by a consortium of all 9 Faculties of Educa-
tion in Czechia. It is important for necessary changes in pre-service primary and lower
secondary informatics teacher education. Both of these projects were funded by the EU.

Main goal of the PRIM project (Podpora rozvoje informatického myšlení – Support
of Development of Computational Thinking) was to prepare changes that will be made
in the subject informatics. This project reacted to the increasing necessity both of IT
expert and general education of population in the area of computing [16].

3.3 Development and Piloting of a New Set of Textbooks

The main goal of the PRIM project was the creation of a new set of textbooks of com-
puting that would cover teaching at all school levels from ISCED0 to ISCED3. The
following demands on the textbooks were formulated:

• Theymust be targeted at teachers who have never taught or studied computer science –
theymust, therefore, amongother things, present a detailedmethodology thatwill fully
support the teacher in self-study.

• As it is not certain that all schools will have the funds needed to purchase robotic
aids, the set of textbooks as a whole must lead to the achievement of all FEP outputs
without the need to buy any equipment.

• They must teach computing in a modern way, i.e. without long explanations, def-
initions, memorization. The pupils is expected to work actively and to build their
knowledge by discovering, experimenting, creating, discussing, solving problems,
cooperating, working on projects.

• They must be piloted in schools by beginner teachers.
• They must be available free of charge. This has been fulfilled by uploading them on
the website https://imysleni.cz/ucebnice with the possibility of a free download or
access to online materials with a CC-BY-SA license [17].

The total of 14 textbooks of computingwere created by teams of university educators
and teachers. Their content is divided into three major thematic areas:

• Programming and algorithmizing (in Scratch and in Python on upper secondary level)
• Other topics from informatics (work with data, coding, modelling, information
systems), including Computer science unplugged activities

• Robotics (using Lego WeDo on primary level, Lego Mindstorms or Micro: bit on
lower secondary level and Arduino on upper-secondary level)

https://imysleni.cz/ucebnice
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These three areas evolved naturally. Before this set of textbooks there were no text-
books for primary and lower secondary schools in Czechia that would teach computer
science topics. While there was some experience with programming in primary educa-
tion, and some earlier ICT textbooks contained programming passages, other computer
science topics were not covered at all. Therefore, the area of algorithms and program-
ming was singled out. It was the experience with writing programming textbooks that
made it possible to develop new textbooks with a more modern vision, based on building
concepts [18]. Programming is perceived here as a training ground for the development
of components of computational thinking, such as algorithmizing, abstraction, decom-
position, evaluation or generalization. The textbook for the 5th grade of primary school,
which was taken over and localized from the outputs of the English project Scratchmaths
[19], emphasized the connectionbetweenprogramming and the teachingofmathematical
skills [20].

Unlike in the case of programming, it was difficult to find international models for
those textbook sections focusing on work with data, modelling or information systems.
For example the Swiss textbook Lösungen finden by Hromkovič and Lacher [21], which
focuses on these topics, was published later. Our textbooks introduce teachers to and
guide them through a brand new, in Czechia not previously taught topics [22].

The area of robotics is conceived as non-compulsory as it requires the purchase of
hardware by schools. Textbooks, especially for older pupils, work with the previously
acquired programming competences and can thus focus on designing a robot and solving
problems by programming it [23].

The textbooks were piloted in the years 2018–2020 in three stages. The first stage of
piloting was conducted by very experienced teachers simultaneously with the creation
of the first version of the textbooks. The authors were present in the lessons and received
immediate feedback. The second and the third stages took place all over the country under
supervision of individual pedagogical faculties. In total, the textbooks were piloted by
over 130 teachers who had never taught computing. The feedback was provided through
software into which the teachers entered comments and suggestions for adjustments
after each lesson. These comments were assessed by the authors of the textbook for their
potential incorporation into the next version. The fourth version of the textbooks was
the final one.

It must be stated here that use of these textbooks is not binding for teachers. Every
teacher has the freedom and responsibility to choose the methods, environment and aids
they want. The same applies to programming languages, which are not prescribed.

3.4 Preservice and In-Service Teacher Education

The PRIM project created a model of comprehensive training of all teachers of com-
puting on lower secondary level and also of all primary school teachers. All faculties of
education introduced compulsory subjects in which pre-service teachers of computing
focus on didactics of programming and school robotics and pre-service primary teachers
learn basics of programming and also study methodology of teaching this subject. For
some faculties this was the first timewhen such courses were given. Introduction of these
subjects means, among other, that all graduates of pre-service primary school teacher
education will be able to teach computing.
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As far as in-service teachers are concerned, the project prepared a nationwide sys-
tem of informatics training in two variants for primary and lower secondary levels of
elementary school. This training in the scope of 24 lessons of presence learning sup-
plemented by e-learning is intended to acquaint teachers with informatics content in
the new textbooks. Piloting showed that it is necessary to teach them the basics of pro-
gramming and to equip them methodologically to be able to teach using the textbooks
and teachers’ methodological guides. The system of in-service training is organized in
two stages: dozens of certified lecturers train teachers in their region using the national
methodological network of school support. These lecturers have been trained centrally
by the authors of the textbooks. The lecturers draw attention to key passages of the text-
books and show teachers how to implement their lessons. These trainings are currently
underway.

4 New National Informatics Curriculum

In January 2021, the Ministry of Education published the new Framework Education
Programme for Elementary Education [24] This document defines the national curricu-
lum which includes the new conception of computing. Its approval and its putting in
pracitce were motivated by two facts. Experience from the time of COVID pandemic
and long period of distance online education, which Czech teachers were able to cope
with, boosted their confidence in the area and improved their attitude to the computer as
a teaching aid. The other cause was the preparedness for the shift to new conception of
computing, i.e. the existence of the piloted textbooks, of in-service teacher training and
availability of finances to purchase of robotic and other teaching aids. The new national
curriculum is at this point in force for levels ISCED1 and 2. The approval of the inno-
vated curriculum for general upper secondary education (so-called gymnasium, level
ISCED3) is planned for the end of the year 2021, the finalization of it is in progress now.
Is necessary to add that new national curriculum for all levels was prepared together by
the same group of experts and is interconnected. At secondary vocational schools, this
innovation process was interrupted and postponed to the general revision of the Czech
national curricula planned for 2023.

We concentrate our description to levels ISCED1 and 2 because informatic content is
completely new there. Topics of algorithmization and programming are already included
in current edition of the national curricula for some types of upper-secondary schools
including gymnasium. The education area of ICT has been renamed as Computing in
the new national curriculum. The compulsory minimum number of lessons is 1 lesson a
week in each of the 4th to 9th grades, which is 300 % of the previous time allocation.

The content of the subject has been changed completely. It is now divided into four
areas (whichwe illustrate by selected expected outcomeswhenfinishing lower secondary
education in the 9th grade):
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• Data, information and modelling

The pupil
– defines a problem and determines what information will be needed for its solution
– finds mistakes in other people’s interpretation of data
– proposes and compares different ways of coding data
– models a situation using graphs and schemas, finds and corrects a mistake in a
model.

• Algorithmizing and programming

The pupil
– having read individual steps finds the problemwhich is solved by a given algorithm
– breaks a problem into individually solvable parts
– adapts a given algorithm for other problems, proposes various algorithms for the
solution of a problem

– creates a programme in a block-oriented programming language, tests it and corrects
any errors in it

– uses cycles, branching, variables.

• Information systems

The pupil
– identifies elements of an information system and the relationships among them
– defines a problem and determines how they will use data records to solve it
– designs a table for recording data
– sets sorting and filtering of data in the table.

• Digital technology

The pupil
– describes how a computer works in terms of both hardware and operating system
– stores and manages their data in a suitable format
– selects the most appropriate way to connect digital devices to a computer network
– handles typical computer faults and error conditions
– can manage their activities to minimize the risk of data loss or misuse [24].

The subject Computing was characterized as a subject helping pupils understand
the computer and the world around us from the informatic perspective and developing
the pupil’s computational thinking. In terms of the organization of teaching, it was
emphasized, for example, that the pupil should actively construct their knowledge by
discovering, discussing, solving problems, etc. Recommended are group activities. There
is no emphasis on reproduction of knowledge and memorizing.

Since the new teaching standards were developed parallelly with the new textbooks,
the authors of the textbooks were often in an uncomfortable situation, as they had to react
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to changes in the developed curriculumwhilewriting. They did not even know howmany
lessons a week in each grade the innovated subject would be allotted. In consequence,
the authors did not manage to write new textbooks for topics perceived as traditional,
which had previously been taught, such as data processing using spreadsheets or digital
technology.

The other innovated area, digital literacy, has become a so-called key competence in
state documents, which means it has been implemented in other educational areas. All
other subjects are responsible for achieving this competence. Thus, there is no specific
responsibility defined for achieving goals in digital literacy such as implementation
of measurement and research in science, typewriting in Czech language, safety and
interpersonal relationships on the Internet in social sciences, etc. On the other hand, it
is obligatory for all subjects to use the computer as a teaching aid to fulfil their subject
educational goals. Digital technologies can be expected to change teachers’ working
methods.

4.1 Introducing Innovation at Schools

It has been stipulated that from September 1st 2021, schools may start transition to
new computing curriculum, with the proviso that from 2024 all grades must be taught
according to this new national curriculum. In other words, schools have been given
time within which the teaching can be innovated by gradually adding new topics to the
original curriculum.

In order for schools to be able to develop their school curriculum, so-called model
school educational programmes in computing were designed within the PRIM project.
This was not without discussions, as the school curriculum is meant to be created in
discussions among the school’s teachers, not taken over from somewhere. In the end,
the opinion prevailed that it would be too difficult for teachers to define the content of
an essentially brand-new subject that few people understand. This allowed creation of
four variants of model school programmes, from which schools can choose with respect
to their situation and interest: whether the school wants to profile itself as a school
supporting informatics, whether it has the needed technical equipment and staff, whether
it is rather conservative in its approach to changes and whether it wants to develop its
own curriculum and let itself be only inspired. The model school programmes were
developed to make maximum use of the new set of textbooks [25].

The publication of the new national curriculum triggered a massive discussion in the
professional community, which was taken by surprise by the changes in consequence
to insufficient communication from the side of the Ministry of Education before the
publication of the changes. The Ministry found itself under pressure from professional
teachers’ associations in those areas of educationwhose number of lessonswas shortened
at the expense of computing. On the other hand, some schools welcomed the changes
as a confirmation of their long-term efforts to innovate teaching.

In addition to questions that schools were expected to ask in the discussions (what to
teach, who should teach it, who will pay for the changes), ICT teachers asked where to
cover the traditional topics such as use of computer, office applications or Internet search.
Currently, these topics are not compulsory in computing and it is up to the schoolwhether
it will include them in some educational area. Many teachers perceive the teaching of
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office applications as the core of informatics and are likely to perceive it in this way
some time longer.

5 Perspectives

The first stage of the long journey to the emancipation of computing as a standard area
of general education of the citizen of the 21st century seems to have been successfully
completed in the Czech Republic. Now, however, the following stage is beginning, in
which the prepared changes will be implemented. If this stage is to be successful, a
change in the teachers’ attitudes and also their willingness to learn are essential. For
many of them the change means learning how to teach a completely new subject. Also,
a change in the thinking of school headmasters is necessary. They will, for example,
have to allow class teachers or practitioners to teach informatics at primary school level
instead of specialists in informatics who teach older pupils.

It is also imperative to set a standard for teachers, to develop new textbooks, to use
new forms of teacher training, including personal assistance and sharing experience, to
engage in research that evaluates the changes and points out their weaknesses as well
as looks for new ways to teach informatics. Only a proper completion of innovation
with quality feedback, with constant interest of the general public and the support of
the ministry and last but not least with a massive training of new informatics teachers at
universities will lead to the perception of informatics as a common school subject whose
existence springs not only from the current situation but also because it can develop
individuals in a modern way.
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Abstract. Professional Development (PD) organizations provide training pro-
grams for computer science teachers through teacher PD. Programming as part
of a teacher’s PD has grown in importance in K-12 education. As a result, an
increasing number of teachers, often without sufficient training, are teaching pro-
gramming in their schools. It’s challenging to learn to program, and it’s even more
challenging to teach it. Teachers must be able to program and teach programming,
which is usually done in the context of multiple disciplines. In this study, we take
a closer look at a teacher’s perspective on teachers’ PD in programming. We focus
on the PD program offered by our university, composed of two courses over one
academic year, and define the following research questions: Which strengths and
weaknesses of the PD program provided are suited for in-service teachers when
learning to program? Learning programming takes time. How could this long
learning process be supported? This is an interview study of sixteen in-service
teachers who joined the program. The main findings seem to be that teachers are
comfortable with how the program is set up. They prefer flexible courses so that
they can adapt the implementation with their regular teaching. They also empha-
size the need for a continuous learning process and a community of practice (CoP)
to continue developing. The main contribution of this study is the evaluation of
the PD program at the university.

Keywords: In-service teachers · K-12 · Professional development ·
Programming

1 Introduction

Computer science (CS) in general and programming, in particular, have long been
thought to be relevant to information technology (IT) experts. However, in recent years,
this viewpoint has shifted. Software and technology are increasingly playing a role in
practically every element of society and life at the current rate of digitalisation [1]. The
teachers’ PD within digital competence will therefore become more critical in the time
ahead. Effective PD must prioritise teachers’ and students’ needs and address various
elements at both the individual and situational levels [2]. Match PD to instructors’ back-
grounds, link it with the course’s curriculum and employ effective motivational design
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to promote teacher engagement are three recommendations made by Qian, Hambrusch’s
[3] study for building effective online PD for CS teachers. Learning programming is a
difficult task, according to the scientific community [4]. Besides, teaching teachers may
be more challenging and complex than other forms of adult education [5]. Therefore, it
is essential to have a teacher perspective to map their needs and expectations on PD in
programming.

In this study, we take a closer look at a teacher’s perspective on their PD in program-
ming and seek the answer to these research questions: (RQ.01) Which strengths and
weaknesses of the PD program provided are suited for in-service teachers when learning
to program? Learning programming takes time and might be challenging to learn and
teach. (RQ.02) How could this learning process be supported? This is an interview study
of sixteen in-service teachers who are preparing to teach programming at school. The
sample includes teachers who attended a programming course at the university level.
We used the thematic analysis method to analyse the qualitative data.

The following section presents the related work and positions the article in the
context of the PD of in-service teachers in programming. Section 3 presents the case
and research method. In Sect. 4, we present the results and discuss the main findings in
Sect. 5. Conclusions and further work is presented in Sect. 6.

2 Related Work

There has been growing interest in incorporating programming into teacher education
and PD in recent years [6]. This process, however, has not been easy; various studies
have shown difficulties in teaching computer programming, and teachers sometimes
do not know where to get proper training or how to use what they have learned in
their classrooms [7]. At the same time, we know that learning programming is a time-
consuming process, and in-service teachers usually do not have the required time. There
are also challenges associated with teaching programming. Furthermore, the tools and
technologies used when developing programs change over time and maintaining this
knowledge is essential [8]. Teachers must prepare to integrate digital competencies
into their teaching as computer science becomes more widely integrated into school
curricula in a growing number of countries. This integration is a moving target, with
newmethods, tools, and applications appearing and disappearing at such a rapid pace that
teachers must have the confidence to explore what is brand-new, relevant and plan their
educational activities to include digital competencies independently and continuously
[9]. PD is widely agreed to be critical for curriculum innovation in computer science
teaching. However, in many countries, preparing PD for teachers is problematic due to
instructors’ lack of technological experience and abilities, pedagogical understanding,
and topic knowledge of computer science [10].

Effective PD seems necessary, but what does it mean, and how do teachers view this
from their point of view? The American Learning Policy Institute published a report in
2017 that outlines seven characteristics of effective teacher PD that lead to changes in
teacher behaviour and improved student learning outcomes: focus on specific content,
incorporation of active learning, support for collaboration, use of effective practice mod-
els, providing coaching and expert support, offering feedback and facilitating reflection,
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and is of sustained duration. Effective professional learning incorporates most or all
of these elements [11]. Several studies have found that PD is more successful when
six features are included, defined as required or sufficient circumstances, e.g. [12, 13].
Despite minor changes in terminology and disagreements at the periphery, the core state-
ments are highly consistent, as demonstrated by a recent meta-synthesis [14]. Sims and
Fletcher-Wood [15] reexamines in their research the evidence that supports this consen-
sus, suggesting that the reviews on which it is based have significant methodological
weaknesses, such as using inadequate inclusion criteria and relying on an incorrect
inference procedure. As a result, the consensus is likely to be incorrect. According to
the argument, researchers might make more headway in identifying characteristics of
good PD if they looked for alignment between evidence from basic research on human
skill acquisition and aspects of rigorously evaluated PD treatments.

According to a survey of research published in the United States between 2010 and
2014, most computer science PD programs were less than a week-long and not stretched
out over time, rather than taking the formof a one-time summerworkshop [10]. However,
there has been discussion in recent years about the need to move away from this type of
traditional intensive training proposal to create spaces where teachers play an active role
in learning, requiring studies that address the ‘teaching experience’ in these new training
settings [16]. According to numerous research, the most productive context for informal
workplace learning is a school culture that supports and values collaborative learning
[17]. Cascade training, a “train the trainer” technique in which the first generation of
trainers receives training and then delivers the specific content to the next generation
of trainers, is a very complimentary paradigm in education. This procedure can be
repeated indefinitely [18]. This study’smain contribution is to investigate thePDprogram
provided by the university in programming and how they expect the long learning process
to be supported from a teacher’s perspective.

3 Case Description and Research Design

The program is designed for in-service teachers in grades 8 through 13. (secondary
school). With web-based lectures and weekly activities, the program is online, with no
physical gatherings. Students enrol in these courses with the approval of their school
and agree to provide teachers with free time to complete the course. The completion rate
of the program was 87%. A nationwide program funded by the Ministry of Education
partially covers the higher expenditures for schools1.

One hundred ninety-two in-service teachers from different districts of the country
participated in this PD program. More than 90% of the teachers in this study work
in secondary schools, with most of the teaching in upper secondary schools (In the
national educational system, this corresponds to the last three years of the K-12 system).
STEM-related subjects are taught by more than 80% of the teachers. Others instruct
in various areas, including language, history, music, arts and crafts, and so on. In their
schools, 24% of participants have already taught programming. Before beginning the
first course, 61% of participants had some programming experience. The participants

1 https://www.udir.no/kvalitet-og-kompetanse/.
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all are from the same country, although they represent various schools and districts.
All schools follow the national curriculum. Participants have varying levels of teaching
experience, ranging from new teachers to those who have been teaching for many years.
The incentive to enrol in these academic courses varies as well. The majority think they
are motivated, but others are less convinced that programming should be included in
their classes. The curriculum comprises two courses totalling 15 ECTS credits. The first
course (7.5 ECTS) covers the fundamentals of programming (variables, operators, if-
and loop statements, lists, functions and libraries). The programming language we use
is Python. The textbook “Starting out with Python” [19] is used. Student activities in the
first course include three mandatory exercises, a reflection note and a mini-project (two
weeks duration). Students can also complete specific assignments from the book. In the
second course, we focus on how to teach and apply programming to interdisciplinary
subjects. Student activities are fourmandatory exercises, a feasibility study and a project.
We have organised this course around a 6-week project aiming to define and evaluate
activities to be used in teacher’s classroomswhen teaching programming.As an outcome,
teachers create a teaching plan in programming for their specific subject that they can
use in their practice.

3.1 Research Design

TheOverallMethod. This study is based on sixteen interviewswith in-service teachers
in K-12. The study uses semi-structured interviews to explore the research questions by
capturing teachers’ reflections on their PD program.

Interview Guide. The interview guide was constructed based on the following main
elements: Part A (the PD program): (1) The professional development program at the
university is divided into two programming subjects. In the first part, the focus is on
learning to program, while in the second part, the focus is on teaching programming.
What do you think about this form? (2) The second programming course is designed to
be flexible, where students can set up their learning trajectories. What is your opinion on
learning programming in a subject like this? (3) Do you think it would be necessary to
have additional courses which build upon this program? Part B (PD in general): (1)What
is the best way for in-service teachers to learn to program? (2) Have you ever been in a
situation where you had to learn some programming concepts with your students? How
has it affected your role as a teacher? (3) Learning programming takes time. How could
this long learning process be supported? (Courses, seminars, CoP, school activities, peer
learning, etc.)

Participants. The research team sent an invitation letter to all the participants of the
2020/2021 cohort. Sixteen teachers expressed interest in participating in the study: T1 (F,
USS, Mathematics, physics, technology and research theory), T2 (F, USS, Mathematics
and science), T3 (M, USS, Mathematics and science), T4 (F, LSS, Mathematics, social
studies and Norwegian), T5 (F, USS, Physics), T6 (M, LSS, Arts and Crafts, Program-
ming), T7 (M, USS, Chemistry, mathematics and science), T8 (M, LSS, Programming,
mathematics, and science), T9 (M, LSS, Programming, mathematics, and science), T10
(F, USS, Mathematics), T11 (F, LSS, Programming, mathematics, and science), T12 (F,



Professional Development for In-Service Teachers of Programming 127

USS, Mathematics, biology, and science), T13 (F, USS, vocational subjects in business
support for ICT service, user support for ICT), T14 (F, LSS, Mathematics, science, tech-
nology and design), T15 (M, LSS, Programming, mathematics, and science), T16 (M,
LSS, Norwegian, English, media and information, and programming). Interviews were
conducted via Zoom, using the service offered internally by our university for GDPR-
compliance. The interviews were recorded with a Zoom recorder and then transcribed by
the interviewer. The relevant national agency approved the research. All the participants
have been informed about the study, their rights and have been explicitly given their
consent.

Data Preparation and Coding. We recorded interviews with teachers over zoom. Two
of the researchers divided the recordings equally and proceeded to transcribe them indi-
vidually. Some teachers requested approval of transcriptions before using them in this
study. The two researchers coded a few transcriptions individually to create some initial
codes and categories. The research team agreed on a joint codebook. Since we only use
two coders, they used the method “Percent Agreement for Two Raters2.” Approximately
20% of transcriptions were coded by two researchers independently, and the research
team calculated the inter-rater reliability. When we achieved an IRR of about 80%, we
encoded the rest of the transcripts.

4 Results

Some of the study’s findings are presented in this section. Due to length limits, we can
only give a high-level overview of the most frequently used codes. Direct quotes from
the reflection notes are translated from Norwegian by the writers.

4.1 Teachers’ PD in the Context of the Programming Courses at the University
(Part A)

All interviewees have given their opinion on how the program has contributed to their PD
in the area of computer science. We ask teachers about their views on how this form of
PD fits and support their advancement in the field. In the following sections, we explain
the most frequently codes discussed by participants.

Organization/Structure. Although there was both positive and negative feedback on
the organisation and implementation of the courses, most are optimistic about the way
the program is set up and performed. The positive aspects are that the program focuses
on both learning programming and applying it in practice, flexibility concerning the
choice of topics in the course and time for completion of the activities, and focus on
programming didactics. The negative aspects are about the connection between lessons
and exercises; exercises must be more relevant to teachers’ disciplinary knowledge;
flexibility of the course is challenging for some and struggle to find the right balance
of work; and desire for even more lectures/follow-ups. Fourteen teachers liked how the

2 https://www.statisticshowto.com/inter-rater-reliability/.

https://www.statisticshowto.com/inter-rater-reliability/


128 M. Rouhani et al.

program was organised or structured. Amongst these teachers, many noted that they
appreciated how the program was structured throughout the year, with the fall semester
having an introduction to programming and the spring semester focusing on teaching
programming in school. E.g., “I think it has been excellent. It was very nice to get that
run-up with learning basic programming this fall and then direct it towards teaching this
spring. Especially now, considering that it is very concerned about how we should use
it further in teaching. So, this spring semester has been beneficial considering that, so I
think it’s helpful with the division that has been. It has been beneficial to learn the basics
before moving on to thinking about using them for your teaching” (T10).

TheFlexibility of theCourse. The course,which runs in the spring, is flexibly arranged.
This means that teachers essentially choose topics that are relevant to their subject areas.
Throughout the semester, they work with subject matter and exercises that build upon
each other, and teachers can use that to create a teaching plan for use in their teaching
later. Fourteen teachers reflect on the flexible nature of the course. Teachers feel that
this allows them to balance their coursework with their work and family life and focus
on relevant topics to their subjects. E.g., “… And the spring has been quite flexible in
a way, which was very good. It was a bit more to learn, but you got to use it. And that
was perhaps the most important thing; not just learning the code, but also using it. Yes, I
think there is a good distribution like that” (T13). “Do you mean that we can choose a lot
ourselves what we want to do in the exercises? Yes, I think it is essential because we are
in different subjects and have different grade levels. We have other focus areas, so I think
it was very nice to imagine real situations inmy classes” (T4). Few teachers alsomention
the negative impact of flexibility because it may be confusing and overwhelming. Some
teachers may have little knowledge or understanding of programming to decide what is
helpful for them to learn. An introduction to each part of the course could be beneficial
to make awareness when deciding which areas they have to focus on throughout the
course.

Teacher’s Needs and Interests. Although many (14) express that they have learned
enough programming and can apply it in their subject areas, some (7) also point to
more miniature courses to learn in-depth topics such as Arduino, micro: bit, raspberry pi
etc. Some others suggest dividing the program into smaller parts to create classes with
more homogeneous students regarding background knowledge and their teaching level.
Others say that more courses are not needed now as they need time to absorb what they
have learned so far. In addition, it is said that they have come far enough to build on
this knowledge by themselves. Many of the teachers (8) were optimistic because they
felt that the course had allowed them to learn relevant things for their classes. E.g., “I
think it is essential because we are teaching different subjects, and we have different
grade levels. We have other focus areas, so I think it was very nice to have the option of
using relevant cases in the class” (T5). When it comes to time usage, teachers say that
even though it is challenging to find enough time, more time should be allocated through
school and privately, which means that one gets to develop more. Few teachers point to
the technical infrastructure, and related challenges that might need a bit more attention
than they currently get in the course. E.g., “Yes, we have been lucky, so we have bought
everything because the principal is so fond of programming and technology. But we
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experience technical issues, e.g., updating the firmware etc. It would have been nice if
the course focused a little more on technical challenges as well…” (T14). There is a need
to support teachers with technical issues, considering that their available infrastructure
might vary.

Workload. Many teachers (10) talk about the amount of work in the course and seem
to be divided in the middle. Those who think there is too much to do, have not allocated
enough time. In addition, it is mentioned that teachers are not aware of how much work
it is to learn to program. The others think that the workload is appropriate and emphasize
that the flexibility (both in terms of content and times for submitting the exercises) helps
to even out the load.

FinalAssessment/Collaboration. The examination form in the course is project-based,
where several people can collaborate. This seems to many teachers (8) to be positive.
E.g., “I really liked the shape of the final assessment, that it is a project. I think it’s
incredibly significant because there are a lot of people taking exams right now, and
I see how stressed they are, and they memorise, memorise and memorise, and go to
the exam, then the exam is finished, and they may forget everything shortly after the
exam. But here, as I go through the exam, I learn at my leisurely pace, writing and
noting every detail, and afterwards, I can use this project as a finished product. And if
I want to repeat and come back, then I can come back, print it, and use it right away.
I think this is fantastic with this project” (T12). Many teachers felt that collaboration
during the course allowed them to use their strengths and support each other as a group.
One teacher suggested that an additional activity in the study could be for teachers to
share and present the teaching plans that they have created to their peers. Teachers also
report on good collaboration between instructors/teaching assistants, and many felt a
low threshold for asking questions and got responses quickly.

4.2 Teachers’ Perspectives on PD (Part B)

The second part of the interviews was related to teachers’ reflections on their future PD
in programming after completing the university’s programming courses. By completing
these courses, they have gained some experience and may have thoughts and opinions
about how they envision the subject area’s development. We asked teachers what they
think is the best way of PD in programming for in-service teachers. Learning program-
ming may be time-consuming, and we asked them how they want this process to be
supported. Furthermore, we were interested in knowing their view of the development
in the subject area and the students since the learning process can extend over a more
extended period.

Teachers’ Perspective on How to Learn to Program. All interviewees (16) expressed
their opinion on how teachers should learn to program. We have identified 170 code ref-
erences in transcriptions where teachers discuss different aspects such as the community
of practice, collaboration and competency development through participation in courses,
seminars, and self-initiatives. Thirteen teachers mention collaboration in the interviews
and consider it to be an essential tool in learning programming. They emphasize the



130 M. Rouhani et al.

importance of collaboration with fellow teachers to share skills and competencies and
motivate each other. Thirteen teachers talk about courses or seminars as a meaningful
way to learn and teach programming. Many teachers mention also practising and learn-
ing by doing as an essential part of the process. Programming is time-consuming, and
teachers need to find the required time to do this. One teacher says that programing
should be like a ‘hobby’: “Learning programming should become a hobby. One must
prioritise and spend time to learn and understand the concepts well enough” (T9). Nine
teachers expressed that a teacher professional environmentmay be an important arena for
learning to program. Educating teachers could happen internally at the school through
courses, or that the school would allocate time for teachers to learn together at school.

Time. When we talk about the PD of teachers in programming, we keep coming back to
the time issue. It is crucial to allocate enough time to practice and improve programming
skills. Fourteen teachers talk about “time” as a constraint when learning to program. E.g.,
“The fact that schools must give time to learn this, I think, is essential. Because it does
not come by itself, and you cannot expect anyone to sit down to do this on Saturday
nights because this is too big for it” (T10).

Willingness to Learn More. Sixteen teachers talk about their desire to learn more and
cope with the pupil’s motivation to learn to program. E.g., “I could well imagine such an
additional in-depth course, but the question is what you are allowed to do as an employer.
The employer wants to lift now with a minimum of programming skills. So, we get a 15
ECTS credits course now and then we are supposed to know to program” (T1). Some
teachers seem to experience that their work colleagues are unwilling or unable to learn
to program and report that this applies especially to older teachers who have started
planning their retirement rather than learn programming.

Role as a Teacher. Some teachers emphasize the importance of active learning. Pupils
need to be guided in the right directions and also learn themselves during this process.
One teacher explained that she was anxious about not having as much knowledge about
programming as necessary. At the same time, the teacher felt that there might be some
advantages because the pupils might become more motivated by knowing that they are
more knowledgeable on a subject than the teacher is. E.g., “I like knowing well what I
am going to teach. So being a week in front of the students, it’s not something I like.
But I think it is also a considerable value because if the students discover that they
know something that the teachers do not know, they become extra engaged in it and
want to show it off and get even more motivated to learn even more. So I feel a little
uncomfortable, but I know it may be excellent” (T10). Fourteen teachers talk about
their experience when learning to program together with pupils, and those who have not
experienced it but reflect on the possibility of it happening in the future. Twelve teachers
described that they have been in situations where they have had to learn together with
their pupils. E.g., “I think that I will come across that. Well, programming is relatively
new for many pupils. Still, eventually, we will work with it throughout primary school.
When they get to high school, they will probably have a completely different base of
competence than what they have now, so I imagine that it will not be long before learning
something with the pupils” (T10). Few teachers mention that they might have unrealistic
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expectations about what they need to know and put too much pressure on themselves,
probably lowering their confidence. E.g., “I think, in the textbook, the author says that
when we learn to read and write, none of us expects us to be world-famous as Ibsen or
Byron, or who at any time. We learn to read and write because we want to write a letter
to Grandma. Why do we look at programming so that if we are to learn to program,
then we must be like Steve Jobs? And it helped me lower my shoulders and the way the
instructor explains here in this course. Very calm with a good pace, do not expect you
to have fantastic prior knowledge, we begin” (T12). Another perspective that teachers
(6) have talked about is the willingness of the school administration concerning making
necessary time and resources available for teachers. Some schools are extra supportive,
while others teachers feel they do not have enough back cover.

5 Discussions

Teachers have shared their experiences and highlighted some essential points from their
perspectives on the PD in programming at the university. They seem to be comfortable
with how the program is set up, i.e. the first part (7.5 ECTS) focuses on teaching them
basic knowledge in programming. In comparison, the second part (7.5 ECTS) focuses
on didactics, i.e. how to teach programming. Teachers emphasize the importance of
connecting programming to the relevance of their subject areas from the outset, even if
the focus is on fundamental concepts, such as using relevant examples and assignments
from the subject areas in upper secondary schools. This can contribute to increased
learning outcomes and more significant engagement.

Another aspect that teachers highlight is the flexibility of the program. Since time
is a constraint, teachers are concerned with the shortest path to the goal, i.e. learning
only what is relevant to their situation in the first place to get started with teaching
programming in a short time. This offers a flexible solution where participants can set
up their learning paths. Several dimensions can make the program’s flexibility valuable:
On the personal level, participants vary in terms of their prior knowledge level, attitudes,
and motivation; on a pedagogical level, they teach different subjects, school level and
focus areas; and in a school context, the support by leadership and technical infrastructure
may vary. There is a need to support teachers with technical issues, considering that their
available infrastructure might vary. This problem could be addressed with (hands-on)
tutorials about the more common technologies and troubleshooting sessions.

Teachers also mention the project-based learning approach and the bridge model
[20] used in this PD program. They develop a teaching plan that they can use directly
in their teaching after completing this program. This may increase their self-efficacy in
teaching programming. Regarding teachers’ PD in programming after completing the
university’s programming courses, we asked them to reflect onwhat they think is the best
way of PD in programming for in-service teachers. What seems to occupy teachers the
most is establishing a community of practice, collaboration and development through
participation in courses, seminars, and self-initiatives. They emphasize the importance
of collaboration with fellow teachers to share skills and competencies and motivate each
other. Continuous development through collaborationmay be an essential factor thatmay
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be facilitated at several levels: between teachers, teachers and pupils, school & teachers
internally and externally. Even for teachers who have attended an extensive program,
most of them still feel the need to continue their learning process with additional courses,
short term workshops, a CoP, collaboration at school etc. It is therefore essential to see
any PD as a step in a life-long learning process.

Teachers are concerned with several challenges when learning to program, and the
most important one is the lack of time that may have several negative aspects. Learning
to program can be time-consuming, and in-service teachers need to develop their pro-
gramming knowledge in parallel with other duties, making it even more challenging.
The lack of time can lead to the whole PD becoming complicated and may demotivate
the individual. Therefore, teachers must receive the necessary support from the schools
(both in terms of time and financial support for purchasing equipment, etc.). Good PD is
needed to achieve the right level of competence, and that this requires adequate support
from the school. Teachers getting the time to attend courses at the university level is
beyond what a single school can generally manage. This implies that there is a need for
a higher-level commitment. In our case, schools get public support for it. We think it is
important to underline that proper qualification of teachers cannot be achieved without a
commitment that does not put all the weight on the shoulder and goodwill of individual
teachers and schools. Another point is the expectations of schools for these types of PD
programs. Many schools might think that PD in this area is something to do once due to
changes in the national curriculum, rather than as a continuous effort that requires time,
dedication, and a clear strategy.

Another practical issue is that PDs that follow the school calendar can create problems
for teachers as they already follow their pupils through the same calendar. Thus, the
exam may coincide with the exam that the students should have, which complicates the
situation for teachers. This reinforces the need for a flexible PD program, but at the
same time, we see that more teachers express that there will be challenges in finding out
what to do as the scope becomes overwhelming. Instructors must therefore follow them
closely. The role of the teacher may not be the same anymore. They point to some area
that requires changes in the way they think and teach. Teachers might have unrealistic
expectations about what they need to learn and put too much pressure on themselves,
probably lowering their confidence. Theremight be a need to scaffold teachers’ reflection
on the competence level that they want/need to achieve. Another point that several
teachers emphasize is that active learning should be an essential part of the teaching
process. Pupils need to get involved, and teachers do not have toworry about not knowing
enough about the topic. They will, to a greater extent, learn and develop in the subject
together with the students.

6 Conclusion

This paper presented the results from the analysis of sixteen interviews of in-service
teachers attending a PD program about learning and teaching programming. Our main
objectivewas to evaluate the PDprogramoffered by the university and asked the research
questions: Which strengths and weaknesses of the PD program provided are suited
for in-service teachers when learning to program? Learning programming takes time;
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how could this long learning process be supported? The main findings seem to be that
teachers are comfortable with how the program is set up. They also emphasize the
importance of connecting programming to the relevance of their subject areas from the
beginning, establishing a community of practice, collaboration and development through
participation in courses, seminars, and self-initiatives. They highlight the importance
of collaboration with fellow teachers to share skills and competencies and motivate
each other. Also, the follow-up initiatives and the need for schools to create supportive
environments for cooperative efforts andCoP are essential factors. The role of the teacher
may not be the same anymore. They point to some area that requires changes in the way
they think and teach. Teachers might have unrealistic expectations about what they need
to learn and put too much pressure on themselves, probably lowering their confidence.

The main contribution of this study is the evaluation of the PD program provided
by the university in programming. Results may be applicable in a PD program with a
similar context but not be easily generalised. All participants are from the same country
but teach on different school levels and subjects. The study focuses on teachers who
have been given by their school the time to improve their teaching. Further, teachers’
perspectives on PD in programming may be seen in the context of the university course
already being provided. The findings may be affected by the highly motivated students
who participated in this study and were pleased with the course.

As part of future study, it might be interesting to study teachers’ perceptions from
different institutions in future studies—both teachers who do not participate in any
particular PD program and those who do.
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Abstract. Programming is being widely adopted as a classroom activity
to promote computational literacy across the full spectrum of ages. As
of now, however, there is a gap between curriculum designers and the
teachers that work directly alongside pupils. Educators build their lessons
around predefined curricula and programming environments with limited
scope for customization. As a result, their involvement is limited to using
teaching resources as black boxes and creating tasks that live external to
the programming environment. This work presents a small extension to
the XLogoOnline programming environment and demonstrates how non-
technical users are empowered to define, share and evaluate their own
programming tasks. Our proposed tool is targeted at navigation tasks
on a two-dimensional grid. Different categories of tasks can be easily
assembled in graphical form and submitted solutions are automatically
verified. We report from practical experience over a time span of 18
months and give highlights from a collection of 1331 programming tasks.
The tool offers value by allowing teachers to design handouts and exams
and also encourages teamwork by allowing pupils to challenge their fellow
classmates. Beyond their use in the classroom, the idea of collecting task
sets is a useful foundation for self-guided learning, exams and even large-
scale competitions – which we intend to pursue in future work.

Keywords: Programming education · Turtle graphics · Creating
teaching materials · Automatic validation of submissions

1 Programming Has Entered Compulsory Schooling

Computer science is currently being established as a new school subject in many
countries around the world, making programming an activity that hundreds of
thousands of children and adolescents are now learning as part of their compul-
sory education. The details of how and when programming is first taught varies
from country to country [17]. To take one example, the UK’s National Curricu-
lum contains a dedicated subject termed “Computing” that comprises activities
such as programming that have deep-rooted origins in computer science. British
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children are exposed to those concepts from the very beginning of their schooling
career [1]. In contrast, the Swiss Lehrplan 21, which is being implemented by
all 21 German-speaking cantons in the country, does not contain a dedicated
subject for these activities prior to fifth grade. The curriculum does, however,
require that teachers foster algorithmic thinking in an interdisciplinary way from
kindergarten on.

Teacher Participation is Key to Enacting Change

The success of introducing a new teaching reform stands and falls with the
participation of teachers. Only when teachers actively help and support the
ideas of a reform can new ideas take root in the school system. Historically, it
is well-known that the implementation of a reform depends largely on whether
and how teachers take responsibility for the implementation of new ideas [8].

At the same time, however, there is evidence that teachers often have a
sketchy understanding of content when developing their own learning materi-
als and that targeted support is quite useful [5]. With regard to the current
introduction of computer science as a new school subject, this is hardly differ-
ent – teachers are the pillars of this reform and, without their active assistance,
meaningful change is not possible.

We argue that most current programming environments do not provide
enough opportunity for teachers to participate in the design of teaching materi-
als and teachers are thus forced into the unhelpful role as users of prefabricated
materials. Without the ability to respond appropriately to individual circum-
stances, to generate curricular content themselves, and to integrate it directly
into students’ learning environments, there is a risk that teachers may not want
to support the introduction of a new school subject.

Merits of Integrating Learning Environments with Curriculum

Many different programming languages and environments are used in schools [17];
some of which follow a free-form approach while others are task-based. These two
categories can be distinguished as follows:

– Free-form environments: We consider a programming environment to be
free-form if it is set up as generalist platform – i.e. it allows for numerous appli-
cations while not providing any concrete embedded programming challenges.
This category includes several well-known environments such as Scratch and
ScratchJr [12], AppInventor [19], TigerJython [9,18], or AgentCubes [6].

– Task-based environments: If a learning platform is designed around the
idea of a built-in collection of programming challenges that programmers
can attempt to solve, we consider the platform to be part of the family of
task-based learning environments. Examples in this category include the pro-
gramming environments Code.org, Lightbot, and Emil [7], as well as the pro-
gramming competition platforms Pisek [11] and Algorea [10].

Regardless of whether students are taught in a free-form environment or on
a task-based platform, the ultimate goal of programming education is typically
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to make students explore the most important programming concepts, become
proficient in them by creating tangible outputs, and learn how to solve prob-
lems in an efficient and elegant way. Most programming curricula used in K–6
revolve around the concepts of sequences, repetition, functions, parameteriza-
tion, branching, and variables [1]. All of these concepts can be taught using an
external textbook or via tasks that are directly integrated into the programming
environment.

We argue that neither of these approaches alone adequately addresses the
needs of teachers at the moment. Whilst free-form programming environments
allow for an infinite variety of different programming activities, decoupling tasks
from their associated programming platform has the disadvantage that it is not
possible to give pupils automated individual feedback as they progress. More-
over, it is not guaranteed that learners actually use programming concepts in a
meaningful way [13]. Task-based learning platforms, on the other hand, integrate
a curriculum directly into a digital learning platform which allows for automated
feedback. The downside of most platforms belonging to this category, however,
consists in their limited number of tasks and lack of customization.

We have addressed these shortcomings by adding a task collection mode
to the free-form programming environment XLogoOnline, effectively making it
a hybrid task-based and free-form programming platform. The proposed tool
allows teachers and students to create their own custom tasks which subsequently
can be solved and shared with others. Different categories of tasks can be easily
assembled in a graphical user interface and submitted solutions are automatically
verified by the programming environment. In the following sections, we will
present the technical basis of the tool (Sect. 2) as well as a small selection of
tasks that have been created by our user base in the past 18 months (Sect. 3).

2 An Extensible Collection of Programming Tasks

XLogoOnline [14] is a Logo learning environment currently used by roughly
70 000 users every year. Most of these users are primary school students or teach-
ers originating from any of the four language regions of Switzerland. There is,
however, also a growing population of XLogoOnline users in various other parts
of the world such as Germany, Spain, or Lithuania [15]. The platform was orig-
inally designed as a free-form programming environment that is used alongside
a programming textbook. The textbooks we usually use [2–4] constitute a spiral
curriculum from kindergarten to the end of high school [16].

This work is oriented towards K–2 but nevertheless ties into a larger frame-
work that spans K–6 (children aged 6 to 12 years). Throughout the quoted age
range, the environment comprises three stages that guide students from their
first timid steps in the world of block-based programming with only a handful
of unparameterized instructions to full-featured text-based programming with
extended features and the possibility to add any number of abstraction lay-
ers thanks to user-defined procedures. Due to their linguistic differences (i. e.,
parameterized vs. non-parameterized basic commands), the application domain
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used with the youngest age group is only remotely reminiscent of classical turtle
graphics. Instead of drawing geometric shapes using arbitrary angles and lines,
novices ages 6 to 8 years learn to steer the turtle through a two-dimensional grid
and solve navigation tasks (see Fig. 1). As we will show, whilst a pared-down
command set and grid-based task setting heavily reduce the problem domain for
the youngest pupils, with minor tweaks this basic concept still permits a wide
assortment of stimulating tasks.

Fig. 1. XLogoOnline contains two different application domains. Students aged 9 years
or older are acquainted with traditional turtle graphics where they draw geometric
shapes (as shown on the right). Children aged 6 to 8 years, on the other hand, use a
simplified vocabulary that does not provide the possibility to draw arbitrary angles.
Instead, they learn programming by solving simple navigation tasks as shown on the
left.

Programming is not only a challenge for students, but also for their teachers.
Children are notorious for only skimming over assignments [20]. As a result,
they struggle to verify the correctness of their own solutions and often rely on
external guidance to point out mistakes. For teachers with limited experience in
programming and holding the responsibility of devoting attention to an entire
class, this creates a significant hurdle.

We created a task collection made up of almost 100 predefined tasks1 which
are embedded directly into the XLogoOnline programming environment. All the
tasks require students to navigate a turtle on a two-dimensional grid using just
the four basic commands forward, back, left, and right. To start with, the
initial assignments are straightforward and ask the student to find a path to a
given object in the grid. Once basic movements have become familiar, additional
requirements are introduced such as obstacles that cannot be traversed, multiple
objects that need to be collected, or finding a solution with constrained vocabu-
lary. Latter tasks rely on students identifying patterns and writing more concise
solutions by identifying symmetry and making use of the command repeat.

All of these tasks can be clustered in three rough categories: (i) tasks that
contain exactly one target cell, (ii) tasks that contain several target cells which
all need to be visited in a specific order or randomly, and (iii) tasks that
1 https://xlogo.inf.ethz.ch/release/latest/mini.

https://xlogo.inf.ethz.ch/release/latest/mini
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Fig. 2. The three tasks “find the strawberry”, “collect the letters in the order implied
by the word TURTLE”, “find a green triangle without standing on a square” represent
instances for each of the task categories (single target, multi-target, added restrictions).
(Color figure online)

contain additional restrictions such as forbidden cells or a constrained vocabu-
lary. Figure 2 shows some instances of tasks that cover all three of the mentioned
categories.

2.1 Finding Common Ground: Task Data Structure

Despite their differing formulation, all the previously-presented tasks share the
same fundamental structure. That is, each task consists of three main elements
that must be specified individually:

1. Tiles: Each task consists of a grid with one or more grid cells that must be
arranged contiguously, but not necessarily in a perfect rectangular configu-
ration. Each cell in the grid is uniquely identified by its x- and y-coordinate
specifying its absolute location. The coordinate at the top left always corre-
sponds to the location (0, 0). All other cells are identified by their horizontal
and vertical distance from this cell.

2. Turtle: Each task must contain exactly one turtle whose initial location on
the grid must be specified in terms of an x- and y-coordinate. The turtle’s
initial orientation can be expressed using one of four possible states: 0 (facing
North), 90 (facing East), 180 (facing South), or 270 (facing West).

3. Objects: As depicted in Fig. 2, there are several kinds of objects that can
be used as part of a task assignment. Four categories of objects are provided:
(i) strawberry and lemon patches with up to 4 fruit per field, (ii) eight color-
ful circles, (iii) nine colorful shapes including triangles, squares, and crosses,
(iv) Unicode characters such as letters, digits, and emoticons.

Within the programming environment, tasks are represented using an inter-
nal data structure that contains detailed information for each of the task ele-
ments listed above. Figure 3 shows a side-by-side comparison between a visual
task and its corresponding internal representation.

The presented data structure is suitable as a universal representation as it
allows millions of different tasks to be described by the same underlying struc-
ture. XLogoOnline offers an embedded graphical user interface allowing both
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Fig. 3. A simple task containing four grid cells, a turtle and two special objects. The
code shows how the visual task on the left is represented internally.

teachers and students to intuitively develop and share their own exercises with-
out having to look at the structure inside. The interface is able to interpret and
visualize any task written in this format.

Without the possibility to check the correctness of student solutions, the
tool permits sharing of ideas but serves only half of its educational purpose. The
next logical extension is to explain how the data structure can be extended to
automatically verify student submissions and – in the case of faulty solutions –
to provide targeted feedback, which we will now elaborate on.

2.2 Solution Verification

In this section, we explain how arbitrary solutions for the task categories pre-
sented earlier can be automatically verified. We discuss what different kinds of
tasks exist and how each of these task classes can be verified.

So far, we have managed to represent all navigation tasks with one single
unified data structure. Therefore, the question arises: Does this conceptual sym-
metry also apply to the aspect of solution validation? The answer, sadly, is ‘no’.
Despite superficial similarities, the correction of seemingly-related tasks often
differs substantially and several differing verification strategies are needed to
fully cover the spectrum of possible tasks.

Broadly speaking, the realm of different tasks can be clustered into three
categories: (i) tasks with one target, (ii) tasks with multiple targets, (iii) tasks
with additional restrictions. However, these categories need to be broken down
further to actually differentiate all relevant classes from the verification point of
view. Specifically, we identify a total of six different task types, namely:

– A: Tasks with one target field.
– B: Tasks with multiple targets.
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• B1: Items can be collected in any order.
• B2: Items must be collected in a specific order.

– C: Tasks with additional restrictions.
• C1: Tasks with obstacles, i.e., forbidden fields.
• C2: Tasks with walls, i.e., forbidden passage between fields.
• C3: Tasks with restricted command set.

Fig. 4. A simple task containing one success field and one forbidden field.

The constraints and requirements of categories A, C1, and C2 all relate
to properties of the grid structure and cells therein. Accordingly, the “tiles”
attribute can be annotated with information that describes the specific task
type. Any cell in the grid can be labeled as the designated target by setting the
“success” flag in it. Likewise, grid cells can be marked as inaccessible terrain by
applying a “forbidden” attribute (as in Fig. 4). In addition, the “walls” attribute
is used to shield fields from one side only.

Fig. 5. A task that requires three fields to be visited in a specific order to form the
character sequence ‘ABC’.

As soon as a task requires more than one target (as in task types B1 and B2),
the question arises whether the individual targets are independent of each other.
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If this is the case, it is sufficient to annotate several cells with a corresponding
“success” flag. If, however, the cells are to be visited in a specific order (as in
Fig. 5), an adapted representation must be used. In this case, the task contains
Unicode characters which are accessible via the “value” attribute of a special
object. Using these values and a simple concatenation of all visited fields, we
are able to distinguish the correct solution “ABC” from an incorrect one like
“CBA”.

Fig. 6. The task asks for a meaningful concatenation of the four letters ‘D’, ‘I’, ‘E’,
and ‘T’. There are, however, multiple correct solutions to this question. We need to
note them all as valid solution candidates.

Some tasks may inherently permit more than just one correct solution and
there is no technical barrier to prevent users from creating such tasks. Figure 6
depicts a scenario where this is the case: using the four given letters ‘D’, ‘I’, ‘E’
and ‘T’, we are required to form an English word. The obvious solution “DIET”
could be substituted by any of the following alternative words: “EDIT”, “TIDE”,
“TIED”. All four solutions are valid and should be recognized as acceptable by
the automatic verification mechanism. In order to reach this goal, we need to
extend the “solution” entry with all possible solutions to the task such that the
algorithm is able to validate that the student’s submitted solution comes from
this permitted set.

The last category of tasks C2 imposes constraints on the linguistic level (i.e.,
tasks may restrict the vocabulary that can be used or the number of commands
allowed in a solution). This idea is especially intriguing when working with the
repeat statement which often goes hand-in-hand with a drastic reduction of
program length. In order to restrict solutions linguistically, we state which com-
mands are allowed to be used, how many such commands are permitted, or what
total length the final program is allowed to have. Figure 7 shows an example of
a task with a restricted command set.
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Fig. 7. All 4 berries must be collected with at most 4 commands.

In this section we presented the underlying representation form and mecha-
nisms used to support custom tasks within XLogoOnline’s learning environment.
All the previously-presented features are fully integrated and accessible from a
graphical frontend. In this way, teachers have the possibility to create custom
content for their class and adapt tasks to the linguistic, cognitive, and cultural
background of their learners. In the next chapter we dive deeper into this col-
laborative aspect and present new and imaginative tasks that were created by
our user base.

3 Case Study: User Activity During the Past 18 Months

Our tool also offers a graphical frontend from which users can easily design,
test and publish custom content directly within the XLogoOnline programming
environment. This task creation mode has been publicly available since January
2020 and, from the very beginning, it has been used by both teachers and stu-
dents alike. Over the past 1.5 years, community contributions have grown to
number well over 1331 tasks. To give a glimpse of this valuable dataset, we will
now present a few exemplary tasks of particular interest.

One noticeable observation within the data was the presence of numerous
misspellings and linguistic errors in a non-negligible proportion of all tasks. These
errors are characteristic of our target audience (children aged 6 through 8) and
we consequently assume that some teachers actively use the tool with their pupils
in class. To help pick apart these differing audiences, we divided the data into
two categories using the presence of orthographic errors as a rough indicator of
whether the task author was presumably a child or an adult. We acknowledge
that this criteria isn’t foolproof and defer a more thorough analysis to future
work.

Among the tasks we attribute to adults, we see a broad variety of task types
and, in particular, several imaginative examples that rely on transfer from other
fields (e.g. spatial reasoning, arithmetic) which were not previously included
in our task collection in this form. Figure 8 shows two such examples: (i) The
first task requires students to connect digits and mathematical operators in a
grid in such a way that the resulting text is both a valid and numerically-correct
mathematical statement; (ii) The second task falls into the category of tasks with
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Fig. 8. Two examples of teacher tasks. The task on the left requires pupils to first iden-
tify a mathematically valid statement and then make the turtle discover the equation.
The task on the right is a natural use case for the repeat statement.

restrictions. In this latter example, the turtle is expected to find the strawberry
at the end of a slalom using the shortest possible representation. In order to solve
the task, students need to make use the repeat statement. We consider both tasks
as a testimony that teachers – when given the opportunity – do indeed come up
with highly creative and cognitively-appealing tasks.

Fig. 9. Two examples of student-created tasks. Both cannot be solved correctly.

Ultimately, tasks are intended to support pupils in their learning. If we
instead look at tasks created by children themselves, these are more playful and
exploratory in nature. There are numerous interesting examples that show how
students explore the limits of the provided rule system or otherwise try to test
the feasibility of tasks. Whether intentional or not, there are several instances
of tasks that have a clear formulation yet are unsolvable as given and in Fig. 9
we see two such examples. Though the attempt didn’t succeed in these cases,
this shift to the pupil’s point of view is valuable as it gives the teacher a window
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into how the pupil operates and what they think. In any case, the tool obviously
provides a learning ground for pupils to explore the system they work in and
expand their understanding.

4 Conclusion

Computer science has established itself as a vibrant and growing discipline in
research, however, is still as-yet unformalized and unfamiliar to the broader pop-
ulation of educators. With many countries having recently introduced Computer
Science as a new subject across all age ranges, teachers are being forced to re-
orient themselves and are confronted with the daunting task of creating new
teaching materials, exercises, differentiation tasks, tests and more. Naturally,
there are a range of books, curricula and learning environments that exist, how-
ever, these touch on a specific set of topics, present closed facts and overall leave
little room for tweaks and adaptation. Precisely this adaptation is vital as it is
well-known that educational reforms must be supported and directly driven by
teachers to be successful. Formulated differently, this implies that teachers need
the possibility to create individual learning opportunities for their students.

In this work, we presented a collection of navigation tasks where pupils direct
a turtle around a 2D grid and collect various objects. Aside from demonstrating
how the same basic structure permits a range of task difficulties for different
ages, we formalized a technological solution that is tightly integrated within the
XLogoOnline programming environment. Using the new task collection mode,
teachers – or even pupils themselves – are able to playfully design, test, and
share their own tasks without any background knowledge. As an added benefit,
the environment includes an automatic verification mechanism that provides
students with individualized feedback, allows them to progress at their own pace
and reduces the burden on teachers. Because of these attributes, the tool is well
suited as a platform to host in-class exams or even competitions. We have begun
early exploration in this direction and plan to further develop this aspect and
eventually create a full-featured programming competition platform that allows
pupils to practice in an authentic context, supports the workflow of designing
new problem sets, and facilitates distribution and grading of tasks.
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Programmieren mit LOGO. ABZ, Ausbildungs-und Beratungszentrum für Infor-
matikunterricht (2015)
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https://doi.org/10.3929/ethz-a-010871088
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Abstract. Computer Science in K-12 education has had many issues
over the years, especially for those who teach—creating lessons, finding
resources, lacking official education in the field, keeping up with constant
changes in the field, and feeling isolated. These issues have been mapped
by various research efforts, where one found that two-thirds of teachers
in the US lack a degree in the field. Contributing to the list of issues
and their understanding can show a better path towards helping K-12
computer science teachers with their practice. Furthermore, the need to
understand the specific context of computer science education in relation
to a country is present. It further helps understand the specific needs
that teachers have for their practice and professional development. We
investigate the challenges in teaching computer science at the high-school
level in Serbia while exploring opportunities for professional development
and usage of reflection in teachers’ practice. We focus on teachers as the
audience, which has to stay up-to-date in a fast-changing computer sci-
ence field while facing numerous issues already found in the literature
and voiced at teachers’ conferences, seminars, and workshops. Partici-
pants expressed having issues with content and ever changing nature of
computer science. While they expressed the need to learn and improve,
professional development courses are lacking which is taking the toll on
the teachers. Reflection, although useful, is not used by everyone and
mandatory reflection only adds more paperwork to already high work-
load.

Keywords: Computer science education · K-12 · Challenges ·
Professional development · Reflection

1 Introduction

The computer science (CS) field is somewhat young in education, compared to
the well-established subjects such are mathematics and physics. While many
things are going on at the university level, CS in K-12 is relatively small, and
there are many more questions than answers.

CS teachers often do not have a degree in the field, which is true for two-
thirds of CS teachers in the US [9]. These and similar findings show the need for
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training in-service CS teachers and supporting them in developing their skills
and knowledge while also creating a community they can turn to for support
[15]. Over the years, many PD efforts have emerged [11,12]. However, existing
programs are usually in the form of summer schools, seminars, and short-term
solutions; additionally, it is said that these solutions require using teacher’s free
time, travel, and additional financial resources [12].

In well-established and less change-prone subjects, it can be expected that
the competencies a teacher needs to have are clear and set. However, as CS is
a field with constant changes in content, needs, and relevancy, official teacher
competencies are absent. Additionally, across countries, CS programs differ, and
there is no consensus on what a High-School student should know after gradua-
tion.

Understanding what teachers are doing and can do about learning while
at work is a crucial point. Teaching is an overall high workload and responsi-
ble work. Adding to that constant changes in the field and staying up-to-date,
learning in the workplace represents a high potential to bridge the gap between
work and PD.

2 Background

2.1 Challenges in Teaching Computer Science

Teachers encounter many challenges in their careers. Having to balance transfer-
ring knowledge with paying attention to student needs is in itself a very demand-
ing position to be in. Adding the characteristics of CS to the mix greatly compli-
cates this work. It was shown that CS teachers face problems of different nature;
these include feeling isolated, lack of PD opportunities, and lack of official CS
teaching training or a degree, to name a few [20]. It is important to note that
mentioned challenges represent the perspective of teachers in the US. Since each
country is finding its way of dealing with CS and figuring out the best practices,
these challenges might not be present elsewhere. A study from the UK says that
implementation of computing raised challenges for teachers such as knowledge
of the matter, how to approach the teaching and how to assess it [18]. However,
the challenges mentioned in the UK relate to the education reform that calls
for the inclusion of computing into other subject matters and not computing
subject itself.

CS is, compared to other subjects, relatively new and it is still not well
established, which is one of the challenges as teachers struggle to identify the
subject matter that they are teaching [14]. Authors state that lack of official
training, official certification, and a mix of CS with other topics hinders building
a sense of identity as a CS teacher. It is worth mentioning that literature is
missing further and systematical identification of challenges that teachers face.
The most comprehensive list of challenges comes from [20]. The authors identified
content, pedagogical and assessment challenges as the main ones. In-depth results
show limited content knowledge, having a hard time teaching while learning,
keeping all students engaged and focused due to the student-centered nature of
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CS, student group size, difficulty in addressing students individual CS needs,
and lack of suitable assessment tools.

2.2 Computer Science Teachers’ Professional Development

Majority of teachers in the US have no or little experience in the field of computer
science and with programming [13]. The Committee on European Education
stated in their report [5] that CS teachers should have formal competencies.
However, the current situation is that there is a lack of CS teachers with formal
competencies and they recommend to perform continuous teacher training as one
of possible solutions [5]. To that extent, another report states that the major
problem among CS teachers is lack of content knowledge [8]. Looking at studies
that reported problems among these lines, it is obvious that, however similar
the issues are, they need to be seen from the country specific point of view
as the differences are vast. For example, curriculum in each country are quite
different, which can even be a case from municipality to municipality. Another
example is differences between schools - as in Serbian High Schools teachers can
choose different books and different programming languages these differences
among teachers become even bigger. With these problems in mind we see the
need for both pre-service and in-service training for CS teachers, which can
not only help them with the content knowledge but also with pedagogy needed
for teaching CS. For example, in the US, in comparison to other subject areas
such as mathematics, CS PD efforts are modest, and one in 10 schools has a
CS teacher in their staff [6,12]. A review of the studies that were published
between 2004 and 2014 states that the PD efforts are on the rise and that they
are increasing in number [12], however, it is worth mentioning that the authors
looked at traditional PD form - summer schools and workshops. Authors found
that most of the PD programs lasted less than one week in addition to more than
a half being one-time program and not spread over time. Most of the programs
have incorporation of computational thinking as their main goal and right behind
is increasing CS knowledge and skills of teachers, especially those with low to no
knowledge of CS. Authors, however, did not state to which extent is this part
practical and to which is it theoretical and use of particular software in these
PD programs was reported as such which might show hands-on part of these
PD’s.

2.3 Refection in Education

Reflection has been researched for many years, and it has proven to be an impor-
tant concept in education. Schon [17] has argued that reflection is an important
learning tool in professional education and that, due to the variety of complex
and sometimes unusual problems that arise, reflection could be a good solution
in practice. Over the years, many definitions of reflection have been established,
some general while some concentrated on specific use cases. An accepted defi-
nition that is most appropriate from the standpoint of education was given by
Boud et al. [2]: reflection in the context of learning is a generic term for those
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intellectual and affective activities in which individuals engage to explore their
experiences in order to lead to new understandings and appreciations. Translat-
ing this definition into the practice of a teacher, we can see that, for example,
using reflection in the context of experiences in the classroom can lead to new-
found knowledge that should bring a change in the behavior of a teacher, thus
improving the practice. However, this process is not as straightforward as it can
seem to be. Many research efforts have explored and proposed various models
and tools to use reflection in education efficiently. The use of reflection in educa-
tion is said to encourage critical thinking skills, and understanding of self within
the practice [16].

One of the ways a person can keep track of their reflections is by keep-
ing a reflection diary. A study reported benefits of said activity for teachers to
be fostering self-awareness, constructing and expanding personal understanding,
developing reflection and reasoning skills [1]. However, it is important to see
what are the opposing sides of this activity. The same study reported complex
preparation for writing such a journal and conflict between transmission-oriented
schooling and a reflective task. Although most of the studies are not concerned
with CS teachers but rather the ones from a variety of other subjects, charac-
terises could be transferable before the consideration of the specific needs of CS
as a subject.

Another study that used reflection diaries, this time at a university level, for
CS teaching assistants, reported positive results. Authors state that reflective
diaries are the most prominent of tools for reflective practice with the opportu-
nity for self-education and improves performance [19]. The team found that such
a tool supports reflective practice, connects teacher training sessions and actual
teaching, and the tool had a broader impact, e.g., being used by TA’s from other
subjects and faculties. As with any tool, there were negative sides - dropout and
irregular use, clash with other tools that were in use, etc. [19].

2.4 Study Reasoning

Given the previously mentioned issues and topics, CS has its own set of problems
regarding teaching. In a field with swift and irregular changes, it becomes obvious
why a teacher would have issues to start with. In addition, having large groups
in an individual-centered subject where problem-solving is a dominant way of
working, we see that CS teachers have problems of different nature. Exploring
mentioned topics with HS CS teachers in the context of country-specific regula-
tions can yield exciting findings towards a more profound understanding of these
issues and offer a direction towards future studies in offering a research-based
solution. We asked:
What are the challenges that HS CS teachers face in their practice?
Which PD opportunities are offered to teachers and how do they see it?
Do teachers, and in what way, employ reflection in their practice?
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2.5 Computer Science Education in Serbia

The following information was obtained from interviews and discussions with
participants and professors at the University of Belgrade.

The subject of Computer Science in Serbia is called Computing and Infor-
matics, and it is mandatory for students from first to last year of High School
(Ages 15 to 19). There are official books for the subject offered by the Ministry
of Education from various publishers and authors, out of which schools choose
one that their teachers will use for this subject. The program is, therefore, estab-
lished and followed by the teachers.

The official program from the Ministry of Education of Serbia for CS (natural-
mathematical (NM), social-linguistic (SL)):

– First year - 74 classes
• Information and communication technology in modern society
• Computing
• Organizing files and adapting the working environment
• Crating and editing digital files
• Programming

– Second year - 74 classes
• Spreadsheet software
• Word processor
• Programming

– Third year - 37 classes (NM & SL)
• Vector drawing software (NM & SL)
• Web Design (NM & SL)
• Java Script basics in relation to Web page presentation and functionality

(NM)
– Fourth year - 66 classes (NM), 33 classes (SL)

• Databases (NM & SL)
• Computer networks and internet (NM)
• Servers (NM)
• Areas of application of modern computing (NM & SL)

The University program that offers education for future CS professors is
offered at the Faculty of Mathematics. According to the professor at this uni-
versity, the numbers of students applying for this program are getting lower
each year due to the high salary difference between working in IT Industry and
education. However, it is possible to teach CS with education from and univer-
sity oriented towards engineering, technology, and similar. However, there is a
process of certification towards teaching CS, but the process is unclear.

3 Methodology

This study is a part of a Ph.D. thesis research work aiming to explore how reflec-
tion can aid in-service teacher practice and professional development. Study with
Serbian HS CS teachers is envisioned as an explorative study to determine the
issues teachers face, use of reflection and views, and cases of PD opportunities.
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3.1 Sample and Recruitment

The target sample was in-service HS CS teachers in Serbia. This sample was
chosen on the merits of experience in the field that can yield the best possible
experience overview regarding the research question.

Sample recruitment was done through several channels: Ministry of education
public list of CS teachers, direct contact with the randomly chosen principal
of public high schools in Serbia, contact with instruction manual book authors
who collaborated with a larger group of in-service CS teachers (list contained
around 100 active CS teachers). Therefore, the participation was voluntary, and
no compensation for participation was offered. The sample included 11 HS CS
teachers, nine of whom teach in general HS while two teach in vocational HS.

3.2 Semi-structured Interview: Reasoning and Procedure

This study is of explorative and descriptive nature, and all of the data collected
is qualitative. The semi-structured interview was chosen due to its flexibility as
it was important to capture the opinions and the experiences of the sample while
allowing them to express themselves more broadly [7]. Additionally, having in
mind that the study is a smaller scale and that author wanted to capture the
experiences, the choice of the method showed to be appropriate [4].

All of the data in this study was obtained through semi-structured interviews.
Due to the global pandemic, most of the interviews were conducted in an online
form, using the preferred software solution of the participants. Several interviews
were conducted in person where there was a need for it due to the participants’
busy schedules.

Participants received an invitation for participation in the research through
the mentioned channel with the author’s contact information. The invitation
contained information about the purpose of the research, the methodology that
was used, the way of obtaining the data (through audio recording on a non-
internet connected device) as well as the information that no personal details
will be collected and that any identifiable information will be omitted in the
transcripts. Participants were informed of the right to stop the interview at any
point or to withdraw their records at a later time.

3.3 Data Recording and Analysis

As previously mentioned, data was collected using a non-internet connected dic-
taphone. The recordings were transcribed and analyzed using thematic analysis.
The analysis was performed using steps described in [3,10]. The thematic anal-
ysis provides the opportunity to find important and interesting patterns in the
recorded data and then use the recognized themes to answer and discuss the
proposed research questions [10].



Problems, PD and Reflection of HS CS Teachers in Serbia 153

4 Results

Thematic analysis of the interviews with Serbian high school computer science
teachers revealed several themes about challenges, competencies, professional
development, and reflection in their practice.

4.1 The Need for Learning

These teachers expressed the need for constant learning and improvement within
their professional practice, like what students do.

Content Knowledge. The majority of the participants pointed out that a
competent CS teacher needs to have as much knowledge as possible. Several
participants added that they assume this is true for any subject taught at school,
but CS has rapid changes that happen often.

– “I assume that every teacher needs to have very good knowledge on their
subject, same goes for the subject that I teach. It is definitely harder to keep
that over the years as you get older as things in this subject are changing, and
they are changing fast, and quite quickly you can find yourself being run-down
by the “tech kids”.”

– “...constant learning. I think that this is imperative for any CS teacher or
professional. I need to know as much as possible about all the themes that I
teach so I can transfer that knowledge efficiently to the students, and I can
then get creative when I feel comfortable.”

– “Learning, constant learning! That is what I tell everyone, even my colleagues.
There are changes so often, which is also why I like CS, it keeps me on my
toes, but it sometimes is hard to keep up, especially with age.”

Mastering the content knowledge is important for a teacher, but what partic-
ipants pointed out is a constant need for this in CS. While there is some stability,
similarly to other subjects in theory and history, other areas in CS are subject
to swift and often irregular changes.

Practical Professional Development. CS teachers in Serbia have to attend
a two-day seminar viewed as a licensing and PD course. The Ministry of Edu-
cation organizes these seminars in collaboration with a private company or an
institution in charge of a PD part, while another entity is in charge of presenta-
tions.

Most of the participants view these seminars negatively, describing them as
some numbers on a canvas during the first day - often not CS directly related,
and some quick course on the second day. It was expressed by the participants
that they cannot learn anything useful for their class during this PD effort, and
they mention the need for a more serious course or summer school.

One participant briefly explained:
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– “The seminars that I mentioned, those are the only organized, so-called PD
that I am aware of! I went to a few of them. It is all just talk and no useful
advice. I think those are organized out of formality and that some company...”
“There needs to be more PD opportunities but organized by professionals in
the field, and they need to be practical - for example, a crash course on Python
would be nice, even an online one but explained in accordance to the book!”

Most of the participants explained that they are eager to learn and improve
through courses, but in-person courses are hard to find, they are not counted
for working hours. Furthermore, it was said that practical courses would create
better teachers and make their jobs easier, and adapt to changes.

Other Knowledge. In addition to content knowledge, these teachers see addi-
tional knowledge that a CS teacher should have and improve.

Handling the equipment and the ability to troubleshoot was mentioned by
several teachers. It was pointed out that when a computer or a specific software
returns an error, a teacher should quickly solve it. Otherwise, they run into the
risk of losing valuable time during a class.

– “...computers are outdated, which does not mean that it is not possible to work
on them, but if you do not have good technical literacy as a professor, it will
not be easy for you to solve problems that occur with outdated equipment.”

This quote shows that a teacher should be able to solve a problem on both
the software and hardware end. Again, this statement can be true for a teacher
of other subjects and their equipment, e.g., a Biology teacher and a microscope.

4.2 Other Challenges

In the previous theme, we saw that in addition to the need that teachers have for
PD, learning, and improving, they have challenges with those exact segments.
Continuing, we saw other challenges that these teachers discussed.

Poor Instruction Manual - Subject Book. There is a subject book or an
instruction manual that closely follows the curriculum, provides instructions,
definitions, and knowledge in the written form for students. For teachers, these
books are sources of examples and exercises and written forms of knowledge they
refer to. However, the books that are approved do not always meet this criterion
for various reasons.

– “There was a good book many years ago, but it is obsolete now. Usually, they
make a new book that is a recycled version of an old one, and then we have
to fill in a lot from the internet or our own knowledge. What they do now is
give us guidelines, for example - go to this website and learn from there.”
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Some participants raised the point of the subject book falling short of what
it is supposed to offer. Participants usually discuss political matters and policy
problems that refer to the Serbian context when asked to elaborate.

– “Book with instructions is quite obsolete, let us say. It feels like it is something
from the 80’s and there are not a lot of practical or relevant things in there,
yet we have to use it.”

It is important to understand that there are usually several books by different
authors in the Serbian school system that are offered for a school year. That is
followed by CS teachers of one school discussing and choosing one book listed
as the official, mandatory book offered in that one school. CS in another school
can be taught with a different book. Hence a teacher from one might not be able
to help a teacher from another. One participant pointed this out:

– “...school can choose a book that the Ministry offers, and there is a choice,
but books are wildly different, so if a student from another school would ask
me something, I might have no idea what it is about, and nothing about the
topic that they are learning. So, two schools 1km apart can have completely
different matters as far as CS is concerned.”

A variety of books led to teachers reporting a lack of uniformity where one
can expect a student from any HS to have certain knowledge, or when one teacher
enters a discussion with a colleague from another school they might, and quite
often are, in different CS themes during a school year.

Curriculum Changes. Each school reform brings a set of changes that are sup-
posed to improve upon previous and further improve the curriculum of various
subjects. A school reform is a big job, and it requires time and vision. However,
due to various factors, these reforms in Serbia happen irregularly, sometimes
with a long break in between or too often. The participants pointed out that
current and some previous reforms seem more like a formality than serious and
comprehensive work aiming to help teachers and students. This leads to more
workload for teachers, radical changes, and it imposes new topics for CS teachers
without offering them preparation.

– “CS reforms are happening too often without teacher involvement. Just before
the school starts, they change the content, order of the topics, a book, etc.,
and I have to adapt in a matter of weeks, even though I disagree with the
changes. And this is the fourth reform in a short period of time.”

When these reforms are imposed on teachers without preparation time or
presentation of new materials, it creates a high workload for teachers, possible
insecurities while possibly lowering the quality of teaching.
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Student Motivation. Several participants have expressed difficulty in moti-
vating the current generations of students. Teachers mainly refer to the outdated
equipment being the issue and the generation of students used to mobile tech-
nologies and not the stationary computer. Teachers also stated that students do
not see or understand the need for any of the materials taught at this level.

– “Another thing is that it seems to me that students are demotivated when
they see outdated computers because their phones are in 90% of the cases
more powerful hardware devices...they are mostly interested in an attractive
user interface and do not see the benefits of programming...”

– “Unmotivated students. They work on old computers and they are impatient
and cannot wait for a slow computer to open software. Also, I am not sure
that they see much point in many of the themes if they are not interested
beforehand. They are mostly interested in their phones. If I could teach them
about those, I think they would love it.”

4.3 I Reflect and I Do Not Reflect

CS teachers in Serbian high schools are required to fill in what is called pedagog-
ical diaries. These diaries contain evaluation (without grades) for all students
and finally for teachers themselves. This activity has questions that could trig-
ger personal reflection in teachers. However, it has a vast amount of paperwork
to be completed that teachers report being a hindrance in their work. Teachers
mostly did not express positive opinion towards these diaries as they did not see
a real value of having such a document. Without clear access to these diaries one
postulate that having a mandatory reflection on each student through a specific
format is far too much work for one person, while at the end a teacher cannot
dedicate enough time for self reflection and evaluation.

Several participants reported that reflection in general is helpful for them
and their practice and that they use it from occasionally to regularly. Most of
the participants who reflect do so when the issues in their practice arise.

– “Today I usually reflect on some small issues, or if I really see that I need
to change something in the way I teach...It has been so far quite useful to
improve my teaching. For other situations, it has been quite irrelevant.”

A participant pointed out that an individual cannot solve general issues dis-
cussed in previous themes and that reflection is of no use.

Participants who reflect reported that they write their thoughts down in their
notebooks while others keep thoughts in their heads. They explained that their
style of thinking is in effect here. Those who keep their reflections in their head
do so also to avoid more paperwork.

AS far as the pedagogical diaries go, teachers are divided with their feelings
towards it.

– “The ministry requires us to use a pedagogical diary in which we should enter
problems, goals, progress and the like, but I have neither the will nor the time
to deal with the paperwork of that type.”



Problems, PD and Reflection of HS CS Teachers in Serbia 157

– “I also have to complete self-evaluation, which helps me with some prompting
questions when I am tired and do not have much energy to think about it.”

Those who reflect say that the practice was not due to their education as
a teacher but rather something they found helpful over the years of practice or
something they heard or saw from their colleagues. Those who reflect additionally
stated that reflection helps them progress, tackle issues that arise, and lower the
workload in some cases.

5 Discussion

Computer Science as a field differs from others in several areas. Swift and irregu-
lar changes in the field, individualistic nature, problem-solving approach, lack of
unity of what is taught on a global and local level, to name a few. The voices of
teachers are important, given that they are responsible for transferring knowl-
edge in mandatory education. The context of a country is important. Serbia
has specificities in how CS is taught, how CS is approached, what curriculum
consists of, etc.

The issues that these teachers reported match some of the issues reported
in the literature. Namely battling the content knowledge in CS [8,20]. Due to
the nature of CS, it is obvious why this presents the problem for in-service
teachers and why this is explored for pre-service teachers and those in training.
This issue goes directly into the growing need for well-organized, thought-out,
and connected with curriculum professional development courses, which is in
line with lack of such efforts as reported in the literature [12]. However, with
such PD efforts, there is a problem of time consumption for the participants.
Having already high workload of teaching, adding PD courses might be prob-
lematic for some, which is why we asked about the experiences of reflection and
reflective practice. Literature showed the usefulness of reflective practice and its
importance in learning on the job, thus gaining professional improvement. This
study found that not all participants reflect, mostly said due to time consump-
tion or lack of perceived usefulness. However, those who reported reflecting on
their practice voiced their positive outcomes with this activity. In their practice,
they gained valuable insights and behavior change in teaching that they saw as
improvement, in some cases short term while in other long-term.

At the present state, teachers are trying to tackle these issues on their own
using various techniques. However, they reported that it is taking a toll on them,
and some of them also reported the loss in their professional motivation.
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