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Abstract. PrROB2-UI is a modern JavaFX-based user interface for the
animator, constraint solver, and model checker PROB. We present the
main features of the tool, especially compared to PROB’s previous user
interfaces and other available tools for B, Event-B, and other formalisms.
We also present some of PROB2-UI’s history as well as its uses in the
industry since its release in 2019.

1 Introduction and Motivation

This paper presents PROB2-UI, a JavaFX-based user interface for the animator,
constraint solver, and model checker PROB. The core of PROB is written in SIC-
Stus Prolog and supports formalisms such as B, Event-B, Z, TLAT and Alloy.
Initially, PROB had a Tcl/Tk interface, first presented in 2003 [28], but with
roots dating back to around 2000. Later the command-line interface PROBCLI
was developed, which is still being heavily used for testing, data validation, and
batch verification. For example, PROBCLI is used for data validation of railway
systems, see [7,27] or Sect.4 of [3].

Around 2005 we started to integrate PROB into the Rodin tool for Event-B,
requiring integration with Java and the Eclipse user interface. For this purpose,
an interface was added to PROBCLI, allowing Java code to control PROB by
sending commands over a socket. This resulted in the first version of PROB for
Rodin. Its user interface was more intuitive, appealing and modern than PROB
for Tcl/Tk, but did only provide a limited set of features (e.g., it had no state
space visualisation or projection features).

At that moment we had to decide whether to fully focus on Rodin and
Eclipse, or keep PROB and its user interface independent of it. In the end, we
decided to develop a new lightweight Java API allowing end-users to customize
PROB independent of Eclipse. This resulted in the development of the PROB2
Java API, which was available in 2014 (cf. Sect. 2 of [20]). After several unfruitful
attempts at developing a new user interface, we started to work on a JavaFX user
interface in 2016. The first stable version 1.0.0 was released in 2019. PrROB2-UI
has been used within our team for a variety of case studies, e.g., for an automotive
case study [29]. It has also already been used for several industrial applications
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(many confidential). In particular, PROB2-UI was used successfully during the
demonstration of the ETCS hybrid level 3 concepts [13,14] at runtime. Here,
model traces were captured during field tests and could be replayed along with
a visualisation plugin for fine-grained retrospective analysis. Another use was
made for modelling key properties of a CBTC zone controller in [6].

2 Features of PROB2-UI

Figure 1 shows the main window of PROB2-UI. On the right-hand side, you can
see the project view. A project contains a group of (related) models along with
preference settings and configurations for validation and verification tasks. This
lets the user easily re-check these tasks, e.g., after modifying a model, without
having to re-enter the parameters. The project information is stored in a project
file; it contains a list of models and tasks with their status, a list of preference
settings along with visualisation, simulation, and trace files. An overview of the
status of all verification tasks is shown in the “status” tab of the project view.
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Fig. 1. Main window of PrRoOB2-UI

Animation. After a model has been loaded, the user can animate the model. In
contrast to simulation, an animator allows the user to interactively select the
execution steps. This is done in the operations view, where PROB has precom-
puted all enabled operations (up to a user-provided limit). By clicking on an
operation, the current state of the model is changed, which can be seen in the
state view. It is also possible to enter some of the operation’s parameters and
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an optional post-condition to execute an operation. This is for example useful
when not all operations were precomputed by PROB.

The state view displays the current and previous state of the model, high-
lighting differences. In addition to variables and constants, the view also shows
predicates such as the properties (aka axioms), invariants, or the guards of opera-
tions. Complex expressions and predicates can be expanded to inspect the values
of individual sub-expressions/predicates.

During the interaction with the model, a trace of all executed operations and
visited states is maintained. One can navigate through this trace in the history
view, e.g., to return to a previous state and then execute an alternate operation.
The history can be saved to a file. The saved trace files are shown in the replay view
on the left-hand side, where they can be replayed by a simple click. These trace files
contain the exact parameter and variable values for each animation step, which
allows replaying the trace exactly even if some operations are not deterministic.

Visualisation. PROB2-UI provides various ways to visualise the currently ani-
mated model. For example, it is possible to visualise the state space, the machine
hierarchy, event hierarchy, formula trees etc. Figure2 shows a state space pro-
jection [25] of the model from [29] on the right-hand side.
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Fig. 2. Graph visualisation window of PROB2-UI with projected state space

The visualisation tool VIsB [39] can be used to create interactive visualisa-
tions using SVG images and a glue file. It was previously a PROB2-UI plugin,
but is now available in the regular VisB view, as shown at the bottom of Fig. 1.
In the view, the user can see a visual rendering of the current state and exe-
cute operations by clicking on visual elements (as stipulated in the glue file). A
very recent feature is the export of an animation trace as a stand-alone HTML
file containing the visualisations. This HTML file can, e.g., be sent via email
to domain experts and they can inspect the trace with its states in a regular
browser, without any need for PROB2-UIL.
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Using PROB2-UT’s plugin support, custom visualisations can be implemented
using Java and JavaFX. Developing such a visualisation requires more effort and
knowledge than VisB, but offers greater flexibility via arbitrary GUI elements
and code. Such a visualisation plugin was developed as part of a demonstration
of the ETCS Hybrid Level 3 concept [13,14], and was instrumental in domain
experts understanding the model and discovering issues. More figures and screen-
shots of PROB2-UI can be seen in [13,14] (Fig. 3).
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Verification. As explained before, a modeller can save verification tasks for each
model, which is particularly useful during development. It is possible to re-check
all verification tasks on an updated model.

PrOB2-UI supports various model checking techniques, including exhaustive
model checking [28], LTL model checking [32], and symbolic model checking [22]

(Fig. 4).
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can be reused in multiple formulas. Similar to explicit-state model checking,
counterexamples are also stored and can be displayed in the history view.

Simulation. Recently, PROB2-UI has been extended by a simulator called
SiMB [38]. Tt is based on lightweight annotation files that specify how events
activate each other along with timing, priorities, and probabilistic annotations as
well as possible start and end conditions. The user can then perform simulations,
where the model is simulated live in real-time. In combination with the other
views, in particular the VISB view, one can see how the model’s state changes
in real-time. It is also possible to perform Monte Carlo simulations in acceler-
ated time. Based on the simulations, statistical techniques such as hypothesis
testing and estimation can then be applied to validate probabilistic and timing
properties. Every single simulation can be saved as a timed trace, or be replayed
in real-time afterwards (Fig.5).

Other Features. In addition to the features presented so far, PROB2-UI also
provides an editor to modify the models in the project. Furthermore, there are
three consoles: a B console in which formulas in B or Event-B can be evaluated,
a Groovy console in which one has access to the objects of the ProB2 API, and
a Prolog console to inspect debugging or performance messages of the PROB
kernel. In addition to high-level languages such as B, Event-B, Z, TLA+, Alloy
or CSP, PROB also supports XTL files, which contain a raw Prolog encoding
of the transition system to be checked. Here, the modeller has to implement
the interface to PROB counsisting of the predicates start/1 (calculating the
initial states), trans/3 (calculating transitions and resulting states outgoing
from every state), and prop/2 (calculating the properties of every state). We have
used it for teaching, e.g., by encoding the rules of chess in Prolog and illustrate
game-playing algorithms. It is also possible to provide a Prolog interpreter for
another specification language and extend PROB and PrROB2-UI in this way.
For example, we have such interpreters for Promela [40], SMV, and Lustre [37]
models.

3 Related Work

In this section, we compare PROB2-UI with other formal methods tools that
come with a graphical user interface. The reader may also consult various recent
studies [8-10,35] about tools and also their usability.

Atelier-B [5] and Rodin [1] have a strong focus on the refinement-based soft-
ware development process of the B method. They both provide a project or
workspace concept, with a convenient way for managing and discharging proof
obligations. As mentioned, PROB can also be run within [1], but with a much-
reduced feature set compared to PROB2-UL. It is also possible to start PROB2-UI
from [1] for a given model. From Atelier-B it is also possible to start ProB Tcl/Tk
for a model, or use PROB as an alternate prover. At the moment, PROB2-UI
is complementary to Atelier-B and Rodin: PROB2-UI focuses on validation and
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model checking, Atelier-B and Rodin on proof and proof obligations.! Other
animation tools for B, such as Brama [34], AnimB [30] or JeB [41] provide con-
venient visualisation features, but lack many of the features of PROB2-UL

The TLA Toolbox is an IDE for the modelling language TLA+ which is
widely used for distributed systems. Both the TLC model checker [42] and the
TLA+ proof system are integrated into the TLA Toolbox [23]. In practice, most
users will use the TLC features, where similar to PROB2-UI, one can save various
model checking configurations. Counterexample traces can be inspected and a
REPL has been added recently to the toolbox. However, at the moment, there are
no interactive animation or visualisation features available. Here, a PROB plugin
for the TLA toolbox was implemented to support animation and visualisation
[12], but it is now superseded by PROB2-UI which can also open TLA+ files.

Overture [26] is an Eclipse-based IDE for the VDM formal method with
a large feature set, particularly as far as simulation is concerned. The Maestro
[36] INTO-CPS tool is an evolution targeting cyber-physical systems, containing
unique features such as three-dimensional rendering of systems. PVSio-Web [31]
for PVS is a tool particularly well-suited for domain-specific visualisations, e.g.,
for medical user interfaces. Many other formal specification languages and tools
come with powerful user interfaces, such as Spin [16] or extensions thereof [33]
for Promela, UPPAAL [2] and PRISM [24] for (probabilistic) timed automata,
Alcoa [18] for Alloy [17], NuSMV [4] for SMV, or FDR4 [11] for CSP.

4 Conclusion

As presented above, PROB2-UI has some special features not available in its
predecessor PROB Tcl/Tk. Still, there are some features of PROB Tcl/Tk that
are not yet implemented in PROB2-UI, such as the LTSmin [19] integration
[21]. Indeed, we have learned that one should not underestimate the time for a
complete rewrite. Catching up with a still-evolving feature set of an existing tool
is hard. Furthermore, it was not easy to achieve a performance as good as PROB
Tcl/Tk. In initial versions of PROB2-UI, both memory usages and runtimes were
considerably higher, and it took a while to identify and correct the bottlenecks.
On the one hand, the Tcl interface of SICStus Prolog is relatively limited, only
supporting simple values such as atoms and numbers, and lists thereof. This
actually forced us to write an efficient Ul API design from the start in PROB
Tcl/Tk (e.g., not sending formulas back and forth between Tcl and Prolog). On
the other hand, the Tcl interface of SICStus Prolog has less latency than the
communication via sockets in PROB2. This meant that we had to group requests
in PROB2 in order to improve the performance.

Two recent surveys [10,35] have investigated the formal methods tools used in
the railway sector and have found the B-Method tools (in particular ATELIERB
and PROB) to be the most mature and widely used. We hope that PrRoB2-UI
provides another step forward, in the form of a feature-rich and intuitive user

! See Sect. 5 of [9]: “Atelier-B and PROB are the right choice for top-down development
of mainly monolithic systems, with complementary verification capabilities”.
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interface, which helps the modeller develop, verify, validate, debug, and under-
stand formal models.

Our tool’s homepage with download links and a video presentation is avail-
able at: https://prob.hhu.de/w/index.php/ProB2-UI.
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