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Abstract Energy consumption and carbon emissions caused by the use of software
have been increasing in recent years, and it is necessary to increase the energy
awareness of both software developers and end users.

The objective of this chapter is to establish a framework that provides a solution
to the lack of a single and agreed terminology, a process that helps researchers
evaluate the energy efficiency of the software, and a technology environment that
allows for accurate measurements of energy consumed. The result is FEETINGS
(Framework for Energy Efficiency Testing to Improve eNvironmental Goals of the
Software), which promotes the reliability of capture, analysis, and interpretation of
software energy consumption data.

FEETINGS is composed of three main components: an ontology to provide
precise definitions and harmonize the terminology related to software energy mea-
surement; a process to guide researchers in carrying out the energy consumption
measurements of the software, and a technological environment which allows the
capture, analysis, and interpretation of software energy consumption data.

In addition, an example of the application of FEETINGS is presented, as well as a
guide to good practice for energy efficiency of software, based on different exper-
iments carried out with this framework.

The results obtained demonstrate that FEETINGS is a consistent, valid, and
useful framework to analyze the energy efficiency of software, promoting the
accuracy of its energy consumption measurements. Therefore, FEETINGS serves
as a tool to make developers and users aware of the impact that software has on the
environment.
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4.1 Introduction

Tablets, computers, smartphones, smartwatches, and a multitude of technological
devices have invaded our daily lives. All of these devices require energy to operate,
which has led to a huge annual growth in energy consumption. According to recent
studies, energy used for global information and communications technology (ICT)
could exceed 20% of total energy, and emit up to 5.5% of the world’s carbon
emissions by 2025 [1, 2]. These data on the growth of energy consumption and
global emissions have raised issues of great concern for both software professionals
and users.

Although hardware is generally seen as the main culprit for ICT energy usage,
software also has a tremendous impact on the energy consumed [3]. Unfortunately,
to date, little attention has been given to this topic by the information and commu-
nications technology (ICT) community [4]. However, in recent years, trends such as
“Green Software” have gained importance [5]. The purpose of green software is to
promote improvements in the energy efficiency of software, minimizing the impact it
may have on the environment [6, 7].

To improve the energy efficiency of software, it is first necessary to raise energy
awareness among all stakeholders [4]. On the one hand, developers must be aware of
the energy that the software consumes when used, so that they can develop more
energy-efficient and environmentally friendly software. And software professionals
in general must treat energy efficiency as a quality attribute of the software, in the
same way that usability or security is treated [8–10].

On the other hand, awareness also needs to be raised among end users as to how
much energy is required by the software they use on a daily basis, so that they are
aware of the impact that software can have on the environment [4]. Ideally, end users
could compare the software applications that meet their needs, and choose the option
that consumes the least energy, and should also know how a given software
application can be used in a more efficient manner from the point of view of energy
consumption.

In order to raise awareness among stakeholders or to develop a sustainable and
environmentally friendly software product, it is first necessary to know the energy
consumption induced by the software when it is running, since if the energy
consumption is not measured, it cannot be managed [11, 12]. As the European
Union report indicates [13], “the existence of a methodology for measuring the
energy or CO2 of the ICT infrastructure is extremely important for this sector, as it
will allow the development of much more robust estimates of the impact of ICT.”

However, there is currently a lack of both knowledge and tools to reliably and
accurately analyze software energy consumption [5]. We consider that in this regard
one can identify three main problems:

• Several inconsistencies and terminological conflicts appear [14] due to the fact
that researchers have defined their methods of work using their own terms or
concepts, provoking numerous examples of both synonymy (same concepts with
different term associated) and homonymy (different concepts with the same
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term). This lack of formal consensus makes it difficult to understand the main
concepts involved when performing a software energy consumption assessment.

• There is a lack of a generally-agreed-on methodology that would guide software
energy consumption assessments. This implies that the rigor of the studies carried
out cannot be guaranteed, meaning that it is more complicated to replicate or
compare the results obtained [15].

• Several measuring instruments are available for the analysis of software energy
consumption. It is important to note that each measurement instrument has its
own particular characteristics, and that it is necessary to choose the one that best
adapts to the particular evaluation requirements concerned [16].

To contribute to the mitigation of these problems, and to be able to raise energy
awareness among all stakeholders, we have developed a framework to promote the
reliability of capture, analysis, and interpretation of software energy consumption
data, known as “FEETINGS” (Framework for Energy Efficiency Testing to Improve
eNvironmental Goals of the Software). FEETINGS aims to provide: (1) a solution to
the lack of a unique and agreed terminology; (2) a process that helps researchers to
evaluate the energy efficiency of the software, allowing greater control over the
measurements made, thereby ensuring their reliability and consistency; and (3) a
technological environment that supports the process and allows for realistic mea-
surements of the energy consumed by the software and its subsequent analysis.

In this chapter, we present FEETINGS and an example of how to use it, so as to
guide end users. The contents of the chapter are structured as follows. First, we
present the different studies and proposals that have served as a basis for our
framework. Then, in Sect. 4.2, we present the FEETINGS framework, detailing
each of its components. In Sect. 4.3, an example of the application of FEETINGS is
presented. In Sect. 4.4, a best practice guideline for software energy efficiency is
proposed, based on different experiments carried out using FEETINGS. Finally,
Sect. 4.5 sets out some conclusions of this work.

4.2 FEETINGS

In this section, we will describe FEETINGS, a framework to promote more reliable
capture and analysis of software energy consumption data. This framework is made
up of three main components, classified according to their nature as conceptual,
methodological, and technological components (see Fig. 4.1), as described in the
following subsections.
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4.2.1 Conceptual Component

As commented upon in the introduction, one of the common problems is confusion
and inconsistencies in the main concepts used in software energy assessment. This
lack of formal consensus makes it difficult to understand the main concepts involved
when performing a software energy consumption measurement.

The conceptual part of FEETINGS seeks to solve the lack of a unique and agreed
terminology. For this purpose, an ontology has been elaborated which contains the
concepts related to the software energy measurement. According to Chandrasekaran
et al. [17], the unification of terms and concepts in an ontology allows knowledge to
be shared, while ontological analysis clarifies the structure of knowledge.

The ontology proposed is known as “Green Software Measurement Ontology”
(GSMO), and its purpose is to provide precise definitions of all terms related to
software energy measurement and to clarify the relationships between them, remov-
ing terminological conflicts and fostering the consistent application of the frame-
work by other researchers and practitioners with reference to a common vocabulary.
The Green Software Measurement Ontology (GSMO) is an extension of the SMO
ontology proposed by Garcia et al. [18] for green software measurement.

Figure 4.2 shows the graphical representation of the terms and relationships of the
GSMO, using UML (Unified Modeling Language). The highlighted concepts are the
new concepts which extend/adapt the SMO [18].

The conceptual component (GSMO ontology) aims to solve the problem of
terminology consistency in software energy measurement, since it proposes a com-
mon vocabulary extracted from several international standards and research pro-
posals. More details about the GSMO ontology can be found at [19].

Fig. 4.1 Overview of
FEETINGS
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This ontology has, moreover, served as a basis for the development of the
methodological component of FEETINGS, which is presented in the following
subsection.

4.2.2 Methodological Component

The methodological component consists in a process for measuring and analyzing
the energy efficiency of the software. This process is known as the “Green Software
Measurement Process” (GSMP). Its purpose is to guide researchers and practitioners
as they seek to carry out measurements of software energy consumption. The GSMP
ensures greater control over the measurements made, improving their reliability,
consistency, and coherence. It also ensures that the results obtained are comparable
with other studies and facilitates the replicability of the analyses performed.

To define the GSMP, we have followed the method engineering approach [20],
and we have also taken as our basis well-known approaches to software measure-
ment and good practices related to green software that have been proposed by other
authors.

The process consists of seven phases, which are summarized below:

• Phase I. Scope Definition: In this phase, a complete specification of requirements
for the evaluation of energy efficiency is obtained. In addition, the software which
is to be the subject of the study and the test cases to be analyzed must be defined.

• Phase II. Measurement Environment Settings: The purpose of this phase is the
definition of the measurement environment that is to be used in the software
energy consumption assessment. As a result of this phase, the measuring instru-
ment, its measurements, and the specifications of the Device Under Test (DUT)
are defined and the baseline energy consumption of the DUT is obtained.

• Phase III. Measurement Environment Preparation: This phase focuses on the
preparation of the energy consumption measurements to be performed and on the
configuration of the measurement environment.

• Phase IV. Measurements Performance: During this phase, energy consumption
measurements are carried out and raw energy consumption data taken from the
measuring instrument is collected.

• Phase V. Test Case Data Analysis: The raw data of energy consumption obtained
by the measuring instrument is processed, and the statistical analysis of the values
obtained from the measurements of the defined test cases is carried out.

• Phase VI. Software Entity Data Analysis: In this phase, with the results obtained
from the previous phases, the amount of energy consumed when the software
entity was executed in the DUT is determined and interpreted, and some conclu-
sions about the software energy consumption are stated.

• Phase VII. Reporting the Results: Finally, the study carried out is documented,
describing the entire process followed, and setting out the results obtained on the
energy consumption of the software.
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In the previous chapter (Chap. 3) of this book, a more detailed and complete
version of the GSMP is presented, including a description of the roles, phases, and
activities (input, output, and guidelines).

4.2.3 Technological Component

In this section, the technological environment is presented. The main objective of the
technological component of the FEETINGS framework is to perform more realistic
measurements of the energy consumed by the software, and to use these results to

• Analyze the consumption of the software
• Learn about the behavior of the software and its different versions, to find out if

these versions worsen the software energy consumption or not
• Identify the consumption patterns that can guide the improvement of the energy

efficiency of software applications
• Recommend changes to software to improve energy efficiency

The technological component, as can be seen in Fig. 4.3, is composed of two
artifacts: EET (Energy Efficiency Tester) and ELLIOT.

4.2.3.1 EET (Energy Efficiency Tester)

EET [21, 22] is a measuring instrument that enables the accurate capture of the
energy consumption of the computer (DUT) on which the software is running. In
addition to the total energy consumption of the DUT, this measuring instrument
supports the measurement of four different hardware components: processor, hard
disk, graphic card, and monitor. Figure 4.4 shows the EET measuring instrument in
working use.

As can be seen in Fig. 4.4, the EET is connected to the DUT where the software is
executed, and is composed of three main components:

• A system microcontroller, whose task is to gather the information extracted from
the different sensors and store it in a MicroSD memory. It also allows the
frequency with which the device performs the measurements to be adjusted.

• A set of sensors, which are responsible for taking energy consumption measure-
ments of the hardware components (processor, hard disk, graphics card, and
monitor) of the DUT connected to the EET.

• A power supply, which must be connected to the device under test where the
software is executed, replacing the power supply of the DUT; the sensors are
connected to the energy distribution lines from the power supply to the different
hardware components.

In a nutshell, EET is a measuring instrument, which is considered a core compo-
nent of FEETINGS. It allows us to capture and record the energy efficiency of
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Software
to measure

Fig. 4.3 Artifacts of the technological component of FEETINGS

Fig. 4.4 EET measuring instrument
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software when it is running. EET provides a realistic measurement of energy
consumption and, moreover, is capable of obtaining detailed energy measurements
from different components of the DUT (processor, graphic card, hard disk, and
monitor). Another advantage of this measuring instrument is its sampling frequency,
around 100 Hz, which provides very reliable consumption information.

As the EET produces a huge amount of data on energy consumption, it is
necessary to support the processing and analysis of these data with a suitable
software tool. For this reason, the ELLIOT tool was developed, which is described
in the following section.

4.2.3.2 ELLIOT

ELLIOT [19] is a software tool tasked with processing the data collected by the EET,
analyzing these data, and providing a visual environment that allows researchers to
process the software energy consumption data. Furthermore, the ELLIOT tool is
aligned with the GSMP described in the previous section.

The main functionalities supported by ELLIOT are outlined below:

• Processes all measurements carried out with the EET measuring instrument.
• Calculates different statistical variables of the energy consumption measurements

according to the user’s needs.
• Identifies possible outliers that may be present in the measurement samples, using

robust parametric methods such as median absolute deviations from the median
(MADN).

• Visualizes the results through graphs and data tables which contain information
on the measurements of the energy consumption of the software.

• Compares the results obtained from the different energy consumption
measurements.

• Generates reports that include all the information on the energy efficiency of the
software analyzed.

The ELLIOT tool is composed of four modules (see Fig. 4.5) that support these
functionalities. The modules are: (1) user management, which allows one to manage
the permissions and roles of ELLIOT users; (2) system management, to add and
modify information about the instruments and the DUT in which the measurements
are carried out; (3) measurement management, which is the central module of
ELLIOT since it supports all the tasks of processing, data wrangling, measurements
analysis, and visualization of the energy consumption information; and (4) report
management, which generates reports and allows comparisons between the
measurements.
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4.3 Application of FEETINGS: A Case Study of the Energy
Consumed by Translators

This section presents an application of the FEETINGS framework to measure and
analyze software energy consumption, as defined in the previous section. One of the
most widely used software applications today is online translation, which includes,
additionally, several options for automatic text translation, such as Google translate
and DeepL.

In this study, our aim is to analyze the energy consumption of the main online
translation tools in order to raise users’ awareness of the environmental impact of
their use, and also to try to provide them with a set of guidelines so that, when they
use these tools, such use is as efficient as possible.

Following the GSMP, Phase I defines the scope of the study. As mentioned
above, this study aims to determine the energy consumption of the main online
translators (Software Entity Class). The chosen translators (Software Entity) were
Google Translate, DeepL, Bing Translator, Tradukka, Systran Translate, and
Yandex. To evaluate the selected software entities, five test cases were defined:

• Translate a text with 10 characters.
• Translate a text with 100 characters.
• Translate a text with 1000 characters.
• Translate a text with 3000 characters.
• Translate a text with 5000 characters.

All defined test cases were executed in two different browsers (Google Chrome
and Firefox). Thus, we can also study the efficiency of the browser in which each of
the translators is used.

In the second phase of the process, we selected the FEETINGS technological
environment to analyze the energy consumption, choosing the EET as the measuring
instrument and ELLIOT to analyze and process the energy consumption data. The

Fig. 4.5 ELLIOT tool modules

78 J. Mancebo et al.



specification of the DUT in which the test cases were executed was also defined. For
this study, we decided that from the measurements provided by the EET, we would
take into account only the energy measurements of the monitor and the total
consumption of the DUT. We have not recovered and analyzed data from the hard
disk, graphics card, or processor because, as all the translators were executed in a
web browser, the use of these components was minimal.

In accordance with the third phase of the process, we determined that each of the
test cases was to be run and measured (with EET) 35 times. Being a controlled test
environment, 35 measurements is usually a sufficient sample size to mitigate the
impact of outliers (such as energy consumption devoted to operating system tasks).

Figure 4.6 shows the instantiation of the concepts of this study, defined in the
GSMO ontology for this study, which also serves as a summary of the outputs
obtained in the first phases of the GSMP.

Tables 4.1 and 4.2 show the energy consumed once the measurement and analysis
tasks have been performed, by the DUT and the monitor respectively, in the
execution of each of the defined test cases.

Fig. 4.6 GSMO instantiation
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To analyze the data in the above tables, we will study the test cases executed in
each of the browsers independently, and then compare the results obtained in both
browsers.

First, focusing on the test cases executed in Firefox, in Fig. 4.7, we can observe
that for translating texts of intermediate size (between 100 and 3000 characters) the
option that requires the least energy consumption in the DUT is the Bing translator.
However, Bing is the worst option for very small texts (around 10 characters), with
Tradukka being the most efficient option in this case. For large texts (5000 charac-
ters) Google Translate is the best option. The consumption data results obtained from
the monitor are very similar to those obtained from the DUT. The Yandex and
Systran translators are the worst choice in almost every test case.

Analyzing the consumption data of the tests executed in Google Chrome, we can
see in Fig. 4.8 that the energy consumption of the translators behaves in a similar
way as in Firefox. In this case, Bing is also the best choice for intermediate-length
text. But unlike the results obtained in Firefox, the Tradukka translator is the least
efficient option for small texts (fewer than 100 characters).

Table 4.1 DUT energy consumption for each test case

Test cases

DUT energy consumption (Watts per second)

DeepL Bing Google Tradukka Systran Yandex

10 char. Firefox 46.12 64.65 46.21 41.56 61.09 45.11

Chrome 50.77 53.07 45.09 61.07 40.27 43.26

100 char. Firefox 53.43 40.20 76.23 44.47 64.03 53.61

Chrome 46.23 25.69 38.66 50.22 47.61 43.96

1000 char. Firefox 57.34 39.83 52.25 54.12 59.72 66.52

Chrome 48.91 28.99 45.42 32.57 40.67 51.37

3000 char. Firefox 56.38 45.46 47.36 70.64 95.20 62.72

Chrome 41.91 37.75 44.19 39.47 50.18 58.04

5000 char. Firefox 67.31 57.62 49.45 62.98 77.29 66.56

Chrome 51.77 52.53 45.30 41.53 56.05 69.93

Table 4.2 Monitor energy consumption for each test case

Test cases

Monitor energy consumption (Watts per second)

DeepL Bing Google Tradukka Systran Yandex

10 char. Firefox 63.06 70.40 65.54 53.27 65.50 60.14

Chrome 66.88 56.41 63.92 68.34 57.62 59.96

100 char. Firefox 75.83 58.51 62.28 61.07 64.77 70.15

Chrome 61.23 50.64 59.34 57.48 57.09 61.17

1000 char. Firefox 56.93 59.02 63.59 66.67 58.30 87.79

Chrome 57.82 49.66 69.96 58.42 56.31 63.01

3000 char. Firefox 56.61 54.90 67.10 52.87 73.70 72.07

Chrome 53.35 52.97 66.95 56.43 60.38 64.14

5000 char. Firefox 65.83 60.19 64.97 68.88 69.92 70.62

Chrome 61.98 63.34 66.58 57.24 63.31 77.27
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To determine in which browser (Firefox or Chrome) it is better to use the trans-
lators, we have calculated the average power consumption of the executed test cases.
As shown in Fig. 4.9, all the translators analyzed have a lower DUT power
consumption in the Chrome browser than in Firefox. Regarding the monitor’s
energy consumption, the results are similar to those of the DUT, although here the
variation between browsers is less.

Considering the results obtained, the main conclusions that we can draw from this
study are as follows:

• The most energy-efficient scenario is to use the Tradukka translator with the
Google Chrome browser for texts of an intermediate length (1000 characters),
resulting in a consumption of 32.56 Ws.

• The most inefficient option (95.19 Ws) is to use the Systran translator in the
Firefox browser for large texts (3000 characters).

• All translators show a direct relationship when translating texts of more than 1000
characters, in which case an increase in the number of characters also increases
energy consumption.

• It is more efficient to use the Google Chrome browser to translate than Firefox.

4.4 Best Practices Guideline on Software Sustainability

As explained in the introduction, FEETINGS can be used for several purposes. One
of the main objectives of FEETINGS is to measure software energy efficiency so that
researchers and software professionals can develop software that is environmentally
friendly. Another purpose is focused on the other key perspective in software: the

Fig. 4.9 Comparison of the mean energy consumption by the DUT
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end user. This framework can help to make society aware of the responsible use of
software applications, so as to take care of the environment.

Keeping both perspectives in mind, this section presents some guidelines, based
on several studies we have conducted, to make software more sustainable, in both its
development and use.

First, we present the main findings that can be useful for researchers and practi-
tioners wishing to develop software that is more energy-efficient:

• In the study presented in [23], it was concluded that the most efficient classifica-
tion algorithm, in terms of energy, is the Quicksort, followed by the Bubble sort.
In contrast, the most energy-demanding is the Insertion sorting algorithm.

• For the Redmine software [24], after analyzing different versions and the rela-
tionship between its energy consumption and maintenance measures, we can
conclude that the Total Lines of Code (TLOC) maintainability measurement
affects the energy consumption of the processor and the DUT.

• The study presented in [25] shows that text compression, using End-Tagged
Dense Code (ETDC) or Tagged Huffman algorithms, not only reduces search
space and time, but also leads to lower energy consumption. In addition, the use
of search algorithms in compressed text, such as the Horspool algorithm, when
run on compressed data, also requires less CPU power than when run over
uncompressed data.

• In [26], recommendations were made to improve the energy efficiency of appli-
cations. The best practices in energy-efficient computing drawn from this study
are summarized below:

– A balance should be struck between the energy efficiency of the graphical user
interface and a good experience from the user’s perspective.

– Efficient UIs should be designed to allow a task to be completed quickly and
easily.

– Data redundancy should be reduced.
– Devices when not in use should be powered down by batch I/O.

• We have worked on the comparison of the time and energy consumption required
by three releases of the same application, developed with and without Spring. In
conclusion, it seems that products developed without using Spring are better in all
the conditions and for all the measures. This could indicate that, although Spring
has some advantages for programmers, once the product starts to run, this
advantage disappears to the benefit of the non-Spring development.

Second, we present the following set of guidelines to help end users make use of
the software in a more environmentally friendly way:

• To publish a tweet or a post on Facebook, you should consider that the most
energy-efficient option is to publish a single emoji or a picture. Furthermore, if
you want to be respectful of the environment, you should avoid publishing a GIF,
since it is the option that consumes the most energy [19].
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• The most energy-efficient personal health record (PHR) is the
NoMoreClipboard [26].

• As regards navigating the internet: if you are looking for browsers which are
environmentally friendly, choose Edge or Firefox; if you are looking for maxi-
mum privacy and energy efficiency use the DuckDuckGo search engine, espe-
cially when used with Edge and Firefox; if you are looking for lower emissions in
your searches use the Ecosia search engine; and if in any event you do wish to use
Chrome as your browser, then do so with DuckDuckGo.

4.5 Conclusions

Software plays an important role in the global energy consumption of a PC. For this
reason, it is very important that both professionals and users be aware that the use of
software has a great impact on the energy consumed by the devices on which it is
executed.

In order to raise awareness of energy consumption among stakeholders, it is
necessary to quantify its impact. Bearing this in mind, this chapter has presented the
FEETINGS framework, which aims to promote reliable measurement, analysis and
interpretation of software energy consumption data. FEETINGS is composed of
three main components: (1) a GSMO ontology, to provide precise definitions of all
concepts and their relationships related to software energy measurement; (2) a
GSMP, to guide researchers in carrying out the energy consumption measurements
of the software; and (3) a technological component, which is composed of two
artifacts: EET, a measuring instrument, and the software tool ELLIOT to process and
analyze data collected by the EET.

Thus, the use of FEETINGS serves two purposes. The first is to enable
researchers and professionals to measure and make them aware of the energy that
the software they develop consumes when in use, and thus be able to develop more
energy-efficient software. The second is to show end users just how much energy is
required by the software we use every day, and to make them aware of the impact
that software can have on the environment.

In this work, we have also demonstrated an application of the FEETINGS
framework to analyze the energy consumption involved in the use of different online
translators. In addition, we have presented a set of best practice guides on sustainable
software design based on our experience using the FEETINGS framework.
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