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Preface

The 9th Brazilian Workshop on Agile Methods (WBMA 2018) was held on October 4,
2018, in Campinas, São Paulo, Brazil. The workshop is the research track in the Agile
Brazil Conference. WBMA is an academic event that focuses on agile software
development. This year’s edition continued the history of success. Our past editions
received a significant number of paper submissions with a number of attendees
(students, researchers, and practitioners) from different countries. We repeated the
success this year and influenced, even more, the academic integration in an industry
context. We believe this integration creates ideas, opportunities, and innovations for all
involved. We received 18 submissions. All the accepted papers were peer-reviewed by
three referees and evaluated on the basis of technical quality, relevance, significance,
and clarity. The Organizing Committee decided to accept six full papers and one short
paper (40% acceptance rate). Accepted papers in this edition present empirical results
and literature reviews on agile requirements validation in Brazilian software devel-
opment companies, a survey on Brazilian software processes about whether to be agile
or not, an evaluation of an agile maturity model, strategies to increase customer value
in agile software development, a discussion toward an agile development environment,
and a report on Scrum in a strongly hierarchical organization. The Organizing
Committee awarded one prize in this edition, the best paper award. This CCIS volume
comprises peer-reviewed versions of six full papers and one short paper. The organizers
thank the Program Committee members for their contributions, and would especially
like to thank all those who submitted papers, even though only a fraction could be
accepted. We also thank Springer for producing these high-quality proceedings of
WBMA 2018.

November 2018 Bernardo Estácio
Graziela Simone Tonin
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Cultivating Your Personal Design Heuristics

Rebecca Wirfs-Brock

Wirfs-Brock Associate
rebecca@wirfs-brock.com

The ouroboros is an image of a serpent shaped into a circle, clinging & to or devouring
its own tail in an endless cycle of self-destruction, self-creation, and self-renewal.
Becoming a good software designer sometimes feels like that. How can we get better?
By becoming more aware of our design heuristics and continuing to cultivate and refine
them. Heuristics aid in design, guide our use of other heuristics, and even determine our
attitude and behavior. For example, as agile software designers we value frequent
feedback and decomposing larger design problems into smaller, more manageable
chunks that we design and test as we go. We each have our own set of heuristics that
we have acquired through reading, practice, and experience. This talk introduces simple
ways to record design heuristics and how to share them with others. You can grow as a
designer by examining and reflecting on the decisions you make and their impacts,
becoming more aware of seemingly minor decisions that were more important than you
thought, and putting your own spin on the advice of experts. While we may read
others’ design advice—be it patterns or stack overflow replies, the heuristics we’ve
personally discovered on our own design journey may be even more important.



Sustainable Development with Agile:
“Keeping Your Architecture Clean”

Joseph W. Yoder

The Refactory Inc.
joe@joeyoder.com

Being Agile, with its attention to extensive testing, frequent integration, and focusing
on important product features, has proven invaluable to many software teams. When
building complex systems, it can be all too easy to primarily focus on features and
overlook software qualities, specifically those related to the architecture and dealing
with technical debt. Some believe that by simply following Agile practices—starting as
fast as possible, keeping code clean, and having lots of tests—a good clean architecture
will magically emerge. While an architecture will emerge, if there is not enough
attention paid to it and the code, technical debt and design problems will creep in until
it becomes muddy, making it hard to deliver new features quickly and reliably. It is
essential to have a sustainable architecture that can evolve through the project lifecycle.
Sustainable architecture requires ongoing attention, especially when there are evolving
priorities, a lot of technical risk, and many dependencies. This session will discuss
elements of sustainable development specifically for dealing with technical debt. The
discussion will include: choices of which problems need to be solved (upstream, how
to define stories, priorities, etc); - how this development is done (downstream); - how to
observe the necessary bugs and improvements in the team’s backlog.
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Agile Requirements Validation
in Brazilian Software Development

Companies: A Survey

Rodrigo Cursino1,2(B), João Farias2(B), Maria Lancastre1(B),
and Wylliams Santos1(B)

1 University of Pernambuco, Recife, Pernambuco, Brazil
{rbc,mlpm}@ecomp.poli.br, wbs@upe.br

2 CESAR, Recife, Pernambuco, Brazil
jgfarias42@gmail.com

Abstract. Background: In Agile Software Development context,
Requirements Engineering (RE) is an important process that happens
continuously during the iterations of a product. To be able to deliver
value, the teams should perform requirements validation to assure that
they meet user’s expectations, and also foster the collaboration between
stakeholders and developers. Despite this understanding, there are still
few studies that provide empirical data that make it possible to gen-
eralize the aspects, practices, and difficulties found by the teams that
perform validation of agile requirements. Goal: The goal of this work is
to understand how the requirements validation activities are being put
in practice by companies of the Brazilian software industry that adopt
agile methodologies. Method: We carried out an online survey, involving
117 participants. Our instrument focused on identifying the most used
requirements artefacts, and what are the main difficulties in adopting
these practices. Results: The results of our study reported that (i) user
stories and prototypes are the most used artefacts, (ii) teams usually
validate requirements by running systematic refinement meetings, and
(iii) the development team and Product Owner are the most popular
roles that attend to these sessions. Conclusion: The analysis reveals
that agile teams are running requirements validation sessions as part of
their development processes but they still face general RE problems, like
the lack of stakeholders engagement or stakeholders that have different
business visions of the same product. These results also contribute with
information that allows future studies focused on the improvement of
agile requirements validation.

Keywords: Requirements engineering · Requirements validation ·
Agile software development · Survey research

1 Introduction

When the Manifesto for Agile Software Development (ASD) was created, the
authors looked for new ways to develop software, considering a new context
c© Springer Nature Switzerland AG 2019
G. S. Tonin et al. (Eds.): WBMA 2018, CCIS 981, pp. 3–18, 2019.
https://doi.org/10.1007/978-3-030-14310-7_1
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where the use of systems was increasingly growing and the requirements were
more complex [1,6].

ASD methodologies focus on valuing people’s work, understanding how to
increase and improving the collaboration of the customers, stakeholders and
development teams; and on delivering software with quality and value [1,19].
Other key aspect is the ability to quickly adapt to changes in requirements [10].

In this context, in order to succeed in adopting these practices, it is fun-
damental that teams carry out the activities and techniques of Requirements
Engineering (RE). According to Pohl [15], RE is the most important phase of
Software Engineering and it aims to define requirements that meet the expec-
tations of stakeholders, considering constraints and different points of view. To
make the definition of software requirements effective, it comprises several sub-
processes, including elicitation, prioritization, and validation.

In ASD, these subprocesses happen continuously throughout the product
development rather than in an initial phase [17,18]. The idea is that they are
done in small cycles with the aim of maturing the requirements that will be
implemented by the development team [12,16].

The requirements validation subprocess have a great importance in the ASD
because it aims to ensure that the documented requirements are in accordance
with the desires and needs of the stakeholders, as well as contribute to the
early detection of errors related to the ambiguity and incompleteness of the
requirements [15]. Validation activities also create opportunities for collaboration
among stakeholders.

Despite understanding the importance of this subprocess, there are still few
studies that provide empirical data that make it possible to generalize the
aspects, practices, and difficulties found by the teams that perform validation
of agile requirements [8,17]. Besides that, Wagner et al. state that the general
knowledge on the current state of practice in RE is limited [21].

Consequently, the purpose of this work is to understand how the require-
ments validation activities are being put in practice by teams that adopt agile
methodologies by carrying out an online survey with companies of the Brazilian
software industry.

The reminder of this paper proceeds as follows. Section 2 presents related
work. Section 3 details the methodology applied for conducting the study.
Section 4 presents the results. Conclusions and future work are presented in
Sect. 5.

2 Related Work

Wagner et al. [21] conducted a survey to define the state of the practice and
contemporary problems in Agile RE. They build an empirical basis supported
by the responses of representatives from 92 different organisation. In general,
they found that “Agile RE is in several aspects not so different from RE in other
development processes.” Besides that, they observed that the main problems in
Agile RE are about unclear requirements and communication flaws.
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Furthermore, Schön et al. [18] conducted a systematic literature reviews
(SLR) about Agile RE. They aimed to gather the state of the art of the lit-
erature related to RE, by looking at stakeholder and user involvement in agile
methodologies. They identified 27 relevant studies and concluded that continu-
ous communication and collaboration are the most frequent used approach to
involve stakeholder in Agile RE. Besides that, they also observed that a variety
of different artefacts are applied to Agile RE. The most popular ones are the
user stories and prototypes.

Inayat et al. [11] also performed a SLR, focused on understanding of RE
practices in agile methods. They identified 21 papers that revels 17 practices of
Agile RE. Their findings also suggest that Agile RE as a research context needs
additional attention and more empirical studies to better understand the impact
of agile requirements engineering practices.

Ramesh et al. [17] conducted a qualitative study into Agile RE. They anal-
ysed data from 16 US software development organisations and found that inten-
sive communication between the developers and customers is the most important
RE practice.

After analysing all these related works, it is possible to observe that there
is a lack of empirical studies focused on understanding the state of practice
of agile requirements validation subprocess in Brazilian software development
companies. Based on that, the research team decided to explore this opportunity.

3 Survey Design

Survey is a method of research aiming to gather data from a large population
of interest. Despite being extensively used in software engineering, survey-based
research faces several challenges [14]. In this sense, this research is supported on
the guideline for conducting surveys in software engineering proposed by Lin̊aker
et al. [13].

The goal of this online survey is to better understand how the requirements
validation activities are being put in practice by teams that adopt agile method-
ologies. It focus in companies that are from the Brazilian software industry.

3.1 Research Questions

To fulfil this overall objective, we formulated the research questions, as follows:

– RQ01. What are the techniques and practices used by them teams to perform
agile requirements validation?

– RQ02. Who are the stakeholders involved in the requirements validation activ-
ities?

– RQ03. Which are the problems faced by the teams when performing require-
ments validation activities?

– RQ04. What are the most popular artefacts applied to Agile RE?
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3.2 Target Audience

Since this study is related to requirements validation in the context of agile
software development, the target audience considers professionals from compa-
nies that apply agile methodologies as part of their development processes. Also,
these practitioners are members of the development team, business team or play
a management role. The roles that the audience can play in their teams are listed
in Table 1. In addition, the target audience is part of companies or organisations
that are in the Brazilian software industry.

Table 1. Teams and roles considered as target audience.

Team Roles

Development - Developer

- Tester/QA

- Designer

- Scrum Master

- DevOps

Business - Business Analyst

- Product Owner

Management - Project Manager

- Agile Coach

- Team Leader

3.3 Survey Instrument

A web-based questionnaire with a total of 23 questions was implemented to col-
lect data. These questions were divided in the following groups: (i) demographics,
(ii) agile RE artefacts, (iii) techniques and practices of requirements validation
and (iv) problems faced when validating requirements. Table 2 summarises the
designed questions.

The first group aims at capturing data about the respondents and their com-
panies/organisations. With this data we are able to understand, for example, the
experience with agile development and the roles played by the participants. Also,
the size of the company and its maturity on the adoption of agile methodologies.

The questions of group two were designed to collect data about the arte-
facts used by the agile teams to document the requirements; and which of these
artefacts are focus of validation.

The third one gathers data about the techniques and practices used to vali-
date the requirements. Besides that, they aim at understanding when the vali-
dation sessions happens; and how the incidents found during these sessions are
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reported. Also, they focus at finding out the stakeholders who usually participate
of requirements validation sessions.

Finally, the last group of questions focus on collecting data about the prob-
lems faced on running requirements validation sessions and the most common
errors found during this activity.

Table 2. A summary view of the questionnaire.

Group Id Question Type

Demographics Q01 What is your name? Open

Q02 What is your email address? Open

Q03 What are the roles do you play in your current job? Closed (MC)

Q04 How long have you be working with agile methodologies? Closed (SC)

Q05 What is the size of your company? Closed (SC)

Q06 How do you see the adoption of agile methodologies in

your company?

Closed (SC)

... ... ...

Q10 In which Brazilian state is your company located? Closed (SC)

Agile RE

artefacts

Q11 What are the requirements artefacts used by your team? Closed (MC)

Q12 What are the requirements artefacts that are focus of

validation?

Closed (MC)

Requirements

validation

practices

Q13 What are the requirements validation techniques used in

your project?

Closed (MC)

Q14 When does the requirements validation sessions take

place?

Closed (MC)

... ... ...

Q17 Who are the stakeholders who usually participate of

requirements validation sessions?

Closed (MC)

Q18 How important is the participation of the following

stakeholders in the requirements validation process?

Likert

... ... ...

Q20 Could you briefly describe how the activities or

requirements validation sessions are performed in your

project?

Open

... ... ...

Problems on

requirements

validation

Q22 Choose at least 4 types of errors found in the validation

of requirements and classify them according to their

criticality

Likert

Q23 Select 4 reasons that most commonly lead to problems in

requirements validation activities

Closed (MC)

The questionnaire contains a mix of open-ended and closed-ended questions.
For the closed ones, the answers can be mutually exclusive single choice answers
(SC) or multiple choice answers (MC). We also turn available for most of the
closed MC questions the other option. This way, the respondents can enter their
specific answers. In Q18 we used the Likert Level of Importance scale [20]: 1 -
Not at all important; 2 - Low importance; 3 - Very important; 4 - Extremely
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important. We also added the option 5, so that the respondents can select it
if the role is not present in their projects. Regarding the open questions, the
respondents answer them in their own words without any required standard.

Q01 and Q02 aim to gather the participants name and email. These questions
are optional and the captured data was used only when researchers needed to
clarify any of the answers. For the analysis of the questions Q11 and Q12, we
present a list of RE artefacts practitioners are meant to typically use in practice.
This list emerged from the results of important SLRs with regards on RE prac-
tices in agile methods [11,18]. The same approach was used to question Q23.
The options were selected from the results of SLRs [11,18] and other studies
[12,22].

At the survey’s landing page, we describe in details the goals of this research.
Also, the estimated time to have the survey complete was communicated; as well
as the researchers email to be used in case of any questions. Also, the survey
was paginated, so that the respondents can answer few questions per page and
have the sense of progress.

Pretest. Before running the survey, we carried out a pilot study using the
questionnaire with a small number of participants from the target audience.
This allowed us to identify some adjustments in the writing of some questions,
rewrite some answers that were not so clear to understand and also balance the
number of questions per page. Also, it was possible to measure the average time
spent to respond the survey, which was 11 min.

3.4 Data Collection

This study used the accidental sampling design [13]. This means that the cri-
terion for selecting the samples is the convenience. In this case, the researchers
recruited subjects from their professional connections.

Each researcher prepared an invitation list including contacts from different
companies and projects that use agile methodologies. Another criteria used to
make these lists was to select people from different regions, so that we can have
representatives from all around Brazil. Also, the survey was shared with agile
methodologies user groups by using their email lists and social networks.

The data collection phase was from 2017-11-08 to 2018-04-11. Also, Survey-
Monkey1 was the tool used to build the survey and collect the data.

4 Results

In the following subsections we summarise the results of the online survey, based
on the research questions. In addition, we present in Subsect. 4.1 the results
related to the study population, characterising the respondents and their organ-
isations.

1 https://www.surveymonkey.com/mp/aboutus/.

https://www.surveymonkey.com/mp/aboutus/
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4.1 Demographic Data

In total, 117 participants have completed the survey. They are from organisa-
tions from all the 5 regions of Brazil. We can find in Fig. 1(a) that most of
the respondents are from companies located at the northeast (46,79%). With
25,69%, the southeast is the second region with more participants. Together, the
other 3 regions were responsible for 27,52% of the collected data.

Fig. 1. Distribution of respondents per Brazilian regions and their experience with
agile methodologies.

In Fig. 1(b) we can observe that 44.33% of the respondents have more than 5
years of experience with agile methodologies. Also, 34.56% have from 2 to 5 years.
Based on that, it is possible to characterise that this survey have experienced
respondents. Only 20.35% of the participants have until 2 years of practices in
agile.

In question Q03, the participants were asked to select all the roles they play
in their projects. Figure 2 illustrates that Developer, Project Manager (PM),
Scrum Master and Tester were the most selected roles. It is expected given
that those (except PM) are the main roles of Scrum methodology [19]. Besides
these roles, there was a good number of answers related to Business Analyst
and Requirements Analyst. This is an important result since these roles are
central in the requirements validation process. They usually are the authors of
the requirements.

Regarding the size of the organisations, we classified them as small, medium
and large. For this grouping we used the number of employees. Companies with
up to 49 employees were considered small, with 50 to 99 were considered medium
and with more than 100 were considered large. Based on Fig. 3(a) we can observe
that 67.89% of them are large companies, 25.69% are small and only 6.42% are
medium organisations.

In Fig. 3(b) we can observe the respondents perception regarding the agile
methodologies adoption by their companies (per company size). We can see
that there is an agile adoption-level balance regardless of company size. The
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Fig. 2. Roles played by the respondents.

highlights are about the higher full adoption level in small companies (39%) when
comparing to the medium (29%) and small (24%) sizes. This can be possible since
it is easier to make small groups of people adherent to those methodologies. Also,
we can notice that for medium (43%) and large (35%) companies the adoption
is in large scale, but there is still plenty of room for improvement.

Fig. 3. Size of the companies and their level of agile adoption.

Figure 4(a) illustrates the distribution of the companies by sector. The major-
ity of the respondents are from private companies (70.64%). The other 29.36%
are from public organisations, most of them from universities and government
companies. Those institutions can be classified in different types. Based on
Fig. 4(b), we can observe that the majority of them are based on projects
(38.53%) or product (33.94%). Companies are also software houses (11.01%)
or base their operation in consulting (5.50%). The other data (11.01%) is about
mainly to participants that works on educational institutes.
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Fig. 4. Distribution of companies per sector and their types.

4.2 RQ01 - Techniques and Practices of Agile Requirement
Validation

The respondents were asked to select the practices and techniques they use to
operate the agile requirements validation. Based on Fig. 5, we can observe that
the majority runs requirements refinement sessions in a systematic way. Also,
an important highlight is that informal reviews are still a common practice used
to validate requirements. In these cases, the authors run the reviews with one
or many stakeholders.

The practitioners also carry out requirements workshop at the beginning of
their projects; and the teams create check-lists considering quality criteria to
use them to validate agile requirements. The less selected options were related
to the use of INVEST [22] best practices to support the user story writing and
validation.

Fig. 5. Practices and techniques for agile requirements validation.

Bugs or improvements are some of the possible results of a requirements
validation session. According to Fig. 6, the teams deal with these change request
in a sort of different ways. They usually recorded the results as part of the
meeting notes. So that, the author can work later to adjust the requirements.
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There are teams that fix the requirements by adding new acceptance criteria to
the user stories. Other practice found in the results is about adjustment that are
performed during the validation session. Also, there are few teams that do not
record the results.

Fig. 6. The ways the teams record the requirements validation session results.

After the adjustments are done, the teams need to follow-up the updated
requirements. Figure 7 reveals that most of the teams use the iteration planning
meeting to look into the new versions of the documents. If the changes are minor,
there is no need to set up a session to review them. Another practice is review
the changes at the beginning of a recurrent refinement session. Also, depending
on the impact of the updates, the team can set a new validation session. Also,
there are teams that do not perform follow-up sessions.

Fig. 7. How to the teams follow-up the updated requirements.

Those practices and sessions used to validate the requirements take place
in different moments of the development cycles. The collected data reveals the
following moments:

– During the development of the functionality. The validation happens when
the development team needs information or have questions about the require-
ments. So that, they collaborate with the business team;

– As part of the iteration planning meetings. These meetings are already a
ceremony present on the agile methodologies. The team and the stakeholders
interacts to have the requirements refined and ready to be developed;

– During the current development iteration, however with a focus on refining
requirements from the product backlog. This allow the authors to validate
the requirements, look for improvements and understand any technical limi-
tation in advance. This way, the requirements are stabilise before the planning
meetings.
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4.3 RQ02 - Stakeholders Involved in Agile Requirement Validation

This study also captured data about which are the stakeholders involved in those
requirements validation sessions. We can observe on Fig. 8 that developers and
Product Owners are the top 2 voted. Also, client, business analyst, Scrum Master
and testers had more than 30 votes each. These are the stakeholders that perform
requirements validation. In case the clients are not available, the Product Owner
or business analyst are responsible to share their vision and priorities.

These results make sense and fit with other studies [2,9,18] that say the ASD
projects usually are formed by two teams: development (developers, testers and
Scrum Masters) and business (business analysts, client and Product Owner).
They also state that the collaboration between these teams are fundamental to
make sure all the different visions of the product are considered [3,5] and the
requirements can be refined in a way to get them mature enough to be part of
a development iteration.

Fig. 8. Stakeholders involved in agile requirements validation.

4.4 RQ03 - Problems Faced When Performing Requirements
Validation Activities

Question Q22 inquired the respondents to inform which are the common types
of errors found during validation sessions of agile requirements and to classify
them by criticality (the available options were Low, Medium, and High). Table 3
displays the types of error in descending order of criticality (the weighted average
(WA) was calculated by assigning the value 1 to Low, 2 to Medium and value 3
to High).

Based on the set of pre-defined most common problems on agile requirements
validation listed in Subsect. 3.3, the respondents were asked to rank the 4 most
critical ones they face in practice. Figure 9 display the compiled ranking.

The top 2 items are related to stakeholders. The first is about the lack of
client or their representatives availability. This result is also a problem present
in other studies that aims to understand common problems in RE [7,8]. The
second one refers to stakeholders with different views of the product. It can lead
to discussions that should have been conducted prior to requirements validation.
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Table 3. Most critical errors found during requirements validation sessions.

Errors Low Med High Total WA

The requirement gives scope for
multiple interpretations

6 17 47 70 2.59

The requirement is very large,
making it more complex

6 21 42 69 2.52

The user story and complementary
artefacts (prototype, for example)
differ on the requirement

7 19 37 63 2.48

The requirement is conflicting with
another already existing

5 28 32 65 2.42

The requirements do not describe all
flows

10 16 34 60 2.4

The prototype does not easily
illustrate the desired interaction

6 31 25 62 2.31

The user story description does not
contain the benefit and goal to be
achieved

17 17 28 62 2.18

The requirement is not easy to
estimate

14 30 20 64 2.09

A single user story contains more
than one functionality

15 30 18 63 2.05

The prototype does not illustrate all
the flows and messages on the screen

20 29 13 62 1.89

Spelling mistakes 41 20 3 64 1.41

Also, a common problem selected by the respondents is regarding the moment
the validation session takes place. It usually happens when the requirements are
already part of a development iteration. Consequently, this context can lead to
rework. Fernández et al. [7] also list it as a general problem in RE.

There are other problems that had basically the same amount of votes: the
lack of qualification to run requirements validation sessions; the results of these
sessions are not easily available to the team; the requirements still have primary
errors that could be fixed prior to the validation meetings; or the sessions’ results
are not used to enhance the requirements.

The less voted problems were: the validation activity is not part of the devel-
opment process, so that no time is allocated for it; and the teams consider
requirements validation a repetitive and tedious activity. Based on these two
results, we can infer that the agile teams are engaged on validation sessions and
that this activity is present in their set of practices.
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Fig. 9. Most common problems faced on agile requirements validation.

4.5 RQ04 - Most Popular Artefacts of Agile RE

In Fig. 10 we can see the word cloud with all the agile RE artefacts and the
number of times they were cited by the respondents. User stories, prototypes
and acceptance criteria are the most popular ones. This result is in accordance
with other studies that also list these artefacts as the most used in ASD [17,18].

Acceptance test is also one of the most cited. Ramesh et al. [17] state that
some organisations treat these tests as part of the requirements specification and
also use them as another means for software validation. Besides that, mind map
and personas had some votes.

Fig. 10. Most popular artefacts used in agile RE.

Despite all these agile RE artefacts are used by the teams, only part of
them are focus of validation. Figure 11 reveals that prototypes, user stories and
acceptance criteria are the most present on the sessions.
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Fig. 11. Requirements artefacts target of validation.

5 Conclusions

In this article, we contributed to enhance the understanding about how Brazilian
practitioners carry out requirements validation activities in their agile projects.
Our analysis uses data provided by 117 participants from organisations from
all the five regions of Brazil. The investigation was conducted to identify the
practices used by them teams when performing agile requirements validation:
(i) understand who are the stakeholders that usually attend to these sessions;
(ii) analyse the problems faced by the teams when performing requirements
validation; and (iii) list what are the most popular artefacts applied to Agile
RE.

The survey revealed that agile teams carry out requirement validation dur-
ing systematic refinement meetings or by running informal reviews between the
requirement author and a group of stakeholders. Also, the results of these ses-
sions are reported as part of the meeting notes and the needed adjustments are
performed by the author in a different moment. New versions of the requirement
are usually validated as part of the iterations planning meetings.

The analysis also stated that development team and Product Owner are the
most popular roles that attend to these sessions. Also, there is a presence of
clients and business analyst. This results are in accordance with other empirical
studies that also assert theses roles.

Although the agile teams are running requirements validation sessions as
part of their development processes, this survey revealed that they still face
general RE problems, like the lack of stakeholders engagement or changes in
requirements due to late discussions about different points of view of stakeholders
[4,7,8]. Another important problem is about the moment the validation sessions
happens. If it is carried out too late on the process, the requirements will not be
stable enough to be developed and can lead to rework and wast problems. These
results reinforce the importance of stakeholders and customer collaboration.

This survey’s results also confirm what other studies [17,18] already stated:
user stories, prototypes and acceptance criteria are the most popular require-
ments artefacts used on agile development context.
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Although our study has contribute to a better understanding on agile require-
ment validation, we are aware that it has limitations. Our results are based on
a reasonable but still limited number of respondents. Also, they are not equally
distributed in all Brazilian regions. They are condensed mainly in companies
from the northeast and southeast. Also, the majority of respondents are from
private companies (70.64%). We can not say reliably how the picture would be if
we have more representatives from public organisations. In addition, we cannot
state how generalisable the results are, since we still are not able to estimate the
representativeness of our population.

As future work, we believe this survey can be replicated to reach a broad
and representative population; so that it can support the generalisation of the
results. It should consider balance the number of participants from all the regions
of Brazil. Also, invite more people from public organisations to contribute with
the survey. Finally, future studies can be conducted with focus on analysing
further why the problems faced when validating agile requirements happens and
understand ways to mitigate them.
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Abstract. How many software practitioners use agile methods in
Brazil? We currently have little knowledge about Brazilian developers
profile and about the software processes applied. One of the issues that
remain unanswered is whether these practitioners are using agile software
processes or not. With the aim to start filling this gap, we conducted a
study with the objective to identify whether Brazilian software practi-
tioners are agile. Our research approach was the survey as the method for
collecting data. We applied a clustering algorithm to analyze data and
characterize the software process, and text mining techniques to identify
respondents perceptions of their software processes. Our results show a
preliminary profile for Brazilian software processes and practitioners pos-
itive and negative perceptions about these processes. We contribute with
a method to characterize agile, traditional and hybrid software processes.

Keywords: Agile software development · Practitioners survey ·
Software process

1 Introduction

How many software practitioners use agile methods – or “are agile” – in Brazil?
Actually, we know very little about it. Softex (Association for Promoting the
Excellence of Brazilian Software) performed the last government research on
software and information technology (IT) services more than five years ago.
They characterized the industry (number of people, revenues, among others),
and mapped competencies, human resources and tendencies [25]. However, this
census did not include information that is specific to software development com-
panies, e.g., how people develop software or, more specifically, whether agile
methods have spread in Brazil.
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Recent world-wide surveys have been describing developers’ profiles and prac-
tices [26,27]. These researches are important because they describe current soft-
ware development situation providing basis for decision makers in companies and
for new studies in academy. Nevertheless, only about 2% of these results rep-
resent Brazilian situation. In academic literature, recent surveys we found with
Brazilian practitioners have presented specific aspects of software development
[1,14,15] but no information about software process was provided.

To start filling this gap, this study presents preliminary findings of a survey
that aims at mapping whether we are agile – or not – in Brazil. The research
question that drives our study is “what is the percentage of Brazilian software
developers that use agile methods?”. When conducting this research, we kept in
mind two issues that differ from other surveys. The first was conceiving a short
questionnaire that could be answered in two minutes, to increase the probability
of getting bigger sample sizes [2]. The second was creating a way to identify
whether practitioners’ processes are agile without asking them specifically which
software process models they are using. We have recent evidence that, in practice,
software processes are a mix of methods [7,9], thus our research captures the
essence of software process avoiding bias due to respondent’s judgment.

Facing the challenges of creating a survey to be quickly answered and not ask-
ing respondent which his/her software process is, we ended up with findings not
only related to the data collected, but we also provide a methodological contri-
bution on software process mapping. Next section describes related work, Sect. 3
describes the challenge on defining a few characteristics to identify whether the
software process is agile or not. Section 4 describes our research approach. Next,
we present our results and, finally, discussions and conclusions.

2 Related Work

Although big companies around the world commonly perform practitioners’ sur-
veys about software development in general [26,27], recent academic surveys
have been focusing on specific aspects of the practices or methods applied in
software development.

The work of [10], for example, investigated software testing practices in
Canada. They described the results obtained from 246 responses from local
practitioners. The contributions of the authors were describing latest trends in
software testing industry and pointing out strengths and weaknesses.

Other examples of industry surveys are described by [11] and [12]. The work
by [11] investigated agile requirement engineering practices and their importance.
Their results were based on 136 practitioners’ responses mainly from US, Poland,
UK, India and Germany. The study by [12] described practitioners’ knowledge
and perceptions of technical debt effects. They surveyed 184 practitioners from
Brazil, Finland and New Zealand. These studies aimed at describing specific
aspects (such as testing, requirements, technical debt) of software engineering in
different countries, providing an international view of a few elements.

Differently, the work presented by [7] is a world-wide survey, but they investi-
gated software practices in general to characterize hybrid software development.
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They identified used approaches, how they are combined and how contextual
factors influence the combination of different approaches for development.

Regional surveys investigating software practices in general are scarcer. We
found the work by [13], which described software engineering practices in Turkey.
They got 202 responses for a questionnaire with 46 questions, mainly based on
Software Engineering Body of Knowledge (SWEBOK). Their findings included
a general description of software development sectors, measurement methods,
efforts employed in each phase of development cycle, software process models
used, among others.

In Brazil, specific studies are also found, such as the one by [14], which
complies a survey that described agile software development adoption, the one
by [1], which presented critical success factors for software projects and the one
by [15], with results from a survey about the use of Unified Modeling Language
(UML) and model-driven approaches in embedded software development.

Our study contributes to the literature by presenting general findings for
Brazilian software development sector and thus identifying whether practitioners
use agile methods or not. Next section describes the foundation to our approach.

3 The Challenge on How to Identify an Agile Process

The simplest way to identify whether practitioners use agile methods or not is
asking them: “are you agile?”. The answer is not simple, though. Most software
processes are not a pure application of a single method [7], once organizations
customize their development processes – adopting and abandoning practices –
very easily [8].

To accomplish the challenge on conducting a survey that identifies software
processes, we decided thus not asking people which development methods they
use. Instead, we defined our survey constructs [16] based on the literature that
evaluates agile methods adoption.

The first reference to evaluate agility are the Agile Manifesto Principles [28].
According to these principles, agile software development must satisfy customers,
accept requirements changes, deliver working software frequently, make devel-
opers and customers work together, build projects with motivated individuals,
stimulate face-to-face conversation, measure progress with working software, pro-
mote sustainable development, stimulate technical excellence, allow team’s self-
organization and promote a reflective work process.

Some researchers have been working on agility assessment models, with the
aim to evaluate agile adoption. These models also allow characterizing agility
because they define how – in practice – agility could be identified in real teams.
We analyzed four models: Sidky et al.’s [20], Qumer and Henderson Sellers’ [19],
Özcan-Top and Demirörs’ [17,18] and Fontana’s [21].

Sidky et al. [20] present the agility measurement index (SAMI). It is a five-
level maturity model to determine the highest level of agility for a project or orga-
nization. For each level, more than forty agile practices are distributed through
five agile principles: embrace change to deliver customer value, plan and deliver
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software frequently, human-centric, technical excellence and customer collabora-
tion.

With a similar foundation as Sidky’ model, Qumer and Henderson-Sellers [19]
present the Agile Adoption and Improvement Model (AAIM). The model identi-
fies six stages for agile improvement, based on agile principles. Each stage defines
a group of practices to be implemented starting with an “Agile Infancy”, passing
through “Agile Initial”, “Agile Realization”, “Agile Value”, “Agile Smart”, and
getting to an “Agile Progress”.

Özcan-Top and Demirös [18] present the Software Agility Assessment Model
(AgilityMOD). The content in their paper is complemented by a technical report
[17]. This model was developed based on ISO/IEC 15504 International Standard.
They defined aspects attributes grouped into agility levels. Each aspect attribute
is related to agile principles and are defined as: “Performing Aspect Practices”,
in the first level; “Simple” and “Iterative”, in the second level; “Technically
Excellent”, in the third level; and “Learning” for the fourth level. The agility of
one aspect is, then, evaluated in a four-point scale: “Not implemented”, “Ad-
hoc”, “Lean” and “Effective”, which are the agility levels.

The most recent work we found was the one presented by Fontana et al. [21].
The authors proposed the Agile Compass, a tool to identify maturity in agile
software development teams. This tool was developed based on an empirical
study that identified the evolvement of nine agile teams. Their proposal is not
based on levels, but on outcomes that teams should pursue. There is therefore
no specific path to maturity. Authors identified seven categories of outcomes:
practices learning, team conduct, pace of deliveries, features disclosure, software
product, customer relationship and organizational support.

We have extracted from each of these authors the characteristics of agility,
by analyzing how they defined a mature team, that is, a team that is actually
agile, as described in Table 1. We also analyzed the agile principles defined in
the Agile Manifesto [28] and chose three of them. The characteristics of Sidky
et al. [20] were not included because they proposed more than 40 items do
define agility and it would go against our purpose of a short questionnaire. As
our proposal was to create a short survey, we selected only the characteristics
that were straightforward to be evaluated and did not involve discussions about
organizational culture and personnel issues.

By combining the characteristics of agility selected from these studies, we
identified that they were related to four main aspects of the software process:
requirements definition (based on characteristics 1, 6, and 10), software docu-
mentation (based on characteristic 3), development activities planning (based
on characteristics 5 and 8) and delivery of working software (based on charac-
teristics 2, 4, 7, and 9).

We understand that the essence in the difference between traditional and
agile processes is the moment when each of these aspects are emphasized during
software development, as dynamism is one of the key differences between the
two approaches [23]. We then based our survey in this assumption, as explained
in the next section.
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Table 1. Characteristics for agility evaluation from literature.

Author Characteristic Selected (id)

Agile Manifesto Accept changes in requirements X (1)

Foster delivery of working software frequently X (2)

Face-to-face communication as the effective way to

conveying information

X (3)

Özcan-Top and Demirörs Develop work products in an iterative and

incremental way

X (4)

Communicate effectively

Balance the predictive work and adaptive work X (5)

Employ minimally sufficient ceremony

Incorporate agile engineering methods/practices to

the aspect practices

Integrate tools to aspects to improve the

productivity

Support collaborative work and shared

responsibility

Adopt agile leadership styles and adjust the

behaviors towards mistakes of people

Encourage people in the organization to participate

in learning, teaching and improvement

Collect measures to support learning and

improvement

Qumer and Henderson-Sellers Does the method accommodate expected or

unexpected changes? (Flexibility)

X (6)

Does the method produce results quickly? (Speed) X (7)

Does the method follow the shortest time span, use

economical, simple and quality instruments for

production? (Leanness)

Does the method apply updated prior knowledge

and experience to create a learning environment?

(Learning)

Does the method exhibit sensitiveness?

(Responsiveness)

X (8)

Fontana et al. The team improves its own work processes

Metrics are used for improvement and learning

The team makes decisions about the project and

about the process

The team wished to learn and improve technically

The team delivers within the due date X (9)

The team accepts changes to requirements

throughout the project

X (10)

The team worries about the quality of the source

code

The team uses tools to make development more

effective

The customer trusts in team’s work

The organization prioritizes agility as the strategy

for software development
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4 Research Approach

The objective of this study was identifying the percentage of Brazilian software
practitioners using agile software development methods. The research approach
was the survey, defined by [16] as a method that collects information from indi-
viduals to contribute to knowledge in a particular area of interest. Our results
are descriptive, as we aim at describing the distribution of a phenomenon – agile
methods usage, in a population – software development practitioners [16].

According to Forza [16], conducting a survey must include the following sub-
processes that lead to getting the desired results: (1) translating the theoretical
domain into the empirical domain; (2) designing and pilot testing; (3) collecting
data for theory testing; (4) data analysis process; and (5) the process of inter-
preting the results and writing the report. Next subsections describe how the
first four of these subprocesses were performed in this study.

4.1 Translation of the Theoretical Domain into the Empirical
Domain

As described in Sect. 3, we investigated studies that defined how to character-
ize and evaluate agility [18–21], besides considering the definitions of the Agile
Manifesto principles [28]. Our unit of analysis was the software development
practitioner, as a representative of the method used inside companies.

We avoided asking respondents which methods or approaches they use for
software development, as evidences from modern software development show
that processes and practices are mixed and combined [7,9]. Asking a respondent
to classify its own process would lead to potentially subjective decisions when
answering the questionnaire. For example, does the simple definition of sprints
in a software project planning characterize the use of Scrum? An inexperienced
developer could say that yes, but the reality might not be that. This is the
reason we based our questionnaire in studies that characterize and evaluate
agility despite of the method used.

From these theoretical and empirical references, we extracted a minimum
number of items that could in a straightforward way to characterize agility and
allow our respondents to quickly answer our questions. We based our definitions
on the premise of creating a short questionnaire that could be answered in two
minutes. As stated by Pfleeger and Kitchenham [3, p. 21], “it is important to
keep in mind that the number of questions you can realistically ask in a survey
depends on the amount of time respondents are willing to commit to it”. We
wanted to potentially increase sample size by creating a questionnaire that could
be answered by more people [2].

Section 3 showed the characteristics extracted from each author and how
they were combined to create the questionnaire. Respondents were asked to
place these aspects in specific moments in their software processes, using as a
reference the moment when software is coded. The final questionnaire was really
short, comprising:
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1. In which state of Brazil do you work at?
2. How many years of experience do you have with software development?
3. What is your educational level?
4. What is your gender?
5. In the software project you are currently working, please identify in which

moment the following activities happen (before coding, throughout coding,
after coding, or do not know):
(a) Requirements definition
(b) Software documentation
(c) Development activities planning
(d) Delivering working software

6. Summarize the positive aspects of your software process using 5 key-words
(open-ended question)

7. Summarize the negative aspects of your software process using 5 key-words
(open-ended question).

4.2 Design and Pilot Testing

The questionnaire was designed and pilot-tested in two steps: a focus group and
a pilot study. For the focus group, the first version was created, printed and
tested with 10 master and doctorate students. They evaluated language, form
and response time. The suggestions were accepted and the tested version was
completely changed to the final version.

This final version was created on-line and pilot-tested with 25 software prac-
titioners in authors’ colleagues network. In addition to answering the questions
of the questionnaire, we asked them to tell us whether their processes were agile,
traditional or hybrid. We did it to test the clustering techniques we were plan-
ning to apply for data analysis (see Sect. 4.4). The responses were processed, and
data analysis was tested. The question on which process the respondent used was
removed for the questionnaire to be distributed.

4.3 Collecting Data

Sampling is a concern in surveys, as samples must be representative of the whole
population. Ideally, all surveys should use random samples, as they are the only
format that create statistically valid results [2]. In this study it was not possible
as we do not have access to the whole population (all software developers in
Brazil), thus we applied a non-probabilistic convenience sample.

Convenience samples are those that represent people that are available and
willing to take part of the survey [2]. We used social networks and personal con-
tacts to propagate the call for respondents. We made our questionnaire available
on-line for two weeks.
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4.4 Data Analysis

We applied three different types of data analysis: clustering, descriptive statis-
tics and text mining. The clustering technique was applied to group respondents
according to similar software processes. We analyzed the moment in which the
respondent defined requirements, documented software, planned activities and
delivered software. Responses were grouped using the k-means algorithm through
R language (libraries RWeka and cluster). We defined three resulting clusters,
and, for each cluster, we used a histogram to identify how answers were dis-
tributed in the different moments (before, throughout or after coding).

We chose to create three clusters to possibly accommodate agile processes,
traditional processes1 and a third group that could show up with different char-
acteristics (such as the hybrid processes defended by [7]).

The text mining technique was used to analyze the two open-ended ques-
tions. The answers given by respondents to the positive and negative aspects of
their software processes were analyzed using a frequency of terms analysis (by
using the tm library from R language). We first analyzed the frequency of terms
individually and then the frequency of bi-grams. Individual terms analysis allows
us to identify most cited terms and then the analysis of related bi-grams eases
the understanding of the context where terms were cited in responses.

4.5 Threats to Validity

There are four types of validity to be dealt with in survey studies. The face valid-
ity guarantees that the measure reflects the content of the concept in question
[22]; the content validity, which is a “subjective assessment of how appropriate
the instrument seems to a group of reviewers” [4, p. 22]; the criterion validity,
which compares the instrument against one that is considered the “gold stan-
dard” [4, p. 22]; and the construct validity that concerns “how an instrument
behaves when used” [4, p. 22]. In this research, content and construct validity
were tested in the focus group and in the pilot-test. Criterion validity could not
be measured, as we do not have a “gold standard” as reference.

Generalization is also a concern in surveys. Although [22] states that increas-
ing the absolute number of respondents in the sample does not increase gener-
alization, it is know that the more respondents, the lower the error rate in the
results. With about a hundred respondents, we consider that the results of this
study represent practical relevance, which means that it matters to practitioners
[5]. This study presents preliminary results, as we wish to continue collecting
data to compare with the findings here presented. This is one of the strategies
that can be applied to assure practical relevance in a research [6].

5 Results

We received 129 valid responses. Respondents were 81% male and 19% female.
Their educational level was 2% high school, 40% undergraduate, 11% MBA
1 As opposed to agile, traditional processes could also be called plan-driven processes,
such as stated by [23].
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(Master Business Administration), 34% attended post-graduation courses, 11%
had master degree and 2% doctoral degree. Their experience with software devel-
opment was 20% up to 2 years; 26% from 3 to 5 years; 28% from 6 to 10 years;
26% from 11 to 20 years and 5% more than 20 years. Considering their location
in Brazil, they are distributed in ten different states, as shown in Table 2.

Table 2. Distribution of respondents in Brazil.

State Percentage (%)

PR 48

MG 22

SP 15

SC 5

PE, DF, RS, AL, MS, PA 10

Our driving objective in this study was to discover the percentage of soft-
ware developers that use agile methods in Brazil. As explained in Sect. 4, we
identified it by asking about some dynamics in their software processes. The
responses were then clustered in three groups according to the similarity of the
answers practitioners gave regarding the moment in which they define require-
ments, document the software, plan activities and deliver software. As a result of
the clustering algorithm, we got 54% of respondents in Group 1, 26% in Group
2 and 20% in Group 3. The characteristics of each group are as follows.

Figure 1 shows the results for Group 1. The answers in this cluster reported to
define requirements mainly before coding (96% of respondents). They document
software mainly throughout coding (64%), but also before coding (36%). Regard-
ing the planning of development activities, they reported to perform mostly
before coding (69%) and some throughout coding (31%). Their software deliv-
ery is mainly performed after coding (60%), but also throughout coding (38%).

The second group that resulted from the clustering analysis presents a dif-
ferent behavior (see Fig. 2). They reported to define requirements mainly before
coding (82%), and some of them throughout coding (18%). Their software doc-
umentation is performed mainly after coding (71%). On respect to development
activities planning, respondents said that it is done mainly before coding (68%)
and a few throughout coding (26%). For them, software is delivered mainly after
coding (76%), and some reported to do it throughout coding (21% of responses).

Group 3 (Fig. 3) presents another configuration of responses distribution. On
respect to requirements definition, they reported to do it mainly throughout
coding (80% of responses). Software is documented either throughout coding
(52%) and after coding (40%). Activities are planned also throughout coding
(56%) and before coding (40% of responses). For this group, software is delivered
mainly throughout coding (84%).

According to the characteristics of these groups, by comparing the different
moments when activities are performed, we observe clear evidences of the essence
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Fig. 1. The moment when practitioners perform their software process activities in
Group 1.

Fig. 2. The moment when practitioners perform their software process activities in
Group 2.

of their software processes. Group 1 is the hybrid group, mainly because there
is a distribution of requirements and planning before and throughout coding.
Delivery is also performed throughout and after coding. Group 2 is the traditional
group, with the evidences of requirements and planning being performed mainly
before coding, and delivery mainly after coding. The agile group is the Group
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Fig. 3. The moment when practitioners perform their software process activities in
Group 3.

3, with requirements definition mainly throughout coding, activities planning
before and throughout coding, and software delivery mainly throughout coding.

As Group 1 was the one with more respondents, we conclude, then, that we
have mainly software development practitioners working with hybrid processes
in Brazil (54%), then with traditional processes (26%) and the least number of
practitioners are the ones that work with agile processes (20%).

We also asked respondents about positive and negative aspects of their pro-
cesses. We analyzed the responses for each of the groups separately so that we
could then better characterize them, as shown in the next subsection.

5.1 Perceptions on the Software Process

Positive and negative aspects of software processes were pointed out by respon-
dents through keywords. We considered the terms that appeared the most, the
top-3 frequencies. Table 3 shows terms frequencies for hybrid processes, Table 4
shows for traditional processes and Table 5 for agile processes.

We can notice that positive aspects of hybrid processes are mainly related
to documentation and agility/agile. In the analysis of software process activi-
ties moments (Sect. 5) this group pointed out to document software before and
throughout coding, which is shown here to be positive for practitioners. By
analyzing related bi-grams, we observe that practitioners value consistent and
viable documentation and various aspects related to agility (projects, delivery,
flexibility, quality, etc.). We also found positive key-words related to delivery,
quality, customer, team and planning. The main negative aspect pointed out
by the hybrid group was “lack”. In this case, the analysis of the bi-grams was
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important to understand which kind of lacks they feel. The main complaints were
lack of communication, experience, feedback, management, staff and visibility.

Table 3. Most frequent terms for hybrid processes. Between brackets, the number of
occurrences. Terms were translated from Portuguese to English.

Hybrid

Positive Negative

documentation(11), agile(10),
agility(10), delivery(7),
quality(7), customer(6),
team(6), planning(6)

lack(7), development(6), scope(6),
process(6), requirements(6),
time(6), documentation(5),
change(5), tests(5)

Table 4. Most frequent terms traditional processes. Between brackets, the number of
occurrences. Terms were translated from Portuguese to English.

Traditional

Positive Negative

agility(8), delivery(8), agile(5), customer(4),
quality(4)

lack(9), low(3), documentation(3),
requirements(3), tests(3)

For the traditional processes group, the positive aspects are mainly related
to agility/agile and delivery. It seems to be contradictory that people that use
traditional processes value agility. But this is probably due to the fact that people
do mix processes and present some evidences of trial to be agile. By analyzing
related bi-grams, we could notice that practitioners related agile and agility to
collaboration, reliability, delivery, focus. Other positive aspects also mentioned
were focusing at customer and quality. As negative aspects for the traditional
group, we identified “lacks”, but, differently of hybrid processes, the terms that
appeared were lack of empathy, capacity, knowledge, control, documentation,
metrics, quality assurance, resources. The “low” term was referred to quality
and resilience.

For the agile processes group, the most frequent positive aspects were also
related to agility and delivery. Related bi-grams show terms as adaptive agile,
agile delivery, dynamics, fast delivery, value delivery, among others. Negative
terms appeared mainly related to documentation (missing of documentation,
late documentation, stress related to documentation, time to document). By
combining this data with the moments when they perform they activities, we
see software being documented throughout and after coding, which seems to be
negative for this group. There were also complaints of “lack”: of knowledge, staff,
information, planning and requirements. The only group where “bugs” appeared
in negative aspects was the agile one. Other terms are presented in Table 5.
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Table 5. Most frequent terms for agile processes. Between brackets, the number of
occurrences. Terms were translated from Portuguese to English.

Agile

Positive Negative

agility(7), delivery(5), agile(4),
development(4)

documentation(7), lack(7), time(4),
bugs(3), team(3), indefiniteness(3),
requirements(3), rework(3),
risks(3), tests(3)

6 Discussion and Conclusions

The objective of this study was to identify the percentage of software develop-
ment practitioners that use agile methods in Brazil. We identified that this is the
least used method, reported by 20% of participants, as opposed to traditional
methods, reported by 26%, and the most used, the hybrid process, reported by
54% of respondents.

To accomplish this objective, we did not ask practitioners whether they were
agile. We instead asked objective questions about activities in their software
processes and inferred their characteristics based on a clustering analysis. We
also searched for positive and negative aspects of different process configurations.

Our results are in accordance with evidences that software processes are
highly customized [8,9]. We saw most respondents taking part of a hybrid process
that presents agile and traditional characteristics. It is an evidence that we are
probably living what Boehm and Turner [23] previewed more than a decade
ago, a balance and integration of agile and plan-driven methods. Despite of the
process model used, agility was pointed out as a positive aspect in all of them,
evidencing the willing to be agile.

Some years ago, the work by [14] showed that the usage of agile methods
was rising, as also stated by agile industrial surveys [29]. With our results we
consider people are using agile, but not as the “silver bullet”. Agile practices are
mixed with traditional ones because software development practitioners actually
focus on having the job done [24].

Our results are limited to our sample. As we stated, we consider these as
preliminary results, as we wish to collect more responses for this survey and com-
plete and compare data. Nevertheless, these findings show evidence of Brazilian
software processes and provide basis for other academic studies that might wish
to better understand the dynamics of the aspects we investigated in the software
process. Our method to characterize the software process could also be replicated
and retested in other configurations.
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Altieres de Matos1, Reginaldo Ré2(B), and Marco Aurélio Graciotto Silva1,2

1 Graduate Program in Informatics (PPGI),
Federal University of Technology – Paraná (UTFPR),
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Abstract. Context: There are several studies related to Test Driven
Development (TDD), but many with divergences of results due to the
short time to perform the experiments. Moreover, the environment where
they are carried out is generally academic. On the other hand, the envi-
ronment requires tools not used by practitioners or imposes many tech-
nical and training requirements for their application. Goal: The goal of
this paper is to provide a tool that supports the evaluation of the TDD
process in the software industry and academia settings. The tool focuses
on analyzing the effects of verification, validation and test (VV&T). In
addition, the compliance of TDD usage in software development was
evaluated. Method: This study made use of the Goal Question Met-
ric (GQM) paradigm to characterize a set of objectives using metrics
towards TDD effects on software quality. A case study was conducted
with IT professionals to evaluate the tool developed. Results: Consid-
ering the existing tools that perform TDD compliance assessment, the
Butterfly tool was developed to enable the evaluation of the TDD lifecy-
cle as the developer performs the coding of the software. With this tool
it is possible to analyze the compliance of TDD usage during software
development. Conclusions: The tool allows to measure the effects of
TDD when developing software, which will support in the characteriza-
tion of TDD contributions and interventions applied to software quality
in future works.

Keywords: Test driven development · Agile software development ·
TDD conformance · TDD lifecycle · Software measurement

1 Introduction

Test Driven Development (TDD) provides developers with the ability to write
small pieces of software based on software requirements, implementing test cases
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before production code [9,20]. Thus, each piece of code and its respective auto-
matic test is written in a cycle [9]. This style of development enables developers
to stay focused on requirements sets, ensuring that every piece of written pro-
duction code is covered by automated tests [9,20].

TDD is considered an agile practice related to quality [6,13]. With the intro-
duction of TDD in eXtreme Programming (XP) and its frequent use in con-
junction with the Scrum agile method [12], TDD has gained popularity [2,6].
However, despite its adoption in software industry, several aspects regarding
TDD, such as conformance and software testing activities, are not focused by
the research community [16].

The motivation of this study lies in the fact that the software industry
and academia are not strongly connected and do not have high collaboration
between them [5]. In the software testing domain, one of the main problems is
that researchers are not worried about solving problems of the software indus-
try [10]. Several reasons regarding this have been discussed by software engi-
neering researchers, from the difference of objectives between the two parties to
challenges of scalability and applicability of problems [10].

One of the current discussions in the area of software testing is the compul-
sory testing of software in the scope of software development [5,18]. Another
motivating factor is the increase in the interest of professionals in test automa-
tion [18]. In contrast, there are factors that limit the adoption of TDD in the
software industry: (i) increased development time, (ii) insufficient experience
and knowledge about TDD, (iii) lack of upfront design, (iv) insufficient devel-
oper testing skills, (v) lack of adherence to the TDD protocol, (vi) limitations
regarding TDD implementation related to domain and tools, and (vii) legacy
code [7]. In addition to these factors, it is observed that, currently, the adoption
of agile methods requires that the responsibility for software quality be made
beyond the quality team [8]. If, in agile methods, it is argued that teams have
autonomy and that they are responsible for the software, it is sensible to give
them greater responsibility for software quality, rather than delegating such a
role integrally to a distinct part (such as a quality assurance team).

Although global software development industry and the software research
academy have a large number of members, collaboration between the two is
low [10]. In 2017, the state of the art software testing considered that performing
manual or automatic testing became mandatory for the production of software
products [5]. In this way, adopting TDD makes it possible to go further [20]. TDD
provides the industry the possibility to improve adherence to proper software
testing activities, minimizing the chances of skimping on the implementation of
test cases after writing production code [20].

This study aims to provide a tool to support the evaluation of the TDD pro-
cess in the academia and software industry. A fundamental aspect of the study is
the application in the software industry encompassed in the agile context along
with the use of the iterative model. The tool allows the real-time analysis of cod-
ing performed by developers, classifying their actions regarding editing test cases
and code and, considering such actions, classify the development cycle/iteration
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in: (i) test-addition, (ii) test-first, (iii) test-last, (iv) test driven development,
(v) refactoring e (vi) unknown. Thus, conformance to TDD can be evaluated
through the classifications and other measurements regarding testing activities,
such as test coverage and quantity of implemented test cases.

Some studies that evaluate TDD usage in the software industry and TDD
conformance are described in Sect. 2. Considering their findings and the limi-
tations regarding tool support for TDD adoption, the tool, named Butterfly, is
described in Sect. 3. Afterwards, in Sect. 4, it was provided details of the case
study used to evaluate the developed tool, describing the results in Sect. 5 and
discussing how the tool can influence the community in Sect. 6. Conclusions and
next steps regarding the investigation on the integration of TDD and software
testing within the industry setting are presented in Sect. 7.

2 Related Work

Test Driven Development (TDD) [3] is an iterative software development tech-
nique [9,19]. In the TDD process, each new iteration consists of the implemen-
tation of a feature [9]. Three phases make up the TDD process: (i) writing the
unit test, (ii) implementing the production code, and (iii) refactoring [9,19]. The
iteration begins with writing the unit test, followed by the implementation phase
of the production code, and finalizing itself in the refactoring phase [9,19]. The
iteration is terminated when all phases of the process are executed and the unit
tests are successfully executed [9]. The main rule of TDD is: “If you can’t write
a test for what you are about to code, then you shouldn’t even be thinking about
coding” [11].

TDD and some of its effects have been extensively studied [9]. Considering
the objective of this study, it was focused on related work regarding TDD confor-
mance, helping developers with the use of TDD and improving software design,
so that it was possible to obtain the best solution for the desired scenario [17].

In the study by Kou et al. [15], the authors presented a tool that allows auto-
mated recognition of TDD. The so called Zorro system allows the operational
definition of TDD practices to be verified. The automated recognition of TDD
can bring several benefits to the community, either to support TDD practices or
to assist in empirical studies on the effectiveness of TDD. The study described
how the analysis can be performed with the Zorro system, in addition to two
empirical assessments. The first controlled experiment aimed to ensure that the
collected and analyzed information was appropriate and effective. In the second
controlled experiment conducted by the authors, they aimed to obtain better
data about the strengths and limitations of Zorro for TDD inference. A third
controlled experiment was conducted in order to address a validity threats. Thus,
the authors did not use students as subjects, as in the two previous controlled
experiments, besides not using the classroom environment. Instead, the authors
run the controlled experiment with professionals of the software industry. The
study fostered the possibility of tool evolution, in order to improve its ability
to recognize TDD processes, in addition to providing information in a clear and
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objective way. It also made it possible to evaluate the effects of TDD in the
medium and long term with respect to software quality.

In the study by Becker et al. [4], the authors presented the Besouro tool,
which is an improved version of their previous TDD automatic recognition tools
and studies. The following tools were used: (i) TestFirstGauge, (ii) TDDGuide,
(iii) Zorro and (iv) SEEKE. The authors compared them with other existing
tools and commented on the new features existing in the Besouro, some of them
being built with private (closed-source) components. The Besouro tool shares
several concepts used in the Zorro tool of the study by Kou et al. [15]. To verify
the effectiveness of the tool, the authors performed a controlled experiment that
was defined through the GQM model (goal, question and metrics). Given this
model, the authors defined the following objective: “Analyze the variations of
an operational definition of TDD to evaluate with respect to TDD compliance
criteria from the perspective of the developers in the context of programming
activities”. The authors considered the Besouro tool as a potential system for
conducting quantitative TDD studies.

In the study by Fucci et al. [9], the authors presented an extensive study
on TDD processes. As a goal, the authors sought to find out the impact of the
effects that the TDD process characteristics can have on the external quality
of the software and the productivity of the developers. The authors identified
four characteristics in the TDD process, detailed in Table 1: (i) granularity, (ii)
uniformity, (iii) sequence and (iv) refactoring effort.

Table 1. Characteristics corresponding to TDD processes [9].

Characteristic Definition

(i) Granularity Characterized by a short development process, where
each cycle typically lasts between 5 and 10 min

(ii) Uniformity Characterized by development cycles that last
approximately the same time

(iii) Sequence Indicates the prevalence of the test-first (TF)
sequence during the development process

(iv) Refactoring effort Indicates the prevalence of refactoring activity in the
development process

The authors conducted a quasi-experiment in the context of the software
industry. For the production of the data, the authors performed four workshops
with themes on unit tests, TDD, TF, TL and iterative process of unit tests.
Each workshop lasted five days. To obtain the data of the development cycles,
the authors used the tool Besouro [4]. The data generated by the tool were used
to calculate metrics that represent the TDD characteristics described in Table 1.
Within their study, it was possible to conclude that the benefits of TDD are not
only provided by the dynamics of test first (TF). TDD as a process encourages
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developers to follow fine and steady steps by improving the focus and flow of
development [9].

Even with a number of tools designed to recognize the TDD lifecycle pro-
cesses, no completely open source tools for this purpose in the community was
found. There is also the need for effective analysis and summarization of data
generated by the tools. Building an open-source tool free of private components
is a differential against existing tools in the community, providing an increase in
the maintainability and easing the evolution of the tool.

3 Butterfly Tool

To develop the Butterfly tool it was necessary to evolve heuristics used to
classify the actions performed by developers during the development cycle. The
heuristics were based on those presented by Fucci et al. [9] and Kou et al. [15].

3.1 Actions

To define each heuristic, it was necessary to classify the actions that are often
executed by developers. In Table 2 each action and its respective interpretation
are presented. Five essential actions were considered to produce the necessary
heuristics to classify each scenario used in the software development cycle. The
Test Creation action comprises creating an automated test case, either before or
after writing the production code. The Test Pass action refers to the execution
of one or more automated test cases successfully. The Test Failure action, con-
trary to the Test Pass action, is related to the execution of one or more failed
automated test cases. The Test Editing action covers the inclusion, change, or
removal of source code from existing automated test cases. The Code Editing
action, similarly to the Test Editing action, corresponds to the inclusion, modi-
fication, and removal of production source code.

Table 2. Development lifecycle actions.

Action Definition

Test Creation Characterized by the creation of automatic test
cases

Test Pass Characterized by the execution of test cases
that result in success

Test Failure Characterized by running test cases that result
in failure

Test Editing Characterized by adding, changing or removing
code from test cases

Code Editing Characterized by adding, changing or removing
production source code
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3.2 Categories

For the development of the Butterfly tool, the heuristics underwent changes,
as presented in Table 3. To define the heuristics it was necessary to evaluate in
detail the life cycle of each development. The new heuristic model consists of 6
categories and 16 types of episodes. For this new model, the Production category
was removed and a new category was added, called Test Driven Development. In
this new category you can evaluate the entire red-green-refactoring life cycle of
TDD. Like the other tools, Butterfly also considers the end of the development
cycle as the Test Pass action. The tool includes the following categories: Test
Addition (TA), Test-first (TF), Test-last (TL), Refactoring (RF), Test Driven
Development (TDD) and Unknown (UK).

Table 3. Heuristics used to infer the classification of the development cycle.

Type Definition

Test
Addition

TA1. Test Creation → Test Pass

TA2. Test Creation → Test Failure → Test Editing → Test Pass

Test-first TF1. Test Creation → Code Editing → Test Pass

TF2. Test Creation → Test Failure → Code Editing → Test Pass

TF3. Test Creation → Code Editing → Test Failure → Code Editing
→ Test Pass

Test-last TL1. Code Editing → Test Creation → Test Pass

TL2. Code Editing → Test Creation → Test Failure → Test Editing
→ Test Pass

Refactoring RF1. Code Editing → Test Pass

RF2. Code Editing → Test Failure → Code Editing → Test Pass

RF3. Test Editing → Test Pass

RF4. Test Editing → Test Failure → Test Editing → Test Pass

Test Driven
Development

TDD1. Test Creation → Test Failure → Code Editing → Test Pass

TDD2. Test Creation → Test Failure → Code Editing → Test Pass
→ Test Editing → Test Pass

TDD3. Test Creation → Test Failure → Code Editing → Test Pass
→ Test Editing → Test Failure → Test Editing → Test Pass

TDD4. Test Creation → Test Failure → Code Editing → Test Pass
→ Code Editing → Test Failure → Code Editing → Test Pass

Unknown UK1. None of the above → Test pass

Test Addition. It is understood by the addition of new test cases. In this
category there is no change in production source code, only in test source code.
The possible flows are seen in the Fig. 1. The first flow corresponds to a test case
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which was added and that did not fail when executed. The second flow considers
that, after adding the test case, it failed and had to be edited until eventually
passing.

Fig. 1. Test addition flows.

Test-First. In this category, the test case must be created before the corre-
sponding production code. The possible flows are demonstrated in Fig. 2. The
first scenario considers that, after test case and code creation, the test case
passed. In the second scenario, the test case is created and executed (probably
due to the absence of the corresponding production code), then the production
code is edited until the test case finally pass. The third flow is similar to the
second, but without the execution of the test case just after its creation.

Fig. 2. Test-first flows.
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Test-Last. In this category, the test case must be created after the production
code is created. The possible flows are demonstrated in Fig. 3. In the first flow,
production code and test code are created and the test case pass. In the second
flow, the test case fails, which requires further modification of the tests until it
eventually pass.

Fig. 3. Test-last flows.

Refactoring. In this category, it can be performed refactoring for production or
test source code. It also comprehends activities associated with the improvement
of the source code, whether it is carried out in the production code or in test
cases. The possible flows are presented in Fig. 4. Two flows are associated with
production code improvement, where test cases can pass after code editing or, in

Fig. 4. Refactoring flows.
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case of failure, further code editing is required. Respectively, there are two flows
associated with test case improvement, where test cases are under modification.

Test Driven Development. In this category, it must be performed the test
case creation before creating production source code. After the production code
is created, it is necessary to perform the refactoring of the production and test
source code. The possible flows are presented in Fig. 5. The first flow represents

Fig. 5. Test driven development flows.
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the traditional TDD cycle, in which test case is created, it fails, production
code is created and modified until the test case pass, and code is improved
(by refactoring), always considering the results of test cases execution. In the
second flow, instead of improving the production code, the code for test cases is
improved (for instance, considering a coverage criteria). Finally, the third flow
is a combination of the both, improving production code and test cases.

Unknown. In order for this category to be classified by the tool, none of the
known categories is achieved. In this way, everything that does not contemplate
the heuristics of Table 3 will be classified as Unknown.

3.3 Environment

The tool can be used by developers who use the Eclipse Integrated Development
Environment (IDE), which is compatible with the Oxygen and Photon versions.
It requires Java Runtime Environment (JRE) and Java Development Kit (JDK)
in version 8 or higher. The tool for running the automatic tests should be version
4 or higher of JUnit. The Butterfly tool is available on Github1.

4 Case Study

To evaluate the tool the GQM (Goals, Questions and Metrics) paradigm was
used. It consists of a mechanism to define and evolve a set of objectives using
metrics [1]. According to some authors, the GQM approach is recommended for
the definition of experimental studies [14,21] (Table 4).

Table 4. GQM - goals, questions and metrics.

Goals Questions Metrics

G1: Evaluate the
compliance of the TDD
process within iterative
software development

Q1. Is it possible to sort
the actions of the episodes
in the categories of
Test-addition, Test-first,
Test-last, Test driven
development, Refactoring,
and Unknown?

M1. Number of
classifications
M2. Number of
actions
M3. Number of
unit tests
M4. Test
coverage

1 https://github.com/altitdb/butterfly.

https://github.com/altitdb/butterfly
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4.1 Instrumentation

The development environment used by the participants has Java in version 8,
IDE Eclipse Oxygen and JUnit 4. The results were generated by the Butterfly
tool installed in the participants Eclipse. Each participant was responsible for
sending the project data created during the experiment. The application chosen
for development was the Bowling Game, which is often used for studies regarding
TDD. The Bowling Game is responsible for calculating the score of a player in
a bowling game according to the requirements specified in Table 5.

Table 5. Bowling game requirements.

R1 The score of the game can be consulted at any time

R2 The game consists of 10 rounds

R3 The player is entitled to two shots to reach the maximum
score (10) on each round

R4 If on the first shot the maximum score is reached (strike), the
player will not be entitled to the second shoot

R5 If in both shot the maximum score is reached (spare), the
player will have as bonus the score obtained in the next move

R6 The strike score bonus is the value of the next two moves

R7 The player will have two extra shots if he strikes in the tenth
round

R8 If he reaches the spare in the two shots after the tenth round,
the player will be entitled to one extra shot

4.2 Subjects

The study was attended by professionals working in an organization focused on
software development for the financial market with about 450 professionals in
the area of Information Technology (IT). Among the professionals, 7 (seven)
participated. Participants belong to a team of professionals who have completed
advanced IT courses, such as Systems Analysis and Development, Computer Sci-
ence, Information Systems, Computer Science and Software Engineering. They
perform the role of Systems Analyst within the organization and are knowledge-
able with Java language, Eclipse development IDE, test automation tools and
TDD.

4.3 Execution

The execution was organized in three phases: (i) installation and training of
the Butterfly tool, (ii) development of the Bowling Game and (iii) sending the
results. In phase (i), the professionals installed the tool in the Eclipse IDE and
received the training to learn how the tool should be handled. In phase (ii) the
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professionals developed the Bowling Game using the Java language, test tool
JUnit and TDD. For each Bowling Game requirement, it is expected that a set
of development activities are performed, from which the development cycles can
be detected. No minimum or maximum time was set for the development of the
game. In phase (iii) the professionals sent the developed game and the results to
the authors by email for evaluation.

5 Results

Considering the purpose of this study, a new tool, called Butterfly, was devel-
oped. It is an evolution of Besouro tool (which, in turn, was an evolution of the
Zorro tool). The main differences, as shown in Table 6, are related to compliance
verification with respect to TDD and implementation dependencies.

Table 6. Comparison of automatic TDD recognition systems.

Tool Dependencies Compliance User feedback Compliance
report

Zorro [15] Hackystat,
SDSA, Jess

Context-sensitive
compliance

No No

Besouro [4] Listeners,
JESS, VCS

Varying, according to the
implemented component

Yes No

Butterfly Listeners,
VCS

Standard implementation
according to
pre-established heuristics

Yes Yes

The tool developed in this study aims to measure compliance and evaluate the
TDD life cycle, which was limited or not possible using in other tools. Butterfly
allows to check whether the developer is using TDD correctly, or if is only using
TDD phases such as Test-first and Refactoring. Considering the features from
Table 6, the following differences can be highlighted:

– Dependencies: In the previous tools, some dependencies were fundamental to
the operation of the tool. For instance, the Jess tool was one of the main
components required by them, but it was not free for commercial use. This
led to its removal from the Butterfly tool, replacing its functionality by new
code written by the authors.

– Compliance: Actions described in the literature were considered, and it no
longer varies according to contexts or implementations as performed in the
previous tools.

– User feedback: It was kept as in the Butterfly tool, given its importance
in classifying actions that are not considered correct, making it possible to
improve the tool in the future.

– Compliance report: A novelty in the Butterfly tool is the summarization of
the actions performed by the user. With this report it is possible to analyze
the percentage of use of the user’s actions.
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A case study was conducted to validate the use of the developed tool. In
Table 7, it is presented a summary of the measurements taken from the execu-
tions for each developer during the execution of the empirical study described in
Sect. 4. For metrics, the following definitions are adopted: classifications (M1) as
the number of episodes classified by the tool according to the categories defined
in Table 3; actions (M2) as the amount of actions carried out by each developer,
as presented in Table 2; unit tests (M3) as the amount of automated test cases
created by the developers; and test coverage (M4) as the percentage of produc-
tion code that was covered by the unit tests with respect to control-flow criterion
(statements coverage).

Table 7. Measurements regarding usage of Butterfly tool.

Developer Classifications
(M1)

Actions
(M2)

Unit tests (M3) Test coverage (M4)

D1 38 311 12 92

D2 32 223 6 100

D3 63 692 21 90.6

D4 88 505 13 99.7

D5 35 356 10 96.2

D6 119 732 29 95.2

D7 21 262 10 100

Average 56.57 440.14 14.42 96.24

Median 38 356 12 96.2

Metrics M1 and M2 are directly linked to the activity development effort
while metrics M3 and M4 can be used to diagnose testing activities. Comparing
the measurements with manual analysis of the code produced by the developers,
There is no disagreement with the measurements (and classifications) made by
the tool against the actions carried out by the user.

6 Discussion

Using the tool, it was possible to evaluate the TDD life cycle, evaluating the red-
green-refactoring cycle as a whole and separately. The granularity, uniformity,
sequence and effort of refactoring, which were presented in the Table 1, can be
measured individually or in combination. Furthermore, providing facilities that
can summarize the results generated by users actions facilitates the analysis
of long-term empirical studies or with a large amount of user participation.
Therefore, the tool enable to further evaluate development activities, and to
try out new approaches within each process of the TDD life cycle, being able
to evaluate the effects within a single TDD phase or for the complete TDD
iteration. For instance, the inclusion of the use of test criteria in the TDD cycle
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is being evaluated, and this study provides a tool that will help evaluate this
inclusion, so that gains are obtained and threats removed or mitigated.

Making the tool open-source gives researchers the possibility of new imple-
mentations without the need to learn new frameworks. In order for the exten-
sibility of the tool to be carried out, only knowledge in the Java language is
necessary.

7 Conclusion

In this study, it was presented the Butterfly tool, which is a tool built with the
purpose of analyzing the process of developing iterative software by classifying
it into categories. Each category has a set of heuristics, which are responsible for
determining in which category the user’s actions meet. The categories offered
by the tool are: Test Addition, Test-first, Test-last, Test Driven Development,
Refactoring, and Unknown.

To perform the tool evaluation the GQM paradigm was used, allowing to
elaborate objectives, questions and metrics for the purpose of evaluating exper-
imental studies. The Butterfly tool serves the purpose of this study, which is
to evaluate the compliance of the TDD process in the development of iterative
software. With the established metrics it is possible to verify that the actions
and episodes generated were categorized in an expected way. There were no
divergences between developers and the categorization performed by the tool.

Finally, a tool that can support empirical studies about TDD was developed,
easing the analysis of the information generated. The Butterfly tool was pro-
vided on Github2, so that the source code can be used by researchers or by the
community at large. The tool is also open to further improvements, and the
community can contribute using the open source format.

References

1. Basili, V.R.: Software modeling and measurement: the goal/question/metric
paradigm. Technical report CS-TR-2956, UMIACS-TR-92-96, p. 24. University
of Maryland, College Park, MD, USA, September 1992. http://www.cs.umd.edu/
∼basili/publications/technical/T78.pdf

2. Beck, K.: eXtreme Programming Explained: Embrace Change. Addison-Wesley,
Boston (1999)

3. Beck, K.: Test-Driven Development: By Example. Addison-Wesley Professional,
Boston (2002)

4. Becker, K., de Souza Costa Pedroso, B., Pimenta, M.S., Jacobi, R.P.: Besouro: a
framework for exploring compliance rules in automatic TDD behavior assessment.
Inf. Softw. Technol. 57, 494–508 (2015)

5. Briand, L., Bianculli, D., Nejati, S., Pastore, F., Sabetzadeh, M.: The case for
context-driven software engineering research: generalizability is overrated. IEEE
Softw. 34(5), 72–75 (2017)

2 https://github.com/altitdb/butterfly.

http://www.cs.umd.edu/~basili/publications/technical/T78.pdf
http://www.cs.umd.edu/~basili/publications/technical/T78.pdf
https://github.com/altitdb/butterfly


48 A. de Matos et al.

6. Causevic, A., Punnekkat, S., Sundmark, D.: TDDHQ: achieving higher quality test-
ing in test driven development. In: Euromicro Conference Series on Software Engi-
neering and Advanced Applications, pp. 33–36, Santander, Spain (2013)

7. Causevic, A., Sundmark, D., Punnekkat, S.: Factors limiting industrial adoption
of test driven development: a systematic review. In: International Conference on
Software Testing, Verification and Validation, pp. 337–346. IEEE, Berlin, Germany
(2011)

8. Causevic, A., Shukla, R., Punnekkat, S., Sundmark, D.: Effects of negative testing
on TDD: an industrial experiment. In: Baumeister, H., Weber, B. (eds.) XP 2013.
LNBIP, vol. 149, pp. 91–105. Springer, Heidelberg (2013). https://doi.org/10.1007/
978-3-642-38314-4 7

9. Fucci, D., Erdogmus, H., Turhan, B., Oivo, M., Juristo, N.: A dissection of the
test-driven development process: does it really matter to test-first or to test-last?
Trans. Softw. Eng. 43(7), 597–614 (2017)

10. Garousi, V., Felderer, M., Kuhrmann, M., Herkiloglu, K.: What industry wants
from academia in software testing?: Hearing practitioners’ opinions. In: Interna-
tional Conference on Evaluation and Assessment in Software Engineering, pp. 65–
69. ACM, Karlskrona, Sweden (2017)

11. George, B., Williams, L.: A structured experiment of test-driven development. Inf.
Softw. Technol. 46(5), 337–342 (2004)

12. Hammond, S., Umphress, D.: Test driven development: the state of the practice.
In: Smith, R.K., Vrbsky, S.V. (eds.) ACM Annual Southeast Regional Conference,
pp. 158–163. ACM, Tuscaloosa, Alabama, USA (2012)

13. Janzen, D., Saiedian, H.: Test-driven development concepts, taxonomy, and future
direction. Computer 38(9), 43–50 (2005)

14. Juristo, N., Moreno, A.M.: Basics of Software Engineering Experimentation.
Kluwer Academic Publishers, Dordrecht (2001)

15. Kou, H., Johnson, P.M., Erdogmus, H.: Operational definition and automated infer-
ence of test-driven development with Zorro. Ann. Softw. Eng. 17(1), 57–85 (2010)

16. Offutt, J.: Why don’t we publish more TDD research papers? Softw. Test. Verif.
Reliab. 28(4), e1670 (2018)

17. Pachulski Camara, B.H., Graciotto Silva, M.A.: A strategy to combine test-driven
development and test criteria to improve learning of programming skills. In: Tech-
nical Symposium on Computing Science Education, pp. 443–448. ACM, Memphis,
TN, USA (2016)

18. Raulamo-Jurvanen, P., Mäntylä, M., Garousi, V.: Choosing the right test automa-
tion tool: a grey literature review of practitioner sources. In: International Con-
ference on Evaluation and Assessment in Software Engineering, pp. 21–30. ACM,
Karlskrona, Sweden (2017)

19. Shelton, W., Li, N., Ammann, P., Offutt, J.: Adding criteria-based tests to test
driven development. In: International Conference on Software Testing, Verification
and Validation, pp. 878–886. IEEE, Montreal, QC, Canada (2012)

20. Spinellis, D.: State-of-the-art software testing. IEEE Softw. 34(5), 4–6 (2017)
21. Wohlin, C., Runeson, P., Höst, M., Ohlsson, M.C., Regnell, B., Wesslén, A.: Experi-

mentation in Software Engineering: An Introduction. Kluwer Academic Publishers,
Sweden (2000)

https://doi.org/10.1007/978-3-642-38314-4_7
https://doi.org/10.1007/978-3-642-38314-4_7


Evaluation of an Agile Maturity Model:
Empirical Evidences for Agility

Assessments
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Abstract. Software process reference models (such as Capability Matu-
rity Model Integration – CMMI–DEV) have been used for years for soft-
ware process evaluation and improvement. However, when a team uses
agile methods for software development, these models hinder sustain-
ing agility in higher maturity levels. This is the reason why some agile
maturity models have been proposed in the last years. Although there are
some models suggested in literature, few studies actually evaluate these
models with real teams. The objective of this study is thus to evaluate an
agile maturity model – the Agile Compass – creating empirical results for
agile teams in the process improvement field. We conducted this research
with two field studies in two different agile teams: an ethnographic study
and a focus group. Our findings confirmed the need for empirical valida-
tion of academically–proposed models. The Agile Compass was effective
in creating a maturity picture for the teams, but both teams seemed to
prefer a more “objective” evaluation.

Keywords: Maturity model · Process improvement ·
Agility assessment · Agile software development

1 Introduction

Maturity models are used in software engineering with the aim to drive software
development processes improvement. This improvement means creating prod-
ucts with more quality, in a defined and predictable work process. Currently, the
family of standards ISO/IEC 330xx [1] and the Capability Maturity Model Inte-
gration for Development (CMMI-DEV) [2] are references to guide improvements
in software processes.

When a software development team uses agile methods, development process
tend to value – as the Agile Manifesto [3] states – individual and interactions
more than processes and tools; working software more than comprehensive docu-
mentation; customer collaboration more than contract negotiation and respond-
ing to changes more than following a plan. In this context, software improvement
initiatives may follow the traditional reference models, but with implications. As
c© Springer Nature Switzerland AG 2019
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traditional reference models use process definition and control to reach maturity
in software development, it usually implies that agility might be hindered in
higher maturity levels [4,5].

Some researchers have been proposing agile maturity models [6,8,10]. These
models adapt improvement guidelines to the values and principles stated by
agile methods. Although a number of models have been proposed with differ-
ent structures, only few of them are empirically evaluated [10] and we do not
know whether they are applicable in real teams. Even agility assessment models
proposed in industry have shown not to be effective on aiding agile adopters to
improve their agility [13].

Empirical evaluations, though, are essential for researchers to understand the
applicability of the solutions they propose and create agile maturity models that
effectively aid improving agility. These models should fit for the purpose of being
actually used in industry [11,13].

This study aims at evaluating one of the agile maturity models, the Agile
Compass, proposed by Fontana et al. [12]. The Agile Compass is a tool that
allows assessing maturity in agile software development teams without the need
of extensive process definition and control. It defines agile software development
maturity as a set of outcomes that are pursued by teams and the assessment is
performed with a check-list and meetings for discussion.

With the general objective of evaluating the Agile Compass, we defined three
specific objectives: to evaluate its efficacy to measure maturity, to evaluate the
utility of the model and to identify practitioners perceptions. Our results interest
to industry practitioners, as we show how to conduct an agility assessment in
two different ways. The findings also interest to academics, as we (1) applied
two research methods for an agile maturity model evaluation and (2) found
evidence about the issues that could be improved for the creation of new and
more practical agile maturity models.

This paper is organized as follows: Sect. 2 describes related work and Sect. 3
briefly describes the Agile Compass. Next, Sect. 4 describes our research app-
roach, Sect. 5 describes results and, finally, we discuss findings and conclude the
paper.

2 Related Work

Maturity models for agile software development have been proposed for years.
More than a dozen models are described by academic works [11] and, in industry,
tens of options may be found [7]. However, few of them are created based on
empirical work and even less of them have their assessment evaluated academi-
cally. It has been a concern in recent works to apply these models in real teams
and understand usages and advantages [13].

The evaluation of these models must be performed by in-depth studies, so
that assessed teams get observed and empirical results uncovered. The work
by Özcan-Top and Demirörs [14], for example, describes the application of the
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Software Agility Assessment Model (AgilityMOD). As a result, authors identi-
fied some necessary improvements such as redundancies, missing practices, and
excess of practices.

The study described by Gren et al. [15] evaluates the Agile Measurement
Index (SAMI), proposed by Sidky et al. [16]. The authors found out that,
although the SAMI model evaluated agility according to the number of prac-
tices adopted, teams use practices that are not related to agile principles and,
thus, this measurement may not be valid. They conclude that it is not easy
to assess agility with a quantitative measurement and that behavior evaluation
might give a better understanding of the agility situation in a team.

The model we chose to evaluate in this study does not provide a quantita-
tive measurement and also does not identifies practices adopted. Next section
describes how the Agile Compass [12] assesses agile maturity.

3 The Agile Compass

The Agile Compass is a model created with empirical data from nine different
agile teams, as described in Fontana et al. [12]. It defines agile maturity as a
search for outcomes. Teams may use different practices, techniques and methods
to pursue these outcomes.

The assessment is based on the evaluation whether the outcomes were accom-
plished by the team. Figure 1 shows the outcomes and the categories in which
they are organized.

The practices learning category comprises outcomes that teams pursue when
they decide to change the way they work. The team conduct category represents
how the team evolves behavior in the use of agile methods. The deliveries pace
shows how deliveries evolve as the team matures. The features disclosure cate-
gory comprises the outcomes pursued by teams as they evolve the way require-
ments are elicited. The software product category represents the outcomes teams
accomplish when they try to improve the software product. The customer rela-
tionship comprises outcomes pursued by teams when they implement practices
to improve their relationship with the customer and, last but not least, the
organizational support, represents the organization position on respect to agile
adoption.

For the assessment, each of these outcomes is described by a statement and
by two or three check-list items. The authors [12] propose that team members
evaluate together this check-list and discuss which outcomes have been par-
tially or fully accomplished. This discussion may also lead to a plan of action
for agility improvement. Figure 1 shows in gray the outcomes accomplished by
mature teams and next section describes our research approach to evaluate this
assessment method.

4 Research Approach

The objective of this research was to evaluate the Agile Compass as a maturity
assessment tool for agile software development teams. This study is a Design
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Fig. 1. The Agile Compass outcomes and categories. Adapted from [12].

Science Research (DSR), which one of the objectives is to “evaluate an instanti-
ation of a designed artifact to establish its utility and efficacy (or lack thereof)
for achieving its stated purpose” [19, p. 425]. The designed artifact is the Agile
Compass to be evaluated in an ex-post evaluation in naturalistic settings (clas-
sification given by Venable et al. [19]).

Based on the guideline to evaluate efficacy and utility, the specific objectives
we defined were:

– Evaluating Agile Compass efficacy on assessing maturity;
– Evaluating Agile Compass utility on assessing maturity; and
– Evaluating team members perception on the tool usage.

We evaluated the Agile Compass Assessment in two teams. The methods
chosen to accomplish this objective were, in the first team, the ethnographic
study and, in the second team, the focus group.
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4.1 The Ethnographic Study

According to Bryman [17] an ethnographic study is an “observation research”.
When it is in a structured form, comprises “direct observation of behaviour and
the recording of that behaviour in terms of categories that have been dived
prior to the start of data collection” [17, p. 270]. Our observation in the first
team comprised an observation schema in which we watched the Agile Compass
Assessment meeting and reported the types of interactions among team members
every time it changed (without a fixed timebox). The coding we used were:

1. The team is discussing about the action plan to improve process;
2. The team is discussing whether a specific outcome was accomplished;
3. The team is discussing which practices they use to fill out an outcome;
4. Discussion related to the topic;
5. Discussions not related to the topic;
6. Critics among team members;
7. General lack of interest/tiredness/silence/confusion;

The observation schema was based on the suggestions given by Bryman [17]
and helped us identifying team behaviour during the assessment, as we did not
interfere in the dynamics of the discussions.

After the assessment meeting finished, we asked team members to answer a
questionnaire with questions to capture their perceptions about the tool. They
evaluated the following statements and marked their opinion, in a 5-point Likert
scale (“completely disagree”, “partially disagree”, “neutral”, “partially agree”
or “completely agree”):

– For efficacy evaluation:
• The Agile Compass represents effectively what is maturity for agile soft-

ware development
• The Agile Compass helps me understanding my team’s maturity in agile
• The Agile Compass enables the comparison of maturity between different

teams
– For utility evaluation:

• The Agile Compass helps my team to evolve practices towards maturity
• The Agile Compass helps my team to evolve behaviours towards maturity
• I could accomplish the same improvement results in other ways

4.2 The Focus Group

The focus group is a research method that aims at understanding how people
feel or think on respect to a matter, an idea, a product or a service [20]. This
method comprises five main characteristics: (1) a small group that (2) presents
certain properties, (3) that provide qualitative data, (4) in a focused discussion
(5) to help understanding a topic of interest.

These properties apply to our study, in the second studied team, in the
following way:
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1. A software development team;
2. That use agile methods;
3. Which will attend to an Agile Compass Assessment session;
4. Guided and analyzed by the researcher;
5. To identify the tool’s efficacy and utility.

The steps for the execution of the focus group were defined according to the
work by Romain [21]: Preparation, Phase 1 and Phase 2. Preparation comprised
defining the protocol for the study, preparing necessary material (printed Agile
Compass check-lists, pens, etc) and setting the meeting schedule with the com-
pany. Phase 1 comprised a meeting in which we presented the Agile Compass for
team members, explaining each of the categories and outcomes, and each indi-
vidual filled out an Agile Compass checklist with his own opinion. In Phase 2, we
conducted a second meeting – the focus group – when all results from previous
phase were compiled, shown to all team members and, in a guided discussion,
they arrived to a consensus about the agility assessment. In Phase 2, we also
observed discussions using the structured schema described in the ethnographic
study, coding team behavior for each 3–5 min.

All meetings were recorded with participants authorization. The recordings
were used to remember specific points in the discussions. After the assessment
session, we asked team members to fill out the same evaluation form as the
ethnographic study, providing us a view of their perception about the tool.

4.3 Threats to Validity

This study is a qualitative research and, as such, presents specific validity and
reliability issues [17] that were addressed in our protocol in the following ways.
Regarding external reliability (the degree to which a study may be replicated),
we have based our protocol in scientific method literature and described our
research steps. On respect to internal reliability (the members of a research may
agree with results), we have created research reports after conducting the field
studies and presented them to key participants, so that they could verify whether
our conclusions met their perceptions.

Regarding internal validity (whether there is a good match between
researchers’ observations and theoretical ideas) and external validity (which is
the degree to which results may be generalized) we consider further field studies
may be performed to confirm or refute our findings.

5 Results

Our study was conducted with two different software development teams. The
first team worked in a Brazilian company that develops software for the govern-
ment sector, with about 1500 employees and 25 years in the market. The team
had 6 people. They were already using the Agile Compass to assess maturity in
the teams, and we conducted this study in their second assessment session.
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For the focus group, we contacted four different companies to perform the
study, but only one accepted, which is the second team. They worked in a multi-
national company with about 2000 employees in Brazil. The team developed
configurations in a human resources system, used by the company. The team
had 10 people, with 8 of them in Brazil and 2 of them in USA.

Next subsections present the results for each of the studies.

5.1 Agile Compass Observation: Ethnographic Study

As explained in Sect. 4.1, we observed an Agile Compass assessment session.
The session took 55 min, was guided by the team’s agile coach and we did not
interfere in the dynamics of the meeting (only solving some doubts about the
tool).

The method for conducting the assessment was created by their agile coach.
She created a spreadsheet with the Agile Compass check-list and, for each cat-
egory, for each outcome, she asked the team whether the check-list item was
verified in the team. The whole team responded together and they arrived to
a consensus at the time. They did not discuss improvements needed nor plans
of action because the company used the Agile Compass exclusively to measure
agility adoption.

This is the reason they created indicators. Each check-list item marked had a
value of 1. A fully accomplished outcome had a value of 3. Results were plotted
in a graphic that allowed the team to visualize its accomplished outcomes and
compare with other assessment sessions. Figure 2 shows the graphic created by
the team’s agile coach. The resulting assessment of the session we observed is in
orange line, compared with a previous session, green line, and mature outcomes
in blue bars.

Fig. 2. The result of the Agile Compass assessment in the first team. X axis shows
Agile Compass outcomes and Y axis the indicator from 0 to 3. Figure provided by the
team’s agile coach. (Color figure online)

Figure 2 shows that the team, in the moment of the session, had fully or par-
tially accomplished mature outcomes in the practices learning category and also
in the team conduct category (see first eight outcomes in X axis). They were still
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on the way to get to mature outcomes on deliveries pace, as their deliveries still
got late (see next four outcomes). Regarding features discovery – represented by
next three outcomes on X axis, the team had partially accomplished the mature
outcome (requirements discovery). On respect to software product (next four
outcomes), almost all mature outcomes had been accomplished, and for cus-
tomer relationship and organizational support, mature outcomes had partially
been accomplished (last eight outcomes).

As we performed a structured observation, we made notes (using the codes
described in Sect. 4.1) to identify how the team used the session time. The team
spent 47% of the time with discussions whether an outcome was accomplished;
37% discussing practices they were using; and 4% of the time with related topics.
The other 5% was distributed among plan of action, other unrelated topics and
lack of interest.

During the observation, we also made notes on the issues discussed. We saw
they felt difficulties in understanding some statements in the Agile Compass
check-list and that some of the items they felt did not apply to the team (for
example, outcomes that they do not have control over, such as organizational
support). We also felt some embarrassment when exposing negative situations
(such as lack of management support).

On respect to how the team evaluated the Agile Compass session, their
responses to our questionnaire are shown in Fig. 3 (one of the team members
did not respond). We can observe that the majority of the team believes the
Agile Compass represents what is maturity in agile software development, helps
understanding team’s situation, helps comparison among teams and helps the
team to evolve practices and behavior. Nevertheless, they also state that these
results could be accomplished with other tools.

Agile Compass Efficacy, Utility and Team’s Perception: The findings
from ethnographic study have shown that the Agile Compass was effective on
allowing the maturity assessment in the team. Although there were some doubts
on the statements defined in the check-list, the team arrived to a consensus and
could define whether an outcome was accomplished or not. The graphic in Fig. 2
represents the agility assessment in the team. On respect to the utility, we could
see the tool being useful to assess maturity, but not to guide improvements, as
the team almost did not discuss on how to improve results. When we presented
the study report to the agile coach, she said that they were not using the Agile
Compass with this objective. They wanted a tool to measure agility and compare
teams. On respect to team perception, we observe a positive opinion about the
tool, approving its efficacy and utility.

5.2 Agile Compass Application: Focus Group Study

The main characteristic of the focus group is that it is guided by the researcher.
Thus, differently from the ethnographic study, we conducted the assessment in
this team, as suggested by the Agile Compass authors [12] and as applied in
Romain [21].
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Fig. 3. The evaluation of the first team on the Agile Compass (number of responses).

In a first meeting, we explained the Agile Compass and collected individual
team members forms. In these forms, they individually checked out the items
from the Agile Compass which they verified in their team. This section took
40 min. We then consolidated all responses in a single spreadsheet, with the same
layout as the Agile Compass, as shown in Fig. 4. In each cell (that represents an
outcome) we show which team members (P1, P2, P3, ...) marked an item.

In the second meeting, the two members located in USA did not participate.
In this session, we presented the spreadsheet with all members responses con-
solidated and, going through each one, we stimulated a discussion asking why
people marked a specific item, whether all the others agreed and, then finally
whether the outcome was accomplished. If the team did not see the outcome as
accomplished, it was left blank in the spreadsheet. If they agreed the outcome as
partially accomplished, it was set in light gray, and, if they found the outcome as
fully accomplished, it was filled in dark gray. We set an asterisk in the outcomes
considered mature, for the team to have a reference during the discussions. This
session took one hour.

The maturity situation of the team, in the moment of the session, is shown
in Fig. 4. We see here a team starting the agile transformation. On respect to
practices learning, outcomes had partially been accomplished, but discussions
showed the team was on the way to improve and fully accomplish them. On
respect to team conduct, the team was a “confident team” on the way to be an
“assertive team”. However, they still presented characteristics of a “responsive
team”, as this outcome was partially accomplished. Regarding deliveries, they
still got late – this is the situation shown by the fully-accomplished outcome
“expected frequent deliveries”. On respect to features disclosure, the team still
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defined requirements in traditional ways, shown by the outcome “requirements
discovery” not even partially accomplished. Team focus on software product was
still maturing, as mature outcomes in this category were partially accomplished
(note the outcome “Awareness of failure” fully accomplished, which means the
team is aware that needs to improve). The team was experiencing a strong orga-
nizational support for the agile transformation, as mature outcomes had already
been accomplished for the categories customer relationship and organizational
support.

During the discussions, team members pointed out difficulties in filling the
check-list (some of them understood that they necessarily had to mark an item
for all outcomes) and misunderstandings on statements of the check-list. They
also discussed the practices they were using to set an outcome as accomplished
or not. They also mentioned they felt the need for a more “objective” way to
see the results, such as with indicators. Nevertheless, the team supervisor agreed
with the maturity situation we uncovered during the assessment session.

Fig. 4. Results for the Agile Compass assessment in Team 2.

From the codes we made notes during the structured observation, we have a
situation similar to the first team. Most of the time, the team spent discussing
whether a result was accomplished (41%). The team also pointed out practices
being used (27% of the time). Discussions related to plans of action and related to
the topic summed up 14%. We observed critics in the team (1%) and a significant
lack of interest (14%).

As in Team 1, we collected team members perceptions on the Agile Compass
as a tool for assessing maturity. Only five of the ten team members responded
to our survey. Figure 5 shows the results. Most part of the team have no opinion
whether the tool represents the maturity in agile software development. They are
divided on respect to the efficacy of the tool on helping the team to understand its
situation and on the utility to compare different teams. They agree the tool helps
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evolving team’s practices and behavior. We also see they are divided regarding
whether they could reach the same assessment results in other ways.

Fig. 5. The evaluation of the second team on the Agile Compass (number of responses).

Agile Compass Efficacy, Utility and Team’s Perception: The findings
from the focus group have shown that the Agile Compass could provide a matu-
rity picture of the team, but the assessment session needs some improvements, as
the team pointed out some check-list items they did not understand. Individual
evaluations of the tool show that they did not realize their maturity situation,
probably because they missed a quantitative indicator. Nevertheless, they found
the tool useful to stimulate discussions that may lead to improvements in prac-
tices and behavior. The lack of interest during the assessment session probably
shows that some team members were not willing to participate in the research.

6 Discussion

The objective of this research was to evaluate the Agile Compass as a maturity
assessment tool in agile software development teams. We evaluated Agile Com-
pass assessment sessions in two teams, using two different methods. For the first
team, we observed a session conducted by the team, through an ethnographic
study. For the second team, we invited them to participate in the research and
conducted a focus group for guiding the assessment session.

We found the tool was effective and useful on assessing maturity in the two
teams. We could draw a picture of their maturity situation and both teams
agreed the tool would help accomplish improvements in agile software develop-
ment. However both of them missed a quantitative approach to see their maturity
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situation. Most agile maturity models, as shown in Fontana et al. [11], define
their assessment procedures by using quantitative indicators. The Agile Compass
approach is qualitative and both teams disliked this subjective approach. When
we performed the study, the first team had already created their own “transla-
tion” from the subjective evaluation of outcomes to a quantitative indicator, by
plotting results in a graph. The second team showed during the discussions that
would like to see a more “objective” picture of their maturity situation.

Although recent studies have shown difficulty in quantitatively measuring
agility [15], it seems that quantitative indicators are needed by practitioners.
Contextual and time-consuming assessments do not full-fill organizations needs
[13,15] and we, as academics, need to find light and quantitative ways to provide
a measurement for agility [22].

Other issues we observed in these field studies were the language and the pro-
cedure defined by the assessment tool. Both teams had doubts on understanding
some items in the Agile Compass. When designed artifacts are academically
proposed [19], researchers make efforts to evaluate the validity and reliability
of their research results. Nevertheless, researches that aim at having practical
findings may also be useful [19]. Although the Agile Compass had been academ-
ically validated [12], real practitioners usage pointed out other issues that must
be considered.

Related work in literature have been confirming the importance of empirically
evaluating agile maturity assessment models. Özcan-Top and Demirörs [9,14]
evaluate the model they purpose by verifying whether the agility assessment is
understood by participants and useful for improvement. They identified their
model was effective for its purpose and, as in our work, they also collected
the perception of the practitioners on improvements that could be made in the
model.

Another evaluation of an agile maturity model is presented by Gren et al.
[15]. They, on the other hand, found the evaluated model was not successful
on measuring agility. The model they evaluated considered the implementation
of practices to evaluate agility and they found it was not useful. They argued
that “teams can use agile practices without having them aligned with the agile
principles” [15, p. 40] and, thus, practices adoption does not measure agility
level. They concluded their study confirming the need to validate current agile
maturity models instead of proposing new ones [11,15].

These findings evidence the need for empirical studies validating academi-
cally created tools. Even though they have been scientifically tested, these tools
need to be refined by practitioners usage, as language and procedures for the
assessment are only tested in real settings.

7 Conclusions

This study aimed at evaluating an agile maturity assessment tool – the Agile
Compass. Two different teams had their assessment sessions evaluated, using
two empirical methods, the ethnographic study and the focus group.
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Findings have shown the tool was effective on evaluating team’s maturity,
but teams still pointed out the need for quantitative indicators for maturity
assessment. We also observed the importance of empirical studies to validate
academically created tools, to adequate language and usage procedures.

Our results are limited to the teams we studied, as a characteristic of qual-
itative and in-depth researches [17]. The study protocol should be replicated in
other teams with other contexts to confirm or refute our findings.
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62 A. Corrêa Rodrigues and R. Mantovani Fontana

12. Fontana, R.M., Reinehr, S., Malucelli, A.: Agile compass: a tool for identifying
maturity in agile software-development teams. IEEE Softw. 32(6), 20–23 (2015).
https://doi.org/10.1109/MS.2015.135
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Abstract. Nowadays, the software industry is widely applying agile methods.
However, while agile principles emphasize the development of software that
delivers “customer value” as a key determinant to success in new products and
service designs, there are still a few studies that demonstrate how this occurs in
practice. In this study, strategies to increase customer value are discussed in
literature, especially in the context of Agile Software Development. The results
of systematic literature review were validated and added to an industrial
inventory. Based on these investigations, 15 strategies to increase customer
value have been identified and detailed at the level of approaches, techniques,
tools and metrics. The results obtained reinforce the complexity and the need for
new empirical studies on the subject, mainly to investigate the key success
factors and main challenges for the adoption of these strategies, as well as the
positive and negative impacts caused by their implementations in practice.

Keywords: Agile methods � Customer value � Product development

1 Introduction

In the first principle of the Agile Manifesto [1], which represents the fundamental
milestone of Agile Software Development (ASD), it is possible to observe the priority
given to customer satisfaction through the early and continuous delivery of “valuable
software” [2]. Likewise, the Lean Thinking principles, which originated at Toyota and
influenced the ASD, point out the need to increase customer value, eliminating the
waste of conducting activities or processes that do not generate value [3].

The concept of “value” is referenced in literature as complex, difficult to under-
stand, conceptualize and model [4, 5]. It has different meanings in specific contexts and
there are many ways of describing it [6]. Neither is it a static concept, but it evolves
constantly and is influenced by the experiences and needs of customers. Despite these
challenges, a deeper view of how value is perceived and created would allow these
processes to be more effective [7, 8]. The customer value takes into account the
perspective of a company’s customers, considering what they want and believe to
acquire by buying and using a product or service [9].

The primary goal of any business organization is to create customer value. Deliv-
ering this value and maintaining the flow of customer value in a sustainable and ever-
growing form has been the focus and need of most companies worldwide [10] -
including in the software industry [11]. However, the challenges of the practical
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application of strategies to increase customer value are currently present in the devel-
opment of software with low value and underutilized products [12]. Research has
reported, in the context of the introduction of agile methods, in the early 2000s that 64%
of user-requested features in internal software development projects (non-commercial
products) were never, or rarely, used [13]. In some more recent case studies, wastes of
up to 50% of developers’ time with activities that did not generate any customer value
and the development of functions that were not necessary or of little customer value
were identified [14]. In addition, decision-making about which software products are to
be implemented in companies are often based on ineffective criteria, such as personal
opinion of members of executive committees or influenced by the person with the
highest salary [15]. In ASD, despite the priority given to the construction of software
delivered by customer value, the agile development processes do not contemplate any
specific strategy to follow the delivery results of customer value, allowing each team to
choose whether or not to adopt any given strategies to achieve this goal.

Many studies have been published in recent years related to ASD, but their con-
tributions address specific or comparative agile methods with other development
processes [16]. However, few studies have been devoted to understanding the concept
of customer value in a comprehensive and detailed way in software development [17,
18]. The studies have not yet identified which strategies are used to increase customer
value among software development companies that adopt ASD, they only mention the
creation of value ASD brings [18]. However, somehow these companies have been
practicing and pursuing strategies to extract the maximum possible value from their
products and services to their customers, in order to continue existing in an environ-
ment of constant market changes and global competition [19].

The research reported in this article was carried out in order to accumulate current
knowledge about several strategies to increase customer value in the context of ASD
and to identify themes for future research. The question of research (QR) addressed in
this work is: How are the strategies currently practiced in the software market to
increase customer value in ASD? The QR was detailed in three other questions:

• QR1: What are the main characteristics of the strategies to increase the customer
value considered by agile software development teams?

• QR2: What are the main approaches, techniques and tools used by agile teams to
maximize customer value?

• QR3: What are the customer value metrics in use by agile teams?

The study focused on two main cores: an extensive literature analysis and an
industrial inventory. One of the main objectives of the literature analysis was to dis-
cover the theoretical models and strategies to increase customer value in software
industry. The results of the literature review were systematically evaluated, synthesized
and presented [20]. The industrial inventory was based on experience reports presented
at the main agile global conferences provided by the Agile Alliance1. Thus, the study

1 A global non-profit organization, founded by some of the consignees of the Agile Manifesto as well
as some additional people, promoter of international agile conferences and supporter of several
initiatives of the agile communities. Website at: http://www.agilealliance.org.
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provides extensive knowledge about what the academic (research) is proposing and the
current state of these strategies in the industry.

This paper was organized as follows: Sect. 2 is a summary of the main theoretical
interpretations for customer value present in literature; in Sect. 3, the research setting is
described; Sect. 4 presents the outcomes of the literature analysis and industrial
inventory; Finally, in Sect. 5, the results of this study as well as its limitations are
discussed.

2 Models of Customer Value

The value management literature organizes the concept of value into two main cate-
gories: customer value and stakeholder value [21]. The customer value takes into
account the perspective of a company’s customers, considering what they want and
believe to acquire by buying and using a product or service [9]. The concept of value to
stakeholders analyzes the value created by a product or service beyond the limit of the
business-to-customer relationship and may also consider: suppliers, shareholders,
employees, regulatory agencies and many other stakeholders. These multiple per-
spectives added to the customer’s vision can be analyzed to increase the delivered
value [9]. However, the focus on customer value is pointed out as primary and a
priority to all stakeholders, since it is the basic premise for developing and maintaining
a new product or service [22, 23]. The customer value is the source of all other values
[9, 24].

The work of [9], depicted in Fig. 1, synthesizes the theoretical customer value
models in three main groups: value components models (VCM), benefit-cost ratio
models (BCM) and means-ends models (MEM). In VCM, the main elements used in
value studies, according to [25], are classified as follows: value of endearment or
“desire”, value of exchange and utility value. The author states that each decision to
purchase products or services includes one of these values cited, or a combination of all
these elements. The estimated value invokes the buyer’s desire to own because of the
property (exchange value) and the exchange value explains why the product interests
the buyer, how and when the buyer will use the product (utility value). The utility value
describes the performance and physical characteristics of the product. In VCM, the
emphasis of the customer value is on the functions and features that a product or
service can offer. An example of VCM known in literature is the Kano Model [26].

In BCM, customer value is defined as the difference between the customer per-
ceptions of benefits received and sacrifices incurred in [27]. Customer benefits include

Fig. 1. Theoretical models of CV identified as [9].
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tangible and intangible attributes of the product or service offering, and the sacrifice
component includes both monetary and non-monetary factors, such as the time and
effort required to acquire and use the product [9], for example. Similarly, [28] defines
customer value as the relationship between customer satisfaction and the resources
needed to satisfy it. These needs are many and diverse, and a balance is needed
between their satisfaction and the resources invested. The fewer the resource used or
the greater the satisfaction of the need, the greater the value.

MEMs are based on the assumption that customers acquire and use products or
services to achieve favorable ends. This view is prevalent in consumer behavior lit-
erature, in particular, in which customer value is defined in terms of personal values,
mental images or cognitive representations underlying clients’ needs and goals [29].
In MEM theory, according to [27], the links between product attributes, the conse-
quences produced by consumption and the personal values of consumers underlie their
decision-making processes. Means are products or services, and ends are personal
values considered important to consumers. In MEMs, a product or service represents “a
complex set of value satisfactions” for buyers, who attribute value to the product or
service according to the perceived ability to meet their needs [30]. Another important
point of interpretation in the MEM is that the customer value that matters most is the
value in the customer’s experience and not the value in the product [31–33]. Several
researchers argue that the resulting customer experience is the essence of value
proposition [34].

In addition to the three fundamental groups of customer value models, which have
been described by [9], there are at least three complementary viewpoints from which
customer value might be interpreted, namely: the value exchange model [35], the value
buildup model [36, 37] and the dynamics of customer value [38]. None of these
different complementary views is able to reflect the richness and complexity of the
customer value itself, so [9] propose a integrated model of these complementary
groupings in order to give more freedom in the bid value decision.

3 Research Setting

The processes of literature analysis and industrial inventory were based on the
guidelines of [20] for performing systematic literature review (SLR), with two
researchers conducting these processes. A review protocol was designed to guide the
work and consists of three phases: (I) review planning in which objectives were
established and the review protocol was designed; (II) execution of literature analysis,
or industrial inventory; (III) reports on the results. The sections below describe the
search settings during the first two phases of the protocol, focused on SLR planning
and execution.

3.1 Literature Analysis

The literature analysis study presented here is focused on bringing together current
knowledge on strategies to increase customer value in the context of the ASD.
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To ensure the relevance and validity of the results, research was carried out in
studies published during the years 2012–2017. The search was conducted using six
electronic multidisciplinary databases specialized in the field of computer science and
business administration: ABI/Inform (ProQuest), Academic Search Premier (EBSCO),
Emerald Journals (Emerald), Science Direct (Elsevier), ACM, and IEEE Xplore.
Table 1 shows the search terms and electronic databases used in the literature analysis.
Key words related to customer value were used: value creation, business value and
customer value. In terms of the search we chose to execute two search strings, one that
used a generic term for ASD (“agile”) and another containing the specific variations of
the main agile methods such as “scrum” and “extreme programming”. The term “lean”
was applied and considered as an option of variation of agile method in order to cover
possible differences of theoretical interpretation between Lean Software Development
and ASD [39, 40]. We did not search for studies such as prefaces, article summaries,
general presentations, interviews, short articles, special presentations or tutorials: these
were excluded from the analysis.

A data extraction form is designed to collect individual information from studies.
Ten criteria for quality selection and evaluation were also created to ensure the ade-
quate quality of the studies that were finally included in the research material.
Examples of inclusion criteria are: study focus, date of publication and clarity of
results. The quality assessment generated a score based on the following items:
description of the objective and context, research projects, data collection and analysis,
justification of findings and conclusions, applicability of results, reduction of threats
and use of references. The quality assessment forms were modified for different types
of study included in the analysis: quantitative empirical studies, qualitative empirical
studies, non-empirical studies and experience reports.

The steps applied to the literature review process are summarized in Fig. 2. A total
of 79 studies were evaluated, of which 60 were accepted and included in the research
material. The rest of the studies were excluded from the research material because they
did not exceed the minimum quality threshold (at least half of the maximum score in
the quality assessment). After applying all inclusion and exclusion criteria, 16 journal

Table 1. Search terms and databases for SLR.

Termos de Busca Base de Dados

(‘value creation’ OR ‘business value’ OR ‘customer value’)
AND (agile AND ‘software development’)

(‘value creation’ OR ‘business value’ OR ‘customer value’)
AND (‘scrum’ OR ‘extreme programming’ OR ‘lean’ OR
‘crystal’ OR ‘feature driven development’ OR ‘dynamic systems
development’ OR ‘adaptive software development’ OR ‘kanban’)
AND (‘software development’)

ABI/Inform (ProQuest)
Academic Search
Premier (EBSCO)
Emerald Journals
(Emerald)
Science Direct (Elsevier)
ACM
IEEE Xplore
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articles and conference articles were considered relevant as they focused on strategies
to increase customer value in the ASD. No experience reports were identified.

3.2 Industrial Inventory

The industrial inventory focused on gaining a better understanding of the adoption of
strategies to increase customer value in the ASD and to identify how these strategies
are implemented in practice. To achieve these objectives, a secondary data analysis was
performed on a set of experience reports in which the application of the strategies to
increase customer value in the ASD is clearly evident.

To obtain the necessary secondary data, the related experience reports published at
major agile conferences between 2012 and 2017 (including the XP Conference and
Agile Conference series) that are publicly available online by the Agile Alliance were
collected. The keyword “value” was used as the search term. This more generic form of
the term was chosen because of the lack of a more robust search engine in the Agile
Alliance’s work base, which allowed for the concatenation of terms and operators. This
strategy resulted in a larger sum of identified work than would likely occur if the search
engine allowed more specific filters. However, this did not affect the final result of this
survey. It only increased the necessary work effort.

As in the literature analysis, a data extraction form is designed to collect infor-
mation individually, from the reports. Selection and evaluation criteria were also cre-
ated to ensure the appropriate quality of the experience reports that were finally
included in the research material. Inclusion criteria were, for example, study focus, date
of publication, and clarity of results. The quality assessment included the following
items: description of the objective and context; set of observations; analysis of
observations; justification of the findings and conclusions; applicability of results and
use of references.

The steps for analyzing the secondary data based on experience reports are
described in Fig. 3. In the search process, 78 experience reports were identified. After
applying the inclusion and exclusion criteria, including quality assessment, 8 agile
conference experience reports were found to be relevant because they focused on the
proposed scope for this industrial inventory and were therefore included as secondary
studies for analysis.

Fig. 2. Steps for literature review process.
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4 Results

In this section, we present the strategies to increase customer value in the ASD found in
literature analysis and in the industrial inventory. The synthesis of the components of
these strategies was organized in three subdivisions: characteristics of strategies;
approaches, techniques and tools; and customer value metrics.

4.1 Characteristics of Strategies

The theoretical models of value definition contain a broad set of perspectives on this
subject. The three fundamental groupings of these models, proposed by [9] and
described in Sect. 2, are used to interpret the main characteristics of strategies to
increase customer value. They are observed, directly or indirectly, in all articles
selected for this study. The strategies identified, in some cases, may be associated with
more than one theoretical model. The model to which it was more associated was
chosen.

Table 2 summarizes a first set of papers identified in the literature analysis, which
use the VCM perspective to justify and interpret customer value [41–46]. In this way, it
is the functionalities of the software that have the customer value. They are the ones
that will awaken in the customer the desire to have that product or service. It will be for
them that the value of exchange and utility will be evaluated. Therefore, the prioriti-
zation of software requirements has to play a key role as a strategy to increase customer
value. Only product features that have the highest customer value must be developed or
at least should be built before the lower value functionalities. Consequently, the
planning of releases for software versions should consider this order of priority. On the
other hand, the challenges to achieve this goal are mainly in the interdependencies of
the requirements and the teams involved in building the solution. In addition, the
dissemination of project measurement information is described by [46] as fundamental
to promote in the customers a greater awareness of the products and to empower the
software development teams, through the increase of transparency, resulting in the
increase of the customer value of the products created.

The interpretive basis of customer value in the BCMs considers in particular the
relationship between the benefits perceived by customers and the costs (or sacrifices)
needed to obtain them. They appear in a second group of literature analysis articles [14,
47–50], which are described in Table 3. The papers discuss strategies and approaches
to planning and managing the benefits and costs of software products. They describe

Fig. 3. Steps for literature review process in experience reports.
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ways of measuring the benefits, especially the natural difficulty of quantifying them,
and discuss some cultural changes necessary to make concern about customer value
relevant to organizations [47].

Finally, in the last grouping of the literature analysis are the works aligned with the
MEM perspective [51–54]. MEMs are based on the assumption that customers pur-
chase and use products or services to achieve favorable ends. Thus, a product or service
represents a complex set of value satisfactions for buyers who attribute value to the

Table 2. Literature analysis: strategies based on VCM.

Strategy Implementation of the strategy Article

Prioritize features to be
developed

- Automate the prioritization of requirements to
reduce conflicts between stakeholders

[41]

- Recommend to the representative of the customer
(product owner) a functional prioritization that
reduces the interdependence between the
requirements

[42]

- Team should seek to understand the technical
dependencies and risks associated with each
functionality, relate the guidelines obtained by a
previous business plan, consider the context of
outsourcing, and then plan for development

[43]

Plan the roadmapping
considering value

- Multifunctional team must prioritize the
functionalities of software versions based on a deep
understanding of customer needs, not strictly the
product, and a long-term vision

[44]

Reduce dependencies
between multiple teams

- Team must seek synchronization between teams
and product optimizations that reduce cycle time for
the customer

[45]

Increase the visibility of
products and services

- By disseminating information on project
measurements, promoting customer awareness and
empowering development teams

[46]

Table 3. Literature analysis: strategies based on BCM.

Strategy Implementation of the strategy Article

Seeking to maximize the result of the
relation between benefit and cost

- Strictly quantify benefits, not
just costs
- Improve efficiency in cost management

[48,
49]
[14]

Consider in organizational performance
assessments the value created for
customers through the products

- Promote together with leadership a
change in the organizational culture on
the perception of how value is created

[47]

Seek increased client satisfaction - Junction of the organizational culture
of agility and maturity of processes

[50]
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product or service according to the perceived ability to meet their needs in their context
of use. In this group of literature analysis articles, continuous experimentation is pre-
sent in all works as a strategy to increase customer value. Continuous experimentation
refers to constant testing of the value of products as an integral part of the development
process in order to produce more customer value. In this approach, product features are
viewed as hypotheses to be tested by experimentation with customers.

The work of [16] uses the Software Value Map (SVM) developed by [55] to
understand how agile teams and product owners interpret and prioritize value in
development projects. In the SVM, the elements of the VCM are present, such as, to
cite a similar case, the valorization of functionalities and non-functional requirements,
as well as the elements of the BCM such as, in a similar way, the revenues and costs of
the product, hedonic and competitiveness. [16] used sixteen aspects of value to rep-
resent four perspectives of value, not restricting the view of the client. The researchers
concluded that “delivering the project on schedule” is the highest priority aspect in the
ASD. However, depending on the market segment, the value order of priority may
change. In this study, the users were not consulted, which could bring a greater
understanding on this topic. Table 4 describes the characteristics of the strategies based
on MEM and SVM identified in the papers selected for analysis of the literature.

The selected experience reports present some characteristics and implementations
on strategies to increase customer value in the ASD. The three theoretical models
groups proposed by [9], VCM, BCM, and MEM, could be identified in the studies

Table 4. Literature analysis: strategies based on MEM and SVM.

Strategy Implementation of the strategy Article

Apply continuous cycles of
experimentation and learning to find
out what customers want. (MEM)

- Collect feedbacks directly from
customers. Observe the application
usage by customers

[52]

- Flexible the productive process to
accommodate changes resulting from
the feedbacks of use of the applications.
Monitor the technological and
behavioral changes of the client

[51]

- Seek to know deeply the customers
and the domain of the application. Find
suitable metrics for customer value

[54]

- Make decision about product aimed at
data and information

[53]

Focus on the most important aspects of
value for the customer’s market
segment. (SVM)

- Identify the most important value
aspects and apply the most relevant
agile practices to enable them. Be aware
that the customer value of software can
be interpreted by the team differently
from the client

[16]
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[56–59] as was also found in the literature review. Table 5 describes the strategies
identified. In some reports, highlighted in Table 6, however, the strategies relate the
implementation of the people management [60], project management [61, 62] and
strategic management [63] with the increase in customer value.

A new grouping was suggested to classify and analyze some experience reports:
managerial emphasis. All of them share the idea of applying management as a means of
increasing customer value. In Table 6 are grouped the experience reports that evi-
denced the managerial emphasis to increase the customer value. The report [61]
comments on the lessons learned from the introduction of a pre-project phase, applied
during the sales process that resulted in greater project management effectiveness and,
consequently, increased customer value. Improvement in project management, as a
means to maximize customer value, is also cited by [62], which describes the effects of
Kanban technique application and related metrics. [60] reports on some experiments
conducted to study the consequences of frequent and planned changes to the members
of agile teams, named by the author as dynamic reteam. According to the report, there
was a positive effect on the increase of the motivation of the people and in the orga-
nizational learning and, consequently, they were able to increase the customer value of
the products. In the experience report of [63], the creation of a visibility room and a
structured project monitoring and review process resulted in a better strategic alignment
of demands and an increase in product customer value.

Table 5. Experience reports: approaches to increase customer value.

Theory Strategy Implementation of the strategy Article

VCM Prioritize the most useful features
to be developed and validated
frequently by the client

- The team should apply the Lean
Thinking principles associated
with some agile techniques to
assist in the prioritization of the
functionalities

[56]

BCM Seek the maximum functional and
non-functional quality of the
product, without leaving aside,
the management of the invested
resources

- Project leaders must consistently
perform product requirement
management

[57]

MEM Apply continuous cycles of
experimentation and learning to
find out what customers want

- Collecting of feedbacks directly
from customers. Observe the
application usage by customers

[58]

- Conduct continuous product
experimentations guided by
single value propositions

[59]

72 F. Sambinelli and M. A. F. Borges



4.2 Approaches, Techniques and Tools

From the literature analysis and from the industrial inventory, the results could be
summarized using a high-level perspective in relation to the approaches, techniques,
and tools used by the strategies to increase customer value in the context of the ASD.
Figure 4 shows a mental map with the organization of articles and experience reports
by the value definition models proposed by [9] and by the conceptual emphases of the
approaches, techniques and tools identified.

Figure 4 shows that agile techniques, ceremonies, or artifacts, in their classic forms
or adaptations, are recommended in all value definition models. Depending on the
objective pursued by the strategy, specific agile techniques or rituals are used as a
priority, for example in MEM strategies, the importance of short development cycles
(sprints) to obtain user feedback is reinforced [51, 54]. Among the strategies associated
with BCM, the agile splitting user stories technique was used to factorize the
requirements in order to facilitate the prioritization of the higher customer value
functionalities [42]. This finding, on one hand, corroborates with the results of the
study [16] that found out that there is a variable influence of each agile practice in
relation to the increase in customer value. On the other hand, they are always associated
with other techniques and tools that are not classified as agile or, in some cases,

Table 6. Experience reports: managerial emphasis as strategy to increase customer value.

Theory Strategy Implementation of the strategy Article

Project
management

Improve the efficiency of
project management (time,
cost and scope)

- Introduce a pre-project phase,
involving the potential customer
and the development team to
improve the efficiency of project
management. The new phase
seeks to explain ASD to the
potential customer, “discover the
product” and understand the
“psychology” of the customer.
Improved project management
results in increased customer
satisfaction and, consequently,
increases the customer value

[61]

Improve predictability and
productivity

- Cycle time management and
reduction of work in progress
increases the delivered customer
value and speed of delivery

[62]

People
management

Increase the motivation of
development team members
and organizational learning

- The customer value of software
products is made feasible and
improved through motivated and
constantly learning people

[60]

Strategic
management

Increase the strategic
alignment of software
development projects

- The strategic alignment of all
the company’s projects
maximizes the customer value

[63]
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adaptations of classical agile practices [45]. Some techniques of Lean Thinking were
found among the works, among them, for example, Kanban [62], map value flow [56]
and minimum feasible product [52, 59].

4.3 Customer Value Metrics

Some metrics to quantify the customer value were found in literature analysis and
industrial inventory concentrated on few publications. A total of 20 metrics were
summarized and detailed in relation to their objectives in Table 7. The metrics found
are derived from the strategies proposed in these publications. Therefore, in some
cases, they may be associated with more than one theoretical model. The model more
strongly associated with each strategy was chosen. The articles related to the MEM
emphasized the importance of the metrics, mainly, to help in the interpretation of the
experiments in their use of the products by the consumers, that is, the value recognized
by them. However, the work was not explicit in indicating which metrics were
employed. In Table 7 we used the metric identification structure of the Goal-Question-
Metric approach [64] to give greater clarity of the objectives of each metric proposed
by the respective authors.

In most of the selected experience reports, as was found in the literature analysis, no
customer value metrics were found. Only two reports [61, 62], which emphasized the
improvement of project management as a strategy to increase customer value, report
metrics inherent to the managerial approach given by the authors. [61] indirectly
describe time and cost control without citing specific metrics. The author indicates the
volume of functionality delivered to the client as a project management efficiency
metric. The experience report of [62] points to metrics related to Lean Thinking and
Kanban such as cycle time, number of functionalities in development (working in
progress), and system throughput rate, however, both reports do not detail the mea-
surement process, nor how the measurements on the value delivered to customers are
applied. Therefore, it is difficult to confirm the effectiveness of the results of the
strategies applied to increase customer value, whether positive or negative.

Fig. 4. Map of approaches, techniques and tools identified
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5 Conclusions and Limitations of the Study

As a general answer to the research question that addresses this study: “How are the
strategies currently practiced in the software market to increase CV in the ASD?”, it
was concluded that no study could be found that indicated clearly and deeply what are
the strategies to increase customer value in the ASD. Although some studies provide

Table 7. Customer value metrics in the context of the ASD.

Theory Purpose of the
measurement

Question to be answered Metric Article

VCM Give flexibility to
prioritize the
features with
higher customer
value

What is the level of
interdependence of the
product features?

- Total dependence for
functionality

[42]

Reduce delivery
time for features
with higher
customer value

How long does it take,
on average, to deliver a
feature requested by the
user until it’s available
for use?

- Cycle time [45]

BCM Manage the
customer value of
the product under
development

How are we delivering
customer value?

- Total benefit and cost
points, benefit and cost
performance index,
benefit x cost index,
return on investment and
productivity of benefit
points

[48, 49]

Increase the
performance of
delivery of
customer value

How effective are we at
increasing customer
value?

- Productivity of value
points, operating
expenses by period,
amount of work in
progress, cycle time,
number of critical
defects per period,
average time to stabilize
a release and % of the
estimated scope
delivered

[14]

MEM Enhance product
customer value

Does the user recognize
the value delivered?

- Metrics based on
consumer feedback,
collected during trials
and established by teams
according to context.
They should describe the
behavior of the
consumer during the use
of the product

[51, 53, 54]
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initial contributions as recommendations and results of some strategies, a key impli-
cation for research is that further research is still needed, especially through empirical
studies. It was found that, with very few exceptions, most of the studies analyzed
consider the increase of customer value a high-level perspective. The limitations of the
studies analyzed in relation to these strategies implied little or no knowledge about the
effective results of their adoptions by the agile teams. Added to this, the lack of
customer value measurement methods and metrics prevented any evidence of resulting
gains.

It was possible to identify some elements and characteristics that describe the main
strategies to maximize customer value in use by the software industry today. The main
points identified during this study were organized into three categories: (1) character-
istics and strategies of the strategies; (2) approaches, techniques and tools; (3) customer
value metrics. However, when compared to the possibilities indicated by the customer
value theories in literature, the initiatives are limited and little explored, possibly due to
the lack of more empirical knowledge of the key factors for successful deployments
and the real impacts they can provide. These issues present themselves as opportunities
for future research.

Although the industrial inventory has been conducted from a diverse set of com-
panies, their external validity should be discussed in the interpretation of the study
results. Some companies were actively reporting their experiences, while many com-
panies associated with the Agile Alliance did not contribute any reports. The compa-
nies that provided the material of the reports of experiences are large companies and
represent a specialized knowledge in their sectors. However, the results can still be
validated and specified using a larger sample of companies. Despite the above, we were
able to discover elements and characteristics of the strategies to increase customer
value and to find some evidence of its applications in agile teams.
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Abstract. The demand for software engineering support environment
was evident since the 70s. It was necessary to control the integration
between processes, tools and developers in order to increase software
quality and productivity. Research projects produced several environ-
ments which introduced important concepts such as central artefact
repository, well-defined and enactable software processes, as well as sup-
porting tools. Later, agile methods emerged as a solution to overcome
strict software processes, however it also demanded support tools to facil-
itate its adoption in software organizations. Several works report the use
of agile practices and support tools, however, they do not bring about
the structure of a software engineering environment that integrates the
managerial cycle and agile practices. This paper presents the design of
a software engineering environment which is based on Application Life
Cycle (ALM) and SCRUM principles integrated with management and
construction tools. The proposed design was validated with practition-
ers and a comparison with previous development environment is also
presented. This work contributes to support novel enterprises to set up
a work environment for agile practices.

Keywords: Agile methods · Agile practices ·
Software engineering environment

1 Introduction

The demand for software engineering support environment was evident since
the 70s [1]. It was necessary to control the integration between processes, tools
and developers in order to increase software quality and productivity. Research
projects produced several environments which introduced important concepts
such as central artefact repository, well-defined and enactable software processes,
as well as supporting tools such as configuration and version management [2].

Another important concept in this context was Application Life Cycle Man-
agement (ALM). It is a model that covers software activities from conception to
maintenance [3]. ALM brings about concepts to support the articulation between
managerial tasks and the technical development operations [4] in a similar way
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to software process but more flexible. ALM help us to think on how the research
developed in the software engineering environment context can be applied to
support agile methods.

Agile methods emerged as a solution to overcome strict software processes,
however it also demanded support environment to facilitate its adoption in soft-
ware organizations [5,6]. Agile methods need supporting tools to control its
inherent nature of constantly evolve and test software as well the cooperation
between developers and customers throughout the software life cycle [4].

Software industry had to look for new managerial approaches and tools which
also included the reuse of previous concepts developed within software engineer-
ing environments. Thus, the design of a support environment for agile methods
requires a research that takes into account the experiences of both industry and
academic research [4]. The evidences provided by industry are extremely relevant
in the context of agile methods [7].

Several works report the use of agile practices and supporting tools, how-
ever, they do not bring about the structure of a supporting software engineering
environment that integrates a managerial cycle such as ALM and agile practices
[8–11].

This paper presents the design of a software engineering environment, named
Agile Development Environment (ADE), which is based on ALM and SCRUM
principles integrated with management and construction tools. SCRUM is used
because it has been considered technically efficient and it has been widely used in
industry [12,13]. ALM principles were adopted because it offers flexible concepts
that join governance, development and maintenance of software [14,15].

The organization of this paper is as follows: Sect. 2 presents the background
for the research developed; Sect. 3 presents the specification of the proposed
environment, named Agile Development Environment (ADE); Sect. 4 presents
the ADE evatuation; and, Sect. 5 presents the conclusions.

2 Background

The work presented in this paper is supported by the research developed in
three main areas: agile methods, software engineering environments and ALM.
The principles originated from these areas together with the current state of
agile practices in software industry form the basis of ADE design.

Agile methods represent a breakthrough in software development as it
opposes to traditional methods and have been progressively adopted by software
industry. These methods admit that software changes are part of the software
process instead of eliminating them based on planning and a rigorous process
[16]. They believe in the client satisfaction through the delivery of small and
frequent versions of products.

Several agile methods have been developed such as SCRUM, Extreme Pro-
gramming, Crystal and FDD. SCRUM [17] has been pointed out as one of the
most popular method in industry [13]. Its main focus is on agile project manage-
ment in iterative cycles that can be flexibly combined with software development
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techniques. Therefore, we selected SCRUM as the basis for the ADE software
process.

The most used practices in the context of agile methods selected to design
ADE were based on Extreme Programming and the investigations of [9,13,18].
The practices are: Test Driven Development (TDD); Continuous Integration;
Continuous Delivery; Refactoring; Code Revision; Code Quality Analysis; and,
User’s stories.

Our challenge is to reflect on the research work carried in context of Soft-
ware Engineering Environments (SEE) and Process-centred Software Engineer-
ing Environment (PSEE) in order to propose the design of a support environment
to fulfil the basic needs of agile methods mainly focusing on small companies that
face the need to define low cost supporting tools to develop their projects.

The need for well-defined processes and tools to support software develop-
ment is recognized since the 70s [1]. This led to the proposal of several SEE [19].
One of the key issues in SEE is how to provide tool integration [20]. A common
approach to this issue is to view integration in four dimensions [20,21] as fol-
lows: (i) Data integration; (ii) control integration; (iii) process integration; and,
presentation. The environments which provide support for automated process
definition and execution are named PSEE [2,22–24].

Software industry faced difficult to adopt SEE and PSEE due to the common
agreement needed to reach standards like PCTE. In addition, it was difficult to
find universal software process programming language and process enactment
machines.

ALM is a similar concept to software process as in PSEE [14,15]. It is based on
a cycle that involves governance, development and maintenance [25]. However,
ALM focus on the development cycle: requirement, design, coding, test and
project management [26].

Thus, ADE adopts the concept of ALM because it is more flexible and com-
patible with agile methods than the rigorous process automation conceived in
PSEE.

3 ADE

The ADE design is based on the following principles: (i) SCRUM as a method
for project management; (ii) ALM as the development cycle; (iii) the dimensions
of tool integration defined in [21] which consists of process, data and control.

SCRUM was adopted because it is the most used management method in
industry software [13]. It has been reported that this method facilitates activity
control, resource optimization and realistic estimations [12].

ALM brings about principles of life cycle management that includes gover-
nance, development and maintenance [14,15]. ALM also promotes project man-
agement based on agile methods [6].

Tool integration aims to promote the systematic use of tools and agile prac-
tices which are essential to automate the development process [27]. The dimen-
sions of tool integration considered are: data, control and process [21,28]. The
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data dimension will support the exchange of artefact between tools; the con-
trol dimension articulates the sequence of tool invocation when possible; and,
the process will guide the SCRUM managerial activities as well as the technical
tasks.

3.1 ADE Architecture

The main practices selected to compose ADE correspond to functionalities con-
sistently applied in agile development. They are: project management; versioning
control; code revision; continuous integration; and, code quality analysis. Each
of these practices constitutes an element of the ADE architecture to which there
is a correspondent support tool.

The logical architecture of ADE, as presented in Fig. 1, shows the relation-
ship between its elements. This architecture was designed to integrate the Project
Management support with tools that automate the main practices of the envi-
ronment. These practices are described as follows.

Fig. 1. Overview of ADE architecture

Project Management: responsible for the management of the development
activities. It supports the definition of the overall development process. In the
case of ADE the high level activities are based on SCRUM from which smaller
tasks are created. ADE functionalities include: effort estimate; task time record-
ing; functionality priorization.

Versioning Control: it is responsible for the source code versioning, the tracing
of updates and version recovery. The code is traced based on the commits carried
out by the version control tool.
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Code Revision: responsible for supporting the revision of code for the identi-
fication of eventual errors or improvements required [29].

Continuous Integration: it does the continuous integration of code produced
by the developers so that overall code is continuous generated. Each code inte-
gration interacts with the compiler to build a new system version. In addition,
it triggers the automated testing tools to detect errors [30].

Code Quality Analysis: responsible for monitoring the quality of the source
code to produce metrics such as: coupling, cohesion, duplicated code, technical
debt, test coverage and development patterns. The analysis of these metrics
support decision making.

Persintence: it facilitates the artefact persistence. It is represented as one ele-
ment; however, each correspondent tool has its own storing mechanism that can
be a database or the file system. Thus ADE does not adopt a common database;
when necessary data are exchanged is carried out at the file system level using
XML.

3.2 The ADE Software Process

The ADE software process is based on SCRUM. It defines the sequence of steps
to be followed by the development team to conceive and develop a software
system as shown in Fig. 2. The software process is graphically represented by a
UML activity diagram. The activities are: Backlog definition; Sprint definition;
Sprint execution; Delivery of Sprint results; and, Process revision. These steps
are described as follows.

Fig. 2. ADE software process

Step 1 – Backlog definition - it is divided into 3 tasks: analysis, Backlog
creation and Backlog priorization. The analysis aims to understand the target
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software so that the Product Owner (PO) can have a vision of its requirements.
These requirements are expressed as users’ stories where each story represents a
functionality. These stories are represented as a task in the project management
supporting tool. The task can be divided into smaller ones. The Backlog is
composed of the defined stories. At the end, the stories are prioritized and the
sequence of the tasks execution is defined.

Step 2 – Sprint definition - this step undertakes a Sprint planning meeting
in which the PO, the SRUM master and the development team select the tasks,
defined the project management tool, to compose the Sprint backlog. These
tasks are then estimated based on the Planning Poker Technique. Each task is
updated registering its estimation. In addition, the development team defines
how the task will be implemented and the team member associated with it. The
Sprint backlog establish the functionalities which is to be delivered by the sprint.

Step 3 – Sprint Execution - this step executes the Sprint Backlog. The
control of the Sprint Backlog is undertaken through daily meetings between
the SCRUM master and the development team in order to identify. Finally, the
identification and analysis of problems that might occur with the Sprint delivery
is carried out.

To implement each task of the Backlog five steps are executed as represented
in Fig. 3: implementation, automated testing, manual testing, code revision and
integration. These steps are summarized as follows.

– Implementation: the respective story is codified according to the decision
taken in Step 2.

– Automated testing: it undertakes the automated testing of the code gener-
ated. An iteration between these steps must occur to increase the test coverage
thus increasing software quality and reducing defects [31,32].

– Manual testing: in this step manual tests of the implemented functionality
are undertaken to ensure the quality of the software. The code revision tool
can support the identification of the parts of the code impacted by the error
detection.

– Code revision: every code developed must be revised by a team member
different from the one who developed it in order to increase the chances of
identify errors. The project management tool helps to guarantee the correct
participant assignment. This tool also helps to highlight the updated code.

– Continuous integration: the produced code must be integrated with the
existing ones to generate a new software baseline. This step is undertaken
automatically. In addition, the integrator will dispatch the analysis of code
quality which includes out the test coverage analysis, duplication quantity,
software complexity, amount of comments, technical debt, amount of com-
ments and code patterns. The result of the analysis must be available for the
development team.When the quality rules fail the integrator automatically
creates a task in the project manager.

Step 4 – Delivery of Sprint results – at the Sprint end a new version of
the software containing the new functionalities is generated. This is undertaken
by the integration team.
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Fig. 3. Sprint execution

Step 5 – Process revision – the last step of the process is the Sprint
retrospective. It supports the PO, the SCRUM master and the development
team to revise eventual problems that still remains in the Sprint execution, such
as problems with communication with client, requirement misunderstanding,
bad task estimation and increase of technical debt. Thus, this step supports
an inspection that can lead to process adaptation that might improve the next
Sprint. At the end of Step5, if there are tasks to be carried out in the project
management tool, another Sprint cycle is started.

3.3 An Example of ADE Instantiation

ADE design has presented the main conceptual elements of its architecture.
However, it has to be instantiated with tools, according to the organization
resources and culture. This section presents an ADE instantiation populated
with free software tools.

The tools were selected based on the agile methods literature review, such as
SonarQube [33], Gerrit [34] and Redmine [13]. The relationship between these
tools is shown in Fig. 4.

Table 1 presents the elements and the correspondent tool adopted to instan-
tiate ADE.

4 ADE Evaluation

The ADE evaluation is composed of two parts. The first is a comparison between
ADE and main aspects proposed in previous PSEE. The second part is an empir-
ical qualitative study which aims to provide preliminary evidences of ADE fea-
sibility.
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Fig. 4. Example of ADE instantiation

Table 1. ADE elements and correspondent tools

Elements Tools

Project management Redmine

Versioning control Git

Code revision Gerrit

Continuous integration Jenkins

Code quality analysis Sonar qube

4.1 Comparison Between ADE and PSEE

The parameters selected to compare ADE to PSEE proposed in the literature
are: process definition; team management; tool integration; data integration; con-
figuration and version management; and, evolvability. As a result, are presents
the similarities and differences analyzed.

Process Definition and Evolution

– PSSE Proposes a Process Modelling language (PML) to specify the process
and an engine to execute it.

– ADE Adopts the Scrum process and uses a Project management tool where
the activities are specified but do not control the process execution. The
maintenance of the activities is controlled by the project manager.

Team Management

– PSSE Team allocation is specified in the software process.
– ADE Team allocation is specified in the project management tool according

to the SCRUM responsibilities.
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Tool Integration

– PSSE The tools are invocated according to the process definition throughout
the process execution.

– ADE Tools are invocated by the developers or predefined scripts according
to the tool kit used.

Data Integration

– PSSE The development artefacts are stored in a central repository according
to predefined patterns that can be identified by all tools.

– ADE The development artefacts are stored in the file system or databases
and the tools are responsible for filter mechanisms that might be necessary.

Configuration and Version Management

– PSSE Adopt configuration and version management mechanism proper of
the environment as a horizontal tool.

– ADE Uses configuration and version management tools well known in the
market and do not suppose internal mechanisms.

Evolvability

– PSSE The capacity of evolution depends on the conformity of the tools to
the process and central repository patterns.

– ADE There is flexibility of tool aggregation because it is based on the file
level or databases and tool invocation.

The information provided in this sub section reveals that a strict process
specification and an automated process execution were not adopted within the
agile context. The tool market has been driven by flexibility and tool indepen-
dence. Data are exchanged at the file level using XML format and filters. In
addition, project management tools have become increasingly important and
are the main mechanism for registering the process activities. The emphasis of
the technical tools has been on the implementation, test and code analysis due
to the agile method principles. Concepts like configuration and version manage-
ment developed within the SEE research context have become a standard.

4.2 Qualitative Empirical Study

This study is based on concepts of Grounded Theory such as Coding as proposed
by [35] that complements the sequential strategy of mixed-methods according
to [36–38]. The relevant concepts of the study are represented through codes
identified in the specialist answers.

Coding is part of the procedures to provide basis for conceptualization, reduc-
ing data and elaborating categories according to data properties and dimensions
[39]. In this study it was used Open Coding and Axial Coding [35].

The main objective of the study is to analyze the ADE design as a feasible
mechanism to support the development of software based on agile methods.
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Result Analysis. The study sample consists of seven specialists selected based
on their experience in industry developing projects with agile methods. The
participants involved 7 software practioners working in industry distributed,
according to their graduation level, as follows: one master student (14.3%), 5
with specialization degree (71.4%); and one doing specialization (14.3%).

An electronic form composed of seven questions was elaborated. Each partic-
ipant received an email with the form access information and the study instru-
mentalization.

The tool used to organize and codify the data collected from specialist
was Dedoose. The procedure used was open coding. Next, codes were catego-
rized based on axial coding and graphically represented. Three code categories
emerged: Utilization provides benefits; possible improvements and difficulties of
adoption. Figure 5 presents the Category Utilization provides benefits and their
refinements which indicate that, according to the participants ADE: Contributes
to productivity; Supports project management; Increases the chances of obtain-
ing quality software; Process is complete and Tool integration is effective.

Fig. 5. Graphical representation of codes related to the Category Utilization provides
benefits

Regarding to Possible Improvements, as shown in Fig. 6, the participants
mainly pointed out that ADE could include New tools, such as tools to trace
requirements and support deployment. Second, it was suggested that ADE
should provide mechanisms for Learning with the Sprint results, thus supporting
continuous learning.

The category Process is complete includes codes such as include tasks to
support pair programming and move people around to support crossed training
between areas of knowledge.
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Fig. 6. Graphical representation of codes related to the Category Possible improve-
ments

Regarding the category Difficult to implement participants pointed out, as
shown in Fig. 7: Cultural, Lack of knowledge and Resistance to change.

Amongst the Cultural aspects, participants mentioned the difficulties of the
organizations to understanding the tasks of code revision and automated tests
as contributions to improve performance and quality instead of resource waste.

In addition, participants mentioned the difficulty of contracting specialists
with the ability of creating testing scenarios and modeling business requirements
to facilitating test automation.

It was also reported the Resistance to change of professional behavior due to
previous concepts established in the organizations.

Threats to Validity. The threats considered relevant were:

– Numbers of participants: 7 (seven) is considered as a small sample. This is
compensated by the knowledge of specialist.

– The level of knowledge required in the development of agile projects and
tools of the subjects was considered satisfactory for the technical analysis;
however a construct threat is the lack of tests to validate the questionnaire
understanding of the participants.

– Training was undertaken to reduce the stress effects on participants. Instru-
mentations were also sent by mail to them.

– The objective of the study was to work with post-graduated professional with
practical experience in the development of agile projects and development
tools. However, this turn out to be impossible. Thus, only a small sample was
possible.
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Fig. 7. Graphical representation of codes related to the Category Difficult to implement

Discussion. The analysis and interpretation of the study results led to three
categories and respective codes to summarize the evaluation of ADE feasibility.
In addition, the results contribute to identify limitations and propose improve-
ments.

The specialist stated ADE provides resources to support a manageable pro-
cess that can lead to the improvement of the software quality. Tool integration
is effective and can support the continuous evolution of the software.

5 Conclusions

This research presents the design of a software engineering environment within
the context of agile methods, named ADE.

The introduction of agile methods also need tools and support environment to
develop software in a manageable environment [6]. Previous development envi-
ronments were based on a strict software process that does not fit with the
flexibility of agile methods.

ADE is based on SCRUM as a management method for agile development due
its indication from the literature review and its dissemination in industry [12,13].
The practices selected to compose ADE were mainly based on [13] and [9]. In
addition, ADE apply principles of ALM to articulate SCRUM with development
practices because its concepts offer support to manage the software life cycle
taking into account governance, development and maintenance [14,15].

The research developed contributes to show how is the articulation of the
software process and agile practices, techniques and tools as well as showing
how previous research on PSEE influenced the current environment in industry.

The empirical qualitative study carried out indicates that ADE is feasible
and brings benefits to developers such as: promotes software quality; improves



92 M. L. Ribeiro and I. M. de Souza Gimenes

productivity; supports project management; supports tool integration and facil-
itates evolvability.

Additional contributions of the research on ADE design are:

– Presents a comparison between aspects of previous PSEE research and what
has actually been used in software industry.

– Constitutes a reference to small companies to set up a development environ-
ment because they do not have resources to invest on this kind of research.

Finally, we observed that it is surprising that 30 years after the emblematic
statement “Software Processes are Software too” [40], organizations still have
difficult to establish a minimal well-defined processe, even with the flexibility
of agile methods and the availability of software tools. Moreover, there is still
a lack of specialized professional abilities such as requirement specification and
testing automation.
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Abstract. One of the duties of the Aeronautics Computing Center of
São José dos Campos, Organization of the Brazilian Air Force, is to
develop and operate Information Technology projects and applications
assigned to it. As a Military Organization, this Center is constitution-
ally organized based on hierarchy and discipline. For the management
of their projects, the software developers of this Military Organization
decided to use Scrum and its good practices. However, the use of an agile
framework implies in the horizontal interaction between the members of
a team, without any hierarchy between them. At first, the use of Agile
Methods in the military was opposed to the hierarchy, reflecting in the
relationship between people and the quality of the product. This work
aims to present the resources used for a healthy application of Agile
Methods in an environment strongly based on the hierarchy between
people, improving not only the relationship between them, but also the
quality of the products they develop.

Keywords: Agile Methods · Scrum ·
Hierarchical organizational structure

1 Introduction

Constituted by the Navy, the Army and the Air Force, the Brazilian Armed
Forces are permanent and regular national institutions, under the supreme
authority of the President of the Republic, and are destined to the defense of the
Motherland, to the guarantee of the constitutional powers and, at the initiative
of any of these, of law and order [1].

By normative force of the Constitution, these institutions are organized on
the basis of hierarchy and discipline. Their members form a special category of
servants of the Homeland and are called military.

The military hierarchy is the ordering of authority, at different levels, within
the structure of the Armed Forces. The ordination is done by posts or gradu-
ations; within the same post or graduation is done by seniority at the post or
c© Springer Nature Switzerland AG 2019
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graduation. Respect for the hierarchy is embodied in the spirit of compliance
with the sequence of authority [2].

Within the scope of the Brazilian Air Force, the Aeronautics Computing
Centers (CCA), organizations foreseen by Decree No. 7,069, of January 20, 2010,
have the purpose of managing the Information Technology systems and services
under their responsibility [3].

The Aeronautics Computing Center of São José dos Campos (CCA-SJ),
which originated from the former Nucleus of the Data Processing Center (NCPD)
of the Brazilian Aeronautics Institute of Technology (ITA), among its attribu-
tions and competencies, operates as an agency for IT systems and projects. To
this end, the CCA-SJ has in its military personnel the most diverse areas of
training related to IT careers, such as computer engineers, systems analysts,
computer technicians, among others.

Projects and systems developed by this CCA are aimed at various purposes,
including:

– archival and document management;
– command and control;
– visual scenarios for flight simulators;
– low cost flight simulators;
– among others.

To manage the development of its portfolio, the CCA-SJ adopts agile method-
ologies, such as Scrum. But in Scrum, the Development Teams are self-organized,
meaning no one tells you how the work should be done. These teams are struc-
tured and authorized to organize their own work. In addition, Scrum does not
recognize titles for members of its development teams. Therefore, there is no
hierarchy among the members of Scrum Teams [5].

CCA-SJ Development Teams are composed by military personnel, with
strong hierarchical links between them. They make part of Sections, which are
organized based on their assignments, such as software testing or database, for
example. In a Military Organization, these Sections are also organized hierar-
chically, within their organizational structure.

With this, a strong contradiction between the characteristics of the Scrum
and the militarism is perceived. While members of Scrum Teams are organized
horizontally, with no hierarchy between them, the military are organized into an
essentially vertical structure, with a strongly present hierarchy.

The use of Scrum in the CCA-SJ environment, even being an initiative from
members of Development Teams themselves, presents some conflicts that will be
discussed throughout this article. Based on these conflicts, militaries from CCA-
SJ are undertaking a work of change in their organizational culture to improve
the performance of the Teams.

In this way, the objective of this article is to present a story of experience
about Scrum in the CCA-SJ. This is a work in progress in order to adapt its use
within this Military Organization of the Brazilian Air Force.

Section 2 presents Problem Identification about the use of Scrum in the CCA-
SJ, the Problem Handling, the Action Plan, the Problem Solving and Trainings
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for Development Teams. Section 3 presents the first results, once this is a work
in progress. Section 4 presents some final considerations about this article.

2 Scrum in the CCA-SJ

As mentioned in the previous section, the use of Scrum in the CCA-SJ started
as an initiative of militaries themselves working at development of projects and
systems.

For the adoption of Scrum, no training was carried out. Some military had
previous knowledge of the framework, learned at academic or business institu-
tions. With this, at the beginning of its adoption, the Scrum was applied in a
partial way, not contemplating all of its artifacts and ceremonies [4].

2.1 Problem Identification

In the middle of 2017, communication problems were identified between the
Development Team of one of the systems under the responsibility of the CCA-
SJ and the Section responsible for customer services.

With that, it was decided to include members from this Section in the Daily
Meetings, in order to solve this problem. In addition, specific works have been
done to identify the most significant aspects that have influenced communication
problems in order to mitigate them.

However, in the first quarter of 2018, a number of problems were identified
in this system, which resulted in delivery delays and malfunctioning.

2.2 Problem Handling

In the second quarter of 2018, it was decided to reorganize the development
team. From that moment, positive changes began to happen.

An Internal Commission for Implementation of a Project Management Office
(PMO) at the CCA-SJ was created in order to standardize project-related gov-
ernance processes and facilitate the sharing of resources, methodologies, tools
and techniques.

This Committee is composed of 3 ranked officers, one sublieutenant and one
civilian servant, with diverse knowledge in the area of IT and processes. PMO was
given the task of standardizing, monitoring and advising on the implementation
of CCA-SJ projects.

The first action of the PMO was to conduct an Organizational Climate Survey
with those military directly involved in the development of systems. This research
pointed to several factors that contribute to the low level of satisfaction of these
military, which influence productivity and quality of the products delivered to
the customers. Among those factors, the ones that most attracted the attention
of the PMO were:

– hierarchical decisions were made instead of technical decisions;
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– several military was not worth for their work;
– low level of satisfaction in relationship with superiors;
– communication problems; and
– lack of support from the chain of command.

2.3 Action Plan

After the survey results analysis, an Action Plan was drawn up in order to miti-
gate the problems presented and allow the use of Scrum within this strongly hier-
archical environment. To allow Teams technical decisions, the following objec-
tives were defined:

– perform group dynamics; and
– guide Product Owners and Scrum Masters not to allow hierarchical decisions.

In order to better value military for their works, the following objectives were
defined:

– create a Career Plan for the CCA-SJ;
– promote meetings to present results;
– record development activities in the military’s curriculum; and
– issue certificates for performed jobs.

As to the low level of satisfaction in the relationship with superiors, the following
objective was defined:

– to hold weekly meetings with staff, addressing issues related to work environ-
ment.

The following objectives were established to solve internal communication prob-
lems:

– to perform group dynamics about communication; and
– to establish processes for information flow between Teams and Sections.

Finally, regarding the lack of support from the chain of command, the PMO itself
was in charge of identifying the needs of Teams and taking necessary actions.

2.4 Problem Solving

Monitoring meetings were estabilished so that Product Owners can update
projects statuses.

During the first monitoring meeting, problems with other projects were iden-
tified. It was also identified that the statuses of some projects were not presented
by Product Owners, but by the highest ranked military within the Development
Team.

The first two meetings were made with a month apart. Guidelines were issued
to standardizing processes, correcting problems, among others. It was identified
lacks of communication between Development Teams and upper echelons.



Scrum in a Strongly Hierarchical Organization 101

Prior to the third monitoring meeting, it was decided to make weekly meet-
ings following Scrum Daily Meetings format. PMO and Product Owners were
the participants. After that, Product Owners were well oriented and prepared
to present status of projects and also to address problems.

After that, communication channels were opened and informations flowed.
Problems started to be identified in advance, minimizing impacts due to delays
in solutions.

Thus, the PMO also decided to use Scrum to follow up projects and systems
under development in the CCA-SJ. By this way, another object was set: to run
weekly meetings with Product Owners and Scrum Masters.

Meetings with Product Owners are already performed. As for Scrum Masters,
they were invited to the following monitoring meetings. Weekly meetings will also
be done with Scrum Masters.

2.5 Trainings

The need for training was identified from the beginning, since Scrum was adopted
in the CCA-SJ only based on previous knowledge of some.

A partnership with ITA allows some CCA-SJ military to participate in a
dynamic for basic understandings of Scrum. The dynamic “Lego4Scrum” is deliv-
ered at the beginning of each semester to undergraduate and graduate students of
ITA’s Computer Engineering. Eventually, according to the availability of vacan-
cies, CCA-SJ’s military are invited to participate, In the first half of 2018, 18
(eighteen) have participated in the training.

However, this training is not enough, since it is only 3 hours long. In this way,
the PMO identified the need for other trainings, prioritizing the following: Agile
Coach, for 3 PMO members, and Professional Scrum Product Owner (PSPO),
aimed to 10 (ten) Product Owners of Development Teams.

It is expected that the Scrum and its good practices will be internalized in
the CCA-SJ.

3 Results

Although this is a work in progress, after the beginning of the Action Plan,
several improvements were identified in processes and even in the quality of
delivered products.

Once Development Teams started to make technical decisions, they have
afforded immediate results in software quality, better prioritization of User Sto-
ries, and better assistance to the chain of command.

A fraternization event was held at the end of june, with a lunch to all staff,
marking the end of first semester. In the event, several results were presented,
perspectives for the next semester, certificates were delivered to Development
Teams, among others. The result of the event was very positive and, together
with other actions being taken, the military feel more motivated and worth in
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their work environment nowadays. It is still early to raise performance indicators,
but the expectation is for improved productivity.

With frequent meetings and the above mentioned fraternization event, supe-
riors are being encouraged to interact better with their subordinates.

Communication problems were minimized. Monitoring meetings and Weekly
Meetings with Product Owners allowed the chain of command better projects
monitoring. In addition, processes of communication between sections have been
improved.

The view of lack of support from the chain of command has been modified.
The truth is that there was a lack of transparency in some actions. Topics were
taken to weekly meetings. From then on, staff became more motivated to work.
The expected result is increased productivity.

4 Final Considerations

At the beginning of PMO works, based on the satisfaction survey conducted with
Development Teams, some factors were identified that had a negative influence
on the level of satisfaction of some military in their work environment, which
reflected the productivity of these military personnel and the quality of products.

These factors led PMO to draw up an Action Plan to allow the use of Scrum
within this strongly hierarchical environment.

Although it is work in progress, the performance of the PMO in the CCA-SJ
managed to minimize several of the problems identified.

Some results were obtained in a shorter period, mainly the improvement in
communication and motivation.

With the training planned for the second semester, it is expected the improve-
ment in the processes and the consequent increase in the quality of developed
products.

The next step is to provide trainings for Scrum Masters and Development
Teams, held by PMO. These trainings are planned to the end of october.
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