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Abstract. Software engineering was born from the need to establish an
adequate and efficient methodology for the development of the software,
not using appropriate methods in the software produces a large number
of errors, today on Software has evolved drastically and is considered
as a discipline that has its own principles and requirements to obtain
more structured solutions with planning, development and culmination.
The genetic algorithms present an alternative to solve problems of opti-
mization in the software engineering, therefore in this work a systematic
literature review (SLR) of the application and technologies was carried
out of the genetic algorithms in it. The results are presented based on
127 initial documents which, after passing through a review protocol,
were reduced to 20 chords to the research topic, where it was indicated
that the greatest application is in the tests of software.
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1 Introduction

Software Engineering is an application of the systematic and disciplined app-
roach to the design, development, operation and maintenance of software [31],
the detection of software vulnerabilities is a critical step to ensure the quality
and security of the software [28] however, software testing is a time-consuming
and costly task, consuming almost 50% of the resources for the development
of the system software [27,29]. Automated software testing is better than man-
ual testing, however, very few test data generation tools are currently available
commercially [6].
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Genetic algorithms (GA) are formed from the evolutionary algorithms con-
ceived by John Holland in the United States well known during the late sixties [7],
these have been widely used in software engineering as a method of optimiza-
tion [13]. Consequently, this research focuses on the technology and application
of genetic algorithms in the problems of software engineering.

This systematic review is based on the protocol proposed by [16,17,22]:
According to the information that exists on the application of genetic algorithms
in software engineering, it was targeted: “Specify the most recent research about
the applications of genetic algorithms in software engineering” as a guide for
this review. Taking into account that in the phases of software development a
greater optimization and resources are needed, the following research questions
(RQ) have been determined:

– RQ1: What problem does the genetic algorithm solve in software engineering?
– RQ2: What application and technology do genetic algorithms have in Soft-

ware Engineering?

In Sect. 2, the SLR is executed, the result of which is described in Table 2.
On the basis of these results, Sect. 3 presents the most notable details and the
synthesis argued and discussed in the 20 primary studies and Sect. 4 concludes as
research questions the consequences of the review, and specific lines of research
for the future.

2 Review Protocol Development

2.1 Research Identification

The criterion for the choice of search sources was based on web accessibility and
the inclusion of search engines that allow to carry out advanced queries, in this
way the following were used: ACM [2], IEEE library [1], SCOPUS Library [11]
and RRAAE [23].

For the choice of keywords it was considered: research questions and keywords
of previously reviewed articles: optimization, software engineering, genetic algo-
rithms, genetic programming, evolutionary algorithms, requirements and testing.

Searches were performed using logical operators: (AND) and (OR) and the
following inclusion criteria were considered for the search:

– Take as relevant current publications since 2012.
– Search results in the area of science and computation.
– Documents in Spanish and English language.
– Search the Abstract of the article for keywords.

The Table 1 correspond to the search chains in the different bibliographic
sources.
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Table 1. Bibliographic sources and search strings.

Digital library ACM:

(+genetic +algorithms +software +engineering +software +requirements)
(+genetic +algorithms +software +requirements)
(+genetic +algorithms +software +testing)
(+optimization +computer +systems +genetic +algorithms)

Digital library IEEE:

((“Abstract” :software engineering) AND “Abstract” :genetic algorithms))
((“Abstract” :evolutionary algorithms,) AND “Abstract” :software requirements)
((“Abstract” :genetic algorithms) AND “Abstract” :software requirements)

Digital library scopus:

(TITLE-ABS-KEY (optimization software engineering) AND TITLE-ABS-KEY (genetic
algorithms)) AND PUBYEAR > 2012 AND (LIMIT-TO ( SUBJAREA, “COMP”))
(TITLE-ABS-KEY (genetic algorithms) AND TITLE-ABS-KEY (software requirements)
AND TITLE-ABS-KEY (software design)) AND PUBYEAR > 2012 AND PUBYEAR <
2017 AND (LIMIT-TO (SUBJAREA, “COMP”)
(TITLE-ABS-KEY (genetic algorithms) AND TITLE-ABS-KEY (web software) OR
TITLE-ABS-KEY (software patron)) AND PUBYEAR > 2012 AND (LIMIT-TO (SUB-
JAREA, “COMP”)
(TITLE-ABS-KEY (genetic algorithms) AND TITLE-ABS-KEY (engineering phase of
the software development)) AND PUBYEAR > 2012

Digital library RRAE:

(Todos los Campos:ingenieria de software y Todos los Campos:algoritmos geneticos)
(Todos los Campos:algoritmos geneticos y Todos los Campos:pruebas de software))
((Todos los Campos:diseño de software y Todos los Campos:algoritmos geneticos))

2.2 Selection of Primary Studies

Once the results were obtained with the searched questions, the criterion that
will be followed in the execution of the review for the selection and evaluation
of primary studies was described. The results of the search that have not been
relevant to the stated objective have been discarded taking into account the
following exclusion criteria:

– Studies that do not contain information that helps answer RQ1 and/or RQ2
research questions.

– In the summary and content there is no information about the application of
the algorithms in software engineering.

– Work that is poorly structured and unclear.
– The conclusion must have relevant information for the investigation.

2.3 Data Extraction

The Table 2 presents the relevant information for each of the selected articles
(S01...S20) according to the search by pointing out elements such as: (RQ1)
Problem that genetic algorithms solve in software engineering and (RQ2) Appli-
cation and technology of genetic algorithms in software engineering.
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Table 2. Data extraction from the primary studies.

ID-Ref. Article Problem-solution Application-technology

S01-[32] Minimizing test suites in

software product lines

using weight-based genetic

algorithms

The redundant test cases

in the software production

lines

Application of genetic

algorithms (gas) based on

weight to minimize the set

of tests

S02-[8] Cost-priority cognizant

regression testing

The redundant cases in

the regression tests

Genetic algorithms have

been used to optimize the

prioritization of test

S03-[25] UML modeling of load

optimization for

distributed computer

systems based on genetic

algorithm

The allocation of resources

in distributed systems

Implementation of the

genetic algorithms to

optimize the waiting time

in the allocation of

resources you are in

distributed systems

S04-[5] Improved heuristics for

solving OCL constraints

using search algorithms

Limitations in UML

models

Improve the existing

heuristic to solve OCL

restrictions. Using search

algorithms

S05-[15] Critical components

testing using hybrid

genetic algorithm

The critical test

components

Optimization based on

hybrid genetic algorithms

S06-[20] Development of a

framework for test case

prioritization using genetic

algorithm

The prioritization of test

cases in the maintenance

phase

Framework for

prioritization of test cases

using genetic algorithms

S07-[26] Random or genetic

algorithm search for

object-oriented test suite

generation

Unit test in

object-oriented classes

Genetic algorithm in unit

tests

S08-[3] Minimizing feature model

inconsistencies in software

product lines

Selection of features for

the configuration of a

product

Optimization of the

process of selection of the

characteristics by genetic

algorithms

S09-[31] A dynamic approach for

retrieval of software

components using genetic

algorithm

Software reuse Recovery through the use

of genetic algorithms

S10-[19] Component-based software

system test case

prioritization with genetic

algorithm decoding

technique using Java

platform

Regression tests Software test prioritization

framework based on

component

S11-[4] Optimization of soft cost

estimation using genetic

algorithm for NASA

software projects

Cost estimation with

COCOMO model

Adjustment of the

parameters of the

COCOMO coefficients

using genetic algorithms

(continued)
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Table 2. (continued)

ID-Ref. Article Problem-solution Application-technology

S12-[30] Software quality assurance

for object-oriented systems

using meta-heuristic

search techniques

Quality of software for

object-oriented systems

Use of search techniques

for software optimization

of fault prediction

S13-[14] A novel approach for test

case generation from UML

activity diagram

Tests based on models Application of genetic

algorithms for the

generation of test cases

S14-[10] A novel strategy for

automatic test data

generation using soft

computing technique

Generation of automatic

test data

AG-based heuristics for

automatic generation of

test sets

S15-[33] Prioritization of test

scenarios using hybrid

genetic algorithm based on

UML activity diagram

The scenarios of test cases Prioritization of test

scenarios using hybrid

genetic algorithm

S16-[21] Efficient parallel

evolutionary algorithms

for deadline-constrained

scheduling in project

management

Estimation of times in the

planning of software

development projects

Parallel evolutionary

algorithms to solve the

problem term of

programming with

limitations in the

management of projects

S17-[12] Automatic generation of

basis test paths using

variable length genetic

algorithm

Destination route tests Genetic algorithm for the

generation of test

trajectories

S18-[24] Retrieving sequence

diagrams using genetic

algorithm

Software reuse Genetic algorithm for the

determination of the

similarity of the graphic

representations of the

sequence diagrams

S19-[9] Methods for cost

estimation in software

project management

Bad estimation of costs in

the management of

software projects

Estimation of costs in the

management of software

projects using genetic

algorithms

S20-[18] Predicting project effort

intelligently in early stages

by applying genetic

algorithms with neural

networks

Estimation of effort in the

management of software

projects

Estimation models for

software projects using

neural networks and

genetic algorithms

2.4 Data Synthesis

Once the primary studies have been determined, it can be observed that in the
present review, 127 have been taken into account for the analysis, of which the
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primary ones were considered, 20 of which the following synthesis is illustrated
(Table 3):

Table 3. Summary of reviewed studies.

Sources Studies Relevants Selected

ACM 616 27 8

IEEE 245 40 5

SCOPUS 450 60 7

RRAAE 0 0 0

Totals 1311 127 20

In Fig. 1, the incidence of the studies that have been analyzed is shown, in this
table it is shown that only one of them S01 [32] has maintained a very significant
influence and takes as a direct reference for another 13 studies. S15 and S16 show
that the impact that has been obtained has been medium since they have been
taken into account more than 4 times and in the rest of the studies the impact
they have shown has been low since they have only been considered in less than
4 studies and in three cases S08, S09 and S13 the incidence has been null since
they have not been considered for other references.

Fig. 1. Synthesis by impact

Figure 2 shows the direct participation of the authors in the different studies
that were analyzed, they are the most prominent, as you can see the authors
have not collaborated in another study different from the one mentioned in each
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Fig. 2. Synthesis by author.

Fig. 3. Synthesis of the AG applications.

one of the sections. Taking into account the results shown, it can be concluded
that the topics are related and the results obtained are as desired, so it has not
been considered feasible to carry out a second study to corroborate the data
obtained in it.

Figure 3 shows clearly that the main application is in the testing phase of
a project, and these can be regressive, initial or terminal. It is also shown that
these algorithms can be applied in the management of projects, which helps
to optimize the overall level of the project as indicated by 4 of the studies,
regarding the Production, Distributed Systems and Software Engineering based
on components, only the application of these algorithms has been tested in a
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single project for each one of them, therefore they are not considered as relevant
study points for the application of genetic algorithms.

Figure 4 shows the technology applied by the genetic algorithms, it is denoted
that Java is used mostly for development, not only because it is a free program-
ming language, it is also multiplatform and of greater boom. in the development.
Another of the technologies is C++, the studies that were analyzed showed that
several of them used this language for the programming of these applications. A
large percentage of these studies have not implemented any development tech-
nology, since they were only applied at some design or initial stage. The Matlab,
OLC and Web technologies have been applied only in two of the studies analyzed
each, so it can be defined that these are not very relevant or have little boom in
the development of applications, the Most development technologies that were
used are object oriented and free guidelines.

Fig. 4. Synthesis of technology.

3 Discussion

S01 and S08 agree that the test in the Software Product Lines can be minimized
appropriately using genetic algorithms since the total number of test cases is
reduced, improving its efficiency.

S02, S14 and S17 propose to the Genealogical Algorithms as a solution for
the automatic generation of tests, since the software development process invests
at least 50% of the total cost in the testing process. software.

S03, S04, S13, S15 and S18 agree that the benefits of software reuse multiply
if carried out in the early stages of software development. Sequence diagrams
are commonly used to model the functionality of software systems in the early
stages of the software development life cycle.

In S05, S06 and S10 they emphasize that the cases of prioritization tests
is an essential task that reduces the test effort in the maintenance phase to a
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considerable degree. These articles propose a framework for the prioritization
of test cases using a tool based on a genetic algorithm, developed in the Java
language.

S07 and S12 agree that the identification of faults in the very early phase of
life cycle software development is very necessary. This helps software developers
focus more on quality assurance, use the workforce in the right perspective, and
reduce the cost of debugging software development in particular.

S11, S16, S19 and S20 agree that the deadline, limited programming in
project management, is a problem of optimization with greater relevance in
software engineering and other real-life situations. they are responsible for the
planning of the activities that must be completed before the specified dates to
resolve the programming period with limitations in the management of projects.
The genetic algorithms have been designed to calculate precise solutions in the
times of reduced execution.

4 Conclusion and Future Work

Regarding the technology used, it is noted that the highest percentage of studies
carried out are based on Java, a programming language for free and object-
oriented guidelines, which is used at all levels of programming. n. On the other
hand a large number of the works: S04, S13, S115, S18, S19, were still in stages
of study and many of these have been made in their development process in
UML or in its initial phases.

There are primary studies S02, S03, S06, S07, S10, S12 that are specific and
offer a clear answer on the problems that the application of General Algorithms
has solved. Likewise, the application of these algorithms allowed the optimiza-
tion of several of the stages in the development of the Software Engineering,
in addition to the technologies in which a software can be executed. Genetic
algorithm are not limited or do not show restrictions on those that currently
exist. Based on the primary studies S02, S04, S09, S11, S15 analyzed there are
several scopes in the application of genetic algorithms in the Software develop-
ment, most of these are shown in the design and testing stages, which mainly
streamlines the control of programming errors and optimizes the time and costs
that are generally the stages in the which concentrates most of the effort and
budget of a project.

Finally, the applications of genetic algorithms are of greater height according
to their timeline, denoting a great use in initial stages or tests, since the results
that have been obtained in each of these have clearly shown that in all they have
achieved the optimization of processes, which demonstrates the improvement of
the cost-time-effort ratio. However, the need for applications in the software life
cycle is present, when this process is caused by frameworks and agile method-
ologies that involve great interaction with the user.
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