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Abstract. Component-based development is widely used to reduce the
development cost of complex systems. In this pattern, software features
are organized, encapsulated and reused as components. In this report, we
present a component-based modeling framework based on the modeling
language Mediator that aims to build formally verified software, both on
model-level and code-level. This work is the core part of a Ph.D. thesis.
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1 Introduction

Modern software systems are becoming more and more complex. To simplify
the development phase, software developers encapsulate the features in smaller
components that are easier to be developed and tested. The correctness of com-
ponents are important since they are often reused by other software, hence any
small vulnerabilities may lead to dozens of potential bugs. In this report, we
present a formal modeling and code-generation framework based on Mediator
where Mediator is a new modeling language proposed in [12]. With this frame-
work, we can easily design high-level models and specify their properties, auto-
matically generate runnable codes and verify both of them.

Part of this work has been published, including the modeling language Medi-
ator and its formal semantics [12], and a code generator to C language [13].
We have also built a model checking integration with help of NuSMV [5] and
another code generator to System C. These two works have been developed but
still unpublished.

2 Related Work

Component-based software engineering has been prospering for decades.
Currently, there are various tools, both formal and informal, that sup-
ports component-based modeling. For example, NI LabVIEW [16], MATLAB
Simulink [7] and Ptolemy [9] provide powerful modeling platforms and a large
number of built-in component libraries to support commonly-used platforms.
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Fig. 1. The reliable development framework based on Mediator

However, due to the complexity of models, such tools mainly focus on synthesis
and simulation, instead of formal verification. There is also a set of formal tools
that prefer simple but verifiable model, e.g. Esterel SCADE [1] and rCOS [14]
(Fig. 1).

In the recent years, formal method has shown its power in industrial
use [8,10,15]. These works proved that formal verification techniques are capa-
ble of handling large-scale component-based embedded systems. However, the
unfamiliarity of formal specifications is still one of the main obstacles hamper-
ing programmers from using formal tools. For example, even in the most famous
formal modeling tools with perfect graphical user interfaces (like UPPAAL [2]
and PRISM [11]), sufficient knowledge about automata theory is necessary to
properly encode the models.

Importance of code generation has also been uncovered for a long time. A
large number of formal and industrial code generation tools have been built for
different target platforms. For example, Rodin for Event-B [4] and SCADE [3]
are very popular formal tools that can generate executable codes from abstract
models.

3 Mediator

Mediator is a component-based modeling language [12], which provides proper
formalism for both high-level system layouts and low-level automata-based
behavior units. Both automata and systems are encapsulated with a set of input
or output ports (which we call an interface) and a set of template parameters so
that they can be easily reused in multiple applications.

Mediator is designed to serve both software engineers and formal researchers.
On the one hand, the behavior of automata is captured by guarded transitions,
whose semantics is clear and self-contained. On the other hand, interfaces of
automata and systems are precisely defined by ports and their types, where
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engineers can easily design reliable software systems through reusing. For exam-
ple, a widely-used data structure queue, a popular leader election algorithm in
distributed computing and a controller for Arduino-based wheeled vehicles are
encoded as Mediator models in [12] and [13].

4 Design of the Framework

4.1 Automatic Code Generation

Manual encoding is exceedingly time consuming and error prone, and has become
a huge obstacle between reliable software models and trustworthy computer pro-
grams. To deal with this problem, we present a code generation framework for
Mediator .

The first code generator in this framework aims to generate Arduino C pro-
grams that can be directly downloaded to the hardware without any manual
adaption [13]. As an open-sourced embedded hardware platform, various Arduino
motherboards are applied in different domains, robots and quad-copters, for
example. Another code generator for System C is already developed by not pub-
lished yet. The framework is designed to be extensible so that users can easily
develop code generators themselves.

4.2 Verification

The presented framework plans to support multi-level verification on both high-
level models and low-level codes. For high-level models, we can specify properties
as CTL* formulae to both automata and systems. Mediator models and these
properties are exported into NuSMV and checked. For low-level source codes, we
plan to transform the property formulae to code notations that are supported
by many code-level verifiers, such as Frama-C [6], etc.

5 Conclusion and Future Work

In this report, we summarize the current status of our research on Mediator
and its corresponding component-based modeling and verification framework
which forms the core part of the presented Ph.D. thesis. Driven by this topic, we
have two publications [12,13] and another two submitted. At least three more
publications on this topic are planned.

In the remaining years, we will complete this framework, mainly the code-
level verification part and work on more practical case studies. We are investigat-
ing the notation language of Frama-C [6], and plan to generate these notations
directly from our models and CTL* properties.
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