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Preface

Single-core chip is no longer able to offer increasing performance. Hardware manu-
factures moved their attention from increasing clock frequency and instruction-level
parallelism to thread-level parallelism by designing chips with a number of multiple
interconnected cores.

The multi-core technologies are going to rapidly move towards massively parallel
computing elements (hundreds or thousands of cores), becoming more and more
pervasive in all fields of the embedded system industry, thanks to the improvements
of the performance per watt ratio. However, it is clear that increasing the number of
cores does not automatically translate into increasing performance.

Old sequential code will get no performance benefit from new multi-core chip.
Indeed, since the single-core complexity and the clock frequency are typically lower
with respect to old chips, performance of sequential code may get even worse.

The only way to increase performance on multi-core platforms is by squeezing
their real power: using thread-level parallelism. However, new multi-threaded
parallel code may not scale well with the number of cores due to the overhead
introduced for data movement, scheduling and synchronisations. Even parallel
code well tuned for maximising performance for a given platform may face the
problem of achieving a good trade-off between development costs and time to
solution. Parallel software engineering has engaged this challenge mainly by way
of designing new tools and tool chains, introducing high-level sequential language
extensions and reusable, well-known, parallel patterns.

This book discusses both basic concepts on parallel programming and advanced
topics and issues related to the use of real embedded applications. The book
derives from the experience and results obtained in the 3-year European ARTEMIS
project SMECY (Smart Multi-core Embedded Systems, project number 100230)
involving 27 partners in nine European countries. This represents a concrete
experience of work in the embedded system area, where application, tool and
platform providers worked together in a coordinated way with the goal to obtain new
high-level programming tool chains for current and forthcoming embedded many-
core platforms. The aim of the book is to describe a “new way” for programming
complex applications for embedded many-core systems.

v



vi Preface

The partners involved in SMECY project were:

France:
Commissariat à l’énergie Atomique et aux ’energies alternatives,
THOMSON Video Networks SA,
Silkan,
STMicroelectronics (Grenoble 2) SAS,
Thales Research & Technology,
Université Joseph Fourier Grenoble 1

The Netherlands:
ACE Associated Compiler Experts bv,
Technische Universiteit Delft

Greece:
Aristotle University of Thessaloniki,
Hellenic Aerospace Industry S.A.,
University of Ioannina

Czech Republic:
Brno University of Technology,
CIP plus s.r.o.,
Ústav Teorie Informace a Automatizace AV ČR, v.v.i.

Denmark:
Danmarks Tekniske Universitet

Sweden:
Free2Move AB,
Hogskolan i Halmstad,
Realtime Embedded AB,
Saab Microwave Systems

Finland:
Nethawk Oyj,
Valtion Teknillinen Tutkimuskeskus (VTT)

Italy:
Politecnico di Milano Dipartimento di Elettronica e Informazione,
Politecnico di Torino,
SELEX E S,
STMicroelectronics S.r.l.,
Alma Mater Studiorum - Universita di Bologna

United Kingdom:
United Kingdom: Thales Research & Technology

SMECY envisioned that multi-core technology will affect and shape the whole
business landscape, thus having the ambitious mission to develop and propose new
parallel programming technologies enabling the exploitation of embedded many-
core architectures. The conceptual approach proposed by SMECY is based on the
simple assumption that a tool chain should take both the application requirements
and the platform specificities into account in order to be efficient. One of the
main outcomes of the project was the definition of an intermediate representation
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among front-end and back-end tools defining three different tool chains, one for
each application domain.

The book contents are structured as follows:
In Chap. 1 we give a survey on the different parallel programming models

available today. These models are suitable not only for general-purpose computing
but also for programming specialised embedded systems that offer the required
facilities.

Chapter 2 presents the big pictures of the SMECY project with the interaction of
the different tools from the applications used as case studies to the targeted hardware
platforms. The two-level intermediate representation allowing the interoperability of
the components of the tool chains while providing a frame that drastically decreases
the amount of work that would be required to add a new tool for further enrichment
of the project tool chains is also presented. The intermediate representation designed
within the SMECY project represents a bridge between a number of front-end and
back-end tools.

Chapters 3 and 4 present in detail the two target platforms considered in the
SMECY project, the STHORM platform by STMicroelectronics and the ASVP
platform by UTIA.

Chapter 5 covers fault tolerance aspects in the context of embedded systems,
whereas Chap. 6 proposes a lightweight code generation process that enables the
capability to perform data-dependent optimisations, at runtime, for processing
kernels.

Chapters 7, 8 and 9 describe the experiences made developing real-world
applications on the SMECY target platform: a radar signal processing application,
an object recognition image processing application and a foreground recognition
video processing application, respectively.

Our sincere hope is that the reader could find value in the topics covered in this
book.

Pisa, Italy Massimo Torquati
Delft, The Netherlands Koen Bertels
Lyngby, Denmark Sven Karlsson
Grenoble, France François Pacull
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Introduction

Massimo Torquati, Koen Bertels, Sven Karlsson, and François Pacull

1 Embedded Systems

Embedded systems are computational devices whose primary aim is not to serve
as traditional general-purpose computers but rather to perform a few dedicated
functions. Such devices have become truly ubiquitous and can be found everywhere:
in consumer electronics, airplanes, automobiles, trains, toys, security systems,
weapon and communications systems and buildings, to just mention a few of their
many application areas.

Embedded systems are commonly engaged with the physical world and must
often respond to environmental stimuli in real time. The interactions between pro-
cesses external and internal to the embedded system can be based on the actual time
of day, i.e. certain operations are carried out at specific times according to a time
schedule. Alternatively, tasks can be performed in response to certain asynchronous
events which do not necessarily happen at a specified time. Furthermore, a set of
tasks may be carried out within a predetermined time based on interaction with
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the environment. In other words, synchronisation with the environment can be time
based, event based or based on human interaction.

Real-time systems place an emphasis on producing a response to an input within
a certain time frame. Not meeting the deadline on every occasion is a malfunction
in a hard real-time system while it does not necessarily compromise program
correctness in a soft real-time system. In the latter case the missed deadlines
correspond to degradation in performance or in the quality of service delivered. It
is not uncommon for embedded systems to contain a mixture of time-based, event-
based and interactive tasks where some have hard real-time constraints while others
merely have soft real-time constraints.

Compared to traditional computers, embedded systems are also commonly
subject to more tight constraints on physical dimensions, energy consumption,
security and reliability. Operations or tasks which have strict deadlines obviously
place stronger constraints on the hardware and software and thus become a greater
challenge to embedded systems developers. In order to meet constraints and
restrictions due to the targeted application domain, embedded processors have
highly complex extensions with no counterparts in general-purpose processors.

2 Power as a Driving Force

Power is unarguably the pervasive driving force in today’s design of embed-
ded processors. Power requirements are the reason for employing multiprocessor
system-on-chip (MPSOC) with specialised hardware for specific tasks such as
audio and video processing. Today’s MPSOCs, especially in mobile and embedded
applications, are shaped by the requirement to do complex calculations at low power.
There are many techniques to achieve those requirements and these can be combined
to fit the application best.

In video surveillance systems a reliable and uninterrupted power supply is
required even in the case of critical situations such as those related to fire,
earthquake, burglary, violence and other emergencies. In normal operation, the
video system is connected to the power grid and power is not such a big concern.
In the case of emergency, however, the system will have to be able to operate
completely autonomously and cannot rely on the power grid. It will have to operate
on battery power and also store its images locally. How long the battery has to
last depends on the operational requirements. For example, it may depend on the
expected response time of fire brigades, police or medical assistance. Typically, at
least a couple of hours of uninterrupted power is required. On the other hand, the
bigger the battery, the more maintenance it requires and the less reliable it is.

For video surveillance, in particular, there are several ways to reduce the power
requirement: reduce the strength of the IR lightning, reduce the frame rate and/or
resolution of the camera and reduce the accuracy of the detection software. It
should be clear that all of these will have their impact on the quality of the
processed images and the choice of power reduction methods again depends on
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the operational requirements. It should therefore be clear that in this application
area, power efficiency is as important and maybe even more as in day-to-day mobile
appliances.

A CMOS gate uses little energy in steady state (this may be a problem by itself,
but for the sake of simplicity it will be ignored here). More power is used when the
gate switches from on to off and vice versa. The energy per second required for gate
switching is linear with the switching frequency and with the square of the voltage
difference [1]. At first, this seems good news: if we consider a switching action to
be “work” (as in a useful processing action), duplicating the frequency duplicates
the amount of work done. Since the energy usage is linear with the frequency, it
also duplicates. Doubling the amount of energy per second allows to obtain twice
the number of work units done per second. However, due to the fact that to run at
higher clock speeds, higher voltages are required, the amount of energy required
does rise more than linear with the frequency. The exact amount of the increase is
not so important in practice, but the effect is significant enough to prefer low clock
speeds to high clock speeds.

Following this general rule, a processor should be running at very low frequen-
cies in order to optimise power consumption. The lower the clock speed, the lower
the total energy required to perform all work units and the more work units can
be done for a given battery charge. The problem is, of course, that the processor
would then run very slow and real-time requirements would not be met. This is
where parallelism comes in: at a given clock speed, two processors can do twice the
number of work units per second. Since each work unit processed in a processor
still takes the same amount of energy (as the frequency does not change by adding a
second processor), this does not impact how many work units can be done for a given
battery charge. This is probably the most important reason why processor engineers,
instead of increasing clock frequency and boosting instruction level parallelism for
a single core, are adding more and more cores in a single chip in order to increase
the performance per watt ratio.

More parallel processors can be added without reducing efficiency and also the
resulting additional computational power allows the clock speed to be reduced;
hence the voltage can be reduced and efficiency be improved. This is in fact the
driving force for parallel processing in embedded systems: use parallelism to reduce
the power it takes to compute each work unit. There are however at least two
boundaries that put a stop to adding more and more processors while reducing the
clock speeds:

1. The chip die size is not unlimited, and the larger the die size, the higher the
production costs are.

2. The parallelisation limits of applications.

The first boundary is not the major issue per se. Today’s chip production
processes are very efficient, allowing for very high-gate density production. It is
currently feasible to integrate more than one billion (109) transistors on a single
silicon chip.
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The second boundary instead represents the real actual barrier. These are
probably the two most significant problems in reaping the pay-off of parallelisation
of the hardware. There are many more, such as the complexity of writing correct
parallel applications and the reduced portability of parallel programs. In the general
case, these problems are not solved yet.

3 Parallelism Exploitation and Performance Portability

There are many limits to the parallelisation of an application or algorithm. What
is in general expected from a parallel program in terms of performance is that the
time spent to execute the program in parallel using n processing elements is about
1=n of the time spent executing the best sequential program that solves the same
problem. Several factors impair the possibility to achieve such desirable behaviour.
In particular, the features of the problem to be solved have to be taken into account.
Above all, not all the problems are suitable to be parallelised. Some problems
have been recognised as inherently sequential and therefore will never benefit from
parallel implementation. Furthermore, even those problems suitable to be somehow
parallelised may contain a fraction of the work needed to solve the problem, which
is non-parallelisable at all.

A theoretical limit is given by the well-known Amdahl’s law [2], which states that
the amount of non-parallelisable work in an application determines the maximum
speedup we may achieve by parallelising that application.1 If for example 10 % of
the application is sequential by nature, even infinite parallelism will not speed up
the application by more than a factor of ten.

However, there are many factors that limit the possibility of achieving the theo-
retical optimum established by Amdahl’s law. One main issue is that parallelisation
implies the allocation of parts of the program to the different available hardware
resources and to manage the communication between the different processing
elements. This means that more work needs to be done by the parallel application
with respect to its sequential counterpart. This is called the “overhead” introduced
by parallel programming. Overhead incurs in the execution of any non-functional
code of parallel applications. How much this overhead is depends very much on the
way how the application is parallelised and the efficiency by which its parallelism
can be mapped to the target architecture. In any case, this overhead will eat into the
profits that were made by reducing the clock speed on parallel cores. If we consider
again Amdahl’s law, it is easy to see that when taking into account overheads,
the real limit in the speedup of a parallel application is even smaller than the one
determined by the fraction of the non-parallelisable part. It is clear therefore that the

1We explicitly do not refer to Gustafson’s law which is valid for embarrassingly parallel
applications such that the problem size can scale with the number of processors.
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lower overhead we introduce in our parallel application with non-functional code,
the better performance we can achieve.

The overhead introduced in the parallelisation is strictly related to the tools and
programming models used. The scarcity of good high-level programming tools and
environments very often forces the application developers to rewrite the sequential
programs into parallel software taking into account all the (low-level) features and
peculiarities of the underlying platforms. This makes developing efficient parallel
applications extremely difficult and time-consuming, and even more important,
the resulting code is difficult to maintain and to port with the same or better
performance on next-generation architectures. This last aspect is critical because
of the rapid evolution of embedded multi-core architectures. In the near future it
will be increasingly important that an application is easily portable without the need
to re-design from scratch entire parts of the application in order to obtain the same
level of performance.

Performance portability is the ability to easily restructure a parallel application,
statically and/or dynamically, in order to exploit architectural advances in a cost-
effective way. This implies that the parallel application (together with its run-time
support) is modified in an automatic way or with a very limited assistance of
the application designer. Performance portability is clearly still an open issue. In
the best case, the current tools and libraries for parallel programming are only
able to guarantee code portability, but they do not typically guarantee performance
portability.

From an industrial perspective, the migration of software toward multi-core
embedded platforms should be as smooth as possible, and the resulting code must
be easy to maintain, independently of the underlying architecture. A useful parallel
development environment should thus offer a well-defined programming model
and easy-to-use development tools. The programming model should provide a high
abstract level allowing to control the execution, communications and synchronisa-
tion of concurrent entities, whereas the development tools help developers to write,
debug and deploy the parallel applications.

4 The Holy Grail of Parallel Computing

Parallel programs are inherently more difficult to write than sequential ones, because
concurrency introduces several new problems that programmers should take into
account. Communication and synchronisations among concurrent parts are typically
the greatest obstacles to obtain good parallel program performance.

Switching from sequential to modestly parallel computing (4–12 cores) made
programming much more difficult due to the new difficulties and overheads intro-
duced, eventually without a comparable payback. Many-core chip multiprocessors
(CMP) offer hundreds of much simpler cores and a progress to thousands of cores
over time with a more favourable performance per watt ratio.
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The main problem is that most algorithms and software implementations are built
fundamentally on the premise that concurrency would continue to increase modestly
[3]. This makes more and more urgent a change in the current programming practice
by software engineers. On the other hand, the difficulties of programming many
cores are even more than programming multi-core and for this reason have the
parallel programming research community embraced the new challenge of devising
new programming models and models of computation for many-core systems.

For years the research community tried to find the holy grail in targeting a unique
chain of tools and a single programming model which would work efficiently for any
platform, any type of parallelism and any application domain. The underlying idea
is to device a set of techniques or tools which are able to both minimise overheads
and to guarantee performance portability on next-generation platforms.

The vision proposed in this book is different to a certain extent and is the basis
of the European project SMECY2 which can be best summarised as follows: a “one
fits all” tool chain does not exist. A unique compilation tool chain would not be able
to target efficiently different many-core platforms for several application domains.
The conceptual approach proposed by SMECY is based on the simple statement
that a tool chain should take into account both the application requirements and the
platform specificities of various embedded systems in different industries in order to
achieve efficiency. As a consequence, a suitable parallel programming tool chain has
to take as input parameters both the application and the platform models and then it
should be able to determine all the relevant transformations and mapping decisions
on the concrete platform minimising user intervention and hiding the difficulties
related to the correct and efficient use of memory hierarchy and low-level code
generation.

4.1 The SMECY Project Vision

The SMECY project has been structured in three clusters focusing research activities
and integration effort for two many-core platform and a specific application domain.
The platforms considered are:

• The STHORM platform (also known as P2012) developed by STMicroelectron-
ics is a high-performance accelerator. It is organised around multiple clusters
implemented with independent power and clock domains, connected via a high-
performance fully asynchronous network-on-chip (NoC) which provides scalable
bandwidth, power efficiency and robust communication across different power
and clock domains. Each cluster features up to 16 tightly coupled processors
sharing multi-banked level-1 data memories.

2Smart Multi-core Embedded Systems, ARTEMIS project number 100230.
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• The ASVP platform is designed by UTIA (the Institute of Information Theory
and Automation, Czech Republic) to parallelise and speed up common DSP
algorithms based on vector or matrix operations. It is based on a master-
worker architecture, where workers are very simple CPUs playing the role
of programmable finite-state machines to control configurable data paths, to
eliminate execution stalls and to enhance the computation efficiency.

The application domains covered by the SMECY project are:

• Radar signal processing
• Multimedia and mobile video and wireless
• Stream processing applications

A number of front-end and back-end tools are currently available for many
embedded systems. In order to obtain a good balance between performance and
portability, an intermediate representation (IR) between front-end and back-end
tools of the tool chains has been introduced. The IR allows to increase code
portability enabling also intermediate code inspection and editing in order to
simplify both debugging and low-level code optimisations.

The IR has been designed having in mind the following general properties:

1. It has to be sufficiently generic to allow expressiveness and be compatible with
various programming models or model of computation.

2. Its semantics should be sufficiently close to the front-end tools ones and should
be compatible with the different target platforms.

3. It should strongly rely on already existing standards in order to be well accepted
and to maximise the time life.

In the SMECY project, a two-level IR has been defined; both levels are based on
already existing standards. The high-level IR called SME-C is based on standard C
with pragmas similar to OpenMP 3.1 [1]; the low-level IR is based on APIs meant to
be used by back-end tools for targeting platform code generation based on standard
proposed by the Multicore Association.3 Moreover, some tools are able to ensure
the equivalence in between the two levels. Indeed, source-to-source compilers can
transform the SME-C source files to pure C with API calls as specified for the low-
level IR. The choice to have a two-level IR is mainly due to the different levels
of abstraction required by the various tools that span from high-level programming
tools to low-level APIs.

3http://www.multicore-association.org/.

http://www.multicore-association.org/
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5 Chapter Summary

The trends within embedded software development can change rapidly in response
to the release of new programming tools and frameworks or the introduction of
new and more capable computing platforms. The fundamental trade-offs between
different programming models and models of computation, however, are less likely
to change overnight and thus this book will focused on these trade-offs. Since it
is becoming increasingly common that an embedded system contains a number of
heterogeneous and homogeneous processing elements, special attention will be paid
on the following points by discussing them throughout the book in detail:

• A complete reasoned, state-of-the-art of programming model and model of
computation with particular emphasis to the models targeting embedded systems

• An in-depth description of two embedded platforms taken as case study: STMi-
croelectronis’ STHORM platform (also known as P2012) and UTIA’s ASVP
platform (also known as EdkDSP)

• The definition and the issues of an intermediate representation in the context of
embedded systems in order to obtain a good trade-off between performance and
portability

• Run-time tools and fault-tolerance techniques
• Three significant application case studies in three distinct application domains:

signal processing, image processing and video processing
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Chapter 1
Parallel Programming Models

Vassilios V. Dimakopoulos

1.1 Introduction

Programming models represent an abstraction of the capabilities of the hardware
to the programmer. A programming model is a bridge between the actual machine
organization and the software that is going to be executed by it. As an example, the
abstraction of the memory subsystem leads to two fundamentally different types of
parallel programming models, those based on shared memory and those based on
message passing. Programming through shared memory can be compared to the use
of a bulletin board. Information is exchanged by posting data to shared locations
which are agreed upon a priori by the sender and receiver of data. In shared-
memory architectures, this is realized directly using ordinary loads and stores.
On the other hand, communication via message passing occurs through point-to-
point transfers between two computing entities and is thus conceptually similar
to the exchange of letters which explicitly identify the sender and receiver of the
information. In distributed-memory architectures, these transfers are realized over
an actual processor interconnection network.

Because a programming model is an abstraction of the underlying system
architecture, it is usually not tied to one specific machine, but rather to all machines
with architectures that adhere to the abstraction. In addition one particular system
may support more than one programming model, albeit often not with the same
efficiency.

A successful parallel programming model must carefully balance opacity
and visibility of the underlying architecture; intricate details and idiosyncrasies
should be hidden while features which enable the full computational power

V.V. Dimakopoulos (�)
Department of Computer Science and Engineering, University of Ioannina,
Ioannina, GR-45110, Greece
e-mail: dimako@cs.uoi.gr

M. Torquati et al. (eds.), Smart Multicore Embedded Systems,
DOI 10.1007/978-1-4614-8800-2__1,
© Springer Science+Business Media New York 2014

3

mailto:dimako@cs.uoi.gr


4 V.V. Dimakopoulos

of the underlying device need to be exposed. The programming model also
determines how program parts executed in parallel communicate and which types
of synchronization among them are available.

In summary, a programming model enables the developer to express ideas in a
certain way. To put the ideas into practice, however, the developer has to choose a
specific programming language. The correspondence between programming models
and programming languages is close but not one-to-one. Several languages may
implement the same programming model. For instance, Java and CCC with
Pthreads offer very similar shared-memory programming models although the two
languages differ significantly in several other important aspects. Furthermore, it
is possible for a programming language and set of APIs to adhere to several
programming models.

In what follows we present the most significant parallel programming models
available today. In Sect. 1.2 we classify them according to the memory abstraction
they offer to the programmer. In Sect. 1.3 we survey models based on shared
memory while Sect. 1.4 covers distributed-memory models. Section 1.5 surveys
the available models for GPUs and accelerators which represent devices with
private memory spaces. Models that try to combine some of the above categories
are examined in Sect. 1.6. Finally, Sect. 1.7 visits other promising languages and
programming styles that do not fall in the above categories.

1.2 Classification of Parallel Programming Models

Algorithms and whole applications contain parallelism with varying degrees of
regularity and granularity. Parallelism can be exploited at the following granularity
levels: bits, instructions, data, and tasks. Bit-level parallelism is exploited trans-
parently to the programmer by increasing the processor word size thus reducing
the number of instructions required to perform elementary arithmetic and bit
manipulation operations. Similarly, instruction-level parallelism can be exploited
by processors and compilers with little or no involvement from the programmer.
Processors support overlap of instruction execution through techniques such as
instruction pipelining, super-scalar, and out-of-order execution while optimizing
compilers can increase the efficiency of these techniques by careful reorderings of
program instructions.

At higher granularity levels, such as data level, parallelism is not generally
exploitable without programmer intervention and the programming model plays a
major role. For loops in programming languages are a major source of data-level
parallelism and therefore this kind of parallelism is also referred to as loop-
level parallelism. Many processors include single-instruction, multiple-data (SIMD)
instructions which operate on short vectors typically containing two to eight data
values. These differ from single-instruction, single-data (SISD) instructions as the
latter can only compute a single result at a time. Some programming models
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allow the programmer to utilize SIMD instructions either explicitly or implicitly,
by means of a vectorizing compiler. In any case, it is required that the data-parallel
computation can be expressed as operations on vectors, i.e. that a single instruction
can be applied to multiple data values.

Another important way of exploiting data-level parallelism is multiprocessing or
multi-threading, where the data-parallel computation is distributed over multiple
processors, a single processor capable of executing multiple instruction streams
in parallel, or any combination of these. Such architectures are characterized
as multiple-instruction, multiple-data (MIMD) machines as they are capable of
processing multiple independent instruction streams, each of which operates on
separate data items. If data parallelism is found in a loop nest, the workload is
distributed among the processing elements by assigning a fraction of the overall
iteration count to each of them. Unlike SIMD instructions, the distribution of work
can be dynamic if the time to process each of the iterations varies.

The coarsest-grained and least regular kind of parallelism is task-level paral-
lelism, which almost uniformly relies on the programmer’s ability to identify the
parts of an application that may be executed independently. Task-level parallelism
is about the distribution of both computation and data among processing elements,
whereas data parallelism primarily emphasizes the distribution of data among
processing elements. Programming models vary significantly in their support of
exploiting task-level parallelism—some are strongly focused on task-level paral-
lelism and provide abstractions which are flexible enough to also exploit data
parallelism while others are mainly focused on the exploitation of structured or
loop-level parallelism and provide only weak support for irregular and dynamic
parallelism at the granularity of tasks.

Except the above considerations on the level and type of parallelism offered,
parallel programming models can also be classified by the memory abstraction
they present to the programmer. The memory organization of typical parallel
computing systems gives rise to two broad architectural categories. In centralized
or shared-memory multiprocessors, the memory is accessible to all processors with
uniform access time (UMA). The processors are usually attached to a bus, sharing
its bandwidth, an architecture also known as a symmetric multiprocessor (SMP).
Unfortunately, buses and centralized memories suffer from increased contention and
longer latencies when more processors are added. This limited scalability means
that central memories are only used in smaller multiprocessors, usually having up
to eight processors. They are also found in the individual nodes of larger systems.

In the second organization, the memory is physically distributed among proces-
sors. Two access policies are then possible; each local memory either is accessible
only to the respective processor or can be accessed by all processors albeit with
nonuniform memory access (NUMA) times through a global address space. The
former is called a (pure) distributed-memory organization, whereas the latter is a
distributed shared-memory organization which can be cache coherent (ccNUMA) or
not. While scalable ccNUMA systems are a challenge to design, they put smaller bur-
den on the programmer because replication and coherence is managed transparently
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by the hardware. Non-cache-coherent distributed shared-memory systems require
either the programmer to make sure that each processor view of the memory is
consistent with main memory or the intervention of a software layer which manages
the consistency transparently in return for some decrease in performance.

The programming models used to target a given platform are closely related to
the underlying memory and communication architecture. Shared-memory models
offer the programmer the ability to define objects (e.g. variables) that are accessible
to all execution entities (e.g. processes or threads) and can be realized most
efficiently on machines containing hardware which keeps the memories and caches
coherent across the system. Explicit message passing, the dominant representative
of distributed-memory models, is commonly used whenever memory is non-
centralized and noncoherent. However, both shared- and distributed-memory orga-
nizations can support any kind of programming model, albeit with varying degrees
of efficiency. For instance, it is possible to support message passing very efficiently
by passing a pointer rather than copying data, on shared-memory architectures.
A global shared-memory model can also be supported on a distributed-memory
machine either in hardware (ccNUMA) or in software with a runtime layer [2],
although obtaining acceptable speedups on a wide range of unmodified, parallel
applications is challenging and still a subject of active research.

The parallel-computing landscape has been augmented with systems that usu-
ally operate as back-end attachments to a general-purpose machine, offering
increased execution speeds for special portions of code offloaded to them. General-
purpose graphical processing units (GPGPUs) and accelerators are typical exam-
ples. Because of their distinct memory and processing element organization these
devices warrant suitable programming models. In addition, their presence gives rise
to heterogeneous systems and programming models in the sense that the host and the
back-end processing elements are no longer of the same type and the programmer
must provide different programs for each part of the system.

It is also possible to combine the above paradigms and thus obtain a hybrid
programming model. This usually requires the programmer to explicitly utilize
multiple and different programming styles in the same program and is, for example,
popular when targeting clusters of multicores/multiprocessors. Another possibility
is represented by the Partitioned Global Address Space (PGAS) languages. Here the
notions of shared and distributed memory are unified, treating memory as a globally
shared entity which is however logically partitioned, with each portion being local
to a processor.

Finally, many other different attributes can be considered in order to classify
parallel programming models [3]. For example, they can be categorized based on
their application domain or by the way execution entities (workers) are defined,
managed, or mapped to actual hardware. Another attribute is the programming
paradigm (procedural, object-oriented, functional, streaming, etc). In this chapter
we focus on the memory abstraction offered by the programming model.
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1.3 Shared-Memory Models

Shared-memory models are based on the assumption that the execution entities
(or workers) that carry the actual execution of the program instructions have access
to a common memory area, where they can store objects, uniformly accessible to all.
They fit naturally UMA architectures (SMPs/multicores with small processor/core
counts) and ccNUMA systems. Shared-memory models can be further categorized
by the type of execution entities employed and the way they are handled by the
programmer (explicit or implicit creation, mapping and workload partitioning).

1.3.1 POSIX Threads

A thread is an autonomous execution entity, with its own program counter and
execution stack which is usually described as a “lightweight” process. A normal
(“heavyweight”) process may generate multiple threads; while autonomous, the
threads share the process code, its global variables, and any heap-allocated data.
The Portable Operating System Interface (POSIX) provides for a standard interface
to create threads and control them in a user program. POSIX is a standardization of
the interface between the operating system and applications in the Unix family of
operating systems. The POSIX.1c thread extensions [4] provide a description of the
syntax and semantics of the functions and data types used to create and manipulate
threads and is known as Pthreads [5].

In parallel applications, multiple threads are created by the pthread_create
call. Because the execution speed and sequence of different threads is unpre-
dictable and unordered by default, programmers must be aware of race condi-
tions and deadlocks. Synchronization should be used if operations must occur
in certain order. POSIX provides condition variables as their main synchroniza-
tion mechanism. Condition variables provide a structured means for a thread to
wait (block) until another thread signals that a certain condition becomes true
(pthread_condition_wait/pthread_condition_signal calls). The
real-time extensions to POSIX [6] define barriers as an additional synchronization
mechanism for Pthreads. A thread that calls pthread_barrier_wait blocks
until all sibling threads perform the same call; they are all then released to continue
their execution.

Pthreads provide mutex objects as a primary way of achieving mutual exclusion,
which is typically used to coordinate access to a resource which is shared
among multiple threads. A thread should lock (pthread_mutex_lock)
the mutex before entering the critical section of the code and unlock it
(pthread_mutex_unlock) right after leaving it. Pthreads also provide
semaphores as another mechanism for mutual exclusion.
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Pthreads are considered a rather low-level programming model that puts too
much burden on the programmer. Explicitly managing and manipulating the
execution entities can sometimes give ultimate control to an expert programmer [5],
but this comes at the cost of increased complexity and lower productivity since
larger Pthreads programs are considered hard to develop, debug, and maintain.

1.3.2 OpenMP

Because threads are a versatile albeit a low-level primitive for parallel programming,
it has been argued that they should not be used directly by the application
programmer; one should rather use higher-level abstractions which are possibly
mapped to threads by an underlying runtime. OpenMP [1] can be seen as a
realization of that philosophy. It is a set of compiler directives and library functions
which are used to parallelize sequential C/CCC or Fortran code. An important
feature of OpenMP is its support for incremental parallelism, whereby directives
can be added gradually starting from a sequential program.

Like Pthreads, OpenMP is an explicitly parallel programming model meaning
that the compiler does not analyze the source code to identify parallelism. The pro-
grammer instructs the compiler on how the code should be parallelized, but unlike
Pthreads, in OpenMP threads are not an explicit notion; the programmer primarily
creates and controls them implicitly through higher-level directives.

OpenMP supports a fork-join model of parallelism. Programs begin executing on
a single, master thread which spawns additional threads as parallelized regions are
encountered (enclosed in an omp parallel directive), i.e. a fork. Parallel regions
can be nested although the compiler is not required to exploit more than one level of
parallelism. At the end of the outermost parallel region the master thread joins with
all worker threads before continuing execution.

A parallel region essentially replicates a job across a set of spawned threads. The
threads may cooperate by performing different parts of a job through worksharing
constructs. The most prominent of such constructs is the omp for (C/CCC) or
omp loop (Fortran) directive where the iterations of the adjacent loop are divided
and distributed among the participating threads. This allows for easy parallelization
of regular loop nests and has been the main strength of OpenMP since these loops
are prevalent in scientific codes such as linear algebra or simulation of physical
phenomena on rectangular grids.

Since revision 3.0 of the standard [7] the applicability of OpenMP has been
significantly broadened in applications with dynamic and irregular parallelism
(e.g. when work is created recursively or is contained in loops with unknown
iteration counts) with the addition of the omp task directive. Tasks are blocks
of code that are marked by the programmer and can be executed asynchronously by
any thread. Because of their asynchronous nature, tasks must also carry a copy of
the data they will operate on when actually executed.

It would not be an exaggeration to say that OpenMP has nowadays become
the de facto standard for shared-memory programming. It is used to program
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multiprocessors and multicores alike, whether they physically share memory or
they have ccNUMA organizations. It has also been implemented successfully for
a number of embedded platforms (e.g. [8–10]). There even exist implementations
of earlier versions of OpenMP which target computational clusters though shared
virtual memory software libraries (albeit without reaching high performance levels).
Another important fact is that the directive-based programming style of OpenMP
and its latest addition of tasks have a profound influence on many recent program-
ming model proposals for others architectures (cf. Sect. 1.5). However, notice that
while an intuitive model to use, OpenMP may not always be able to produce the
maximum performance possible since it does not allow fine low-level control.

1.4 Distributed-Memory Models

Distributed-memory systems with no physical shared memory can be programmed
in a multitude of ways. To name a few:

• Low-level socket programming
• Remote procedure calls (e.g., SUN RPC, Java RMI)
• Software shared virtual memory [2], to provide the illusion of shared memory
• Message passing

are among the models that have been used. However, message passing is by
far the dominating programming model for developing high-performance parallel
applications in distributed architectures.

Notice also that approaches similar to the above have also been proposed in
specific domains. For example, in the context of real-time software for embedded
heterogeneous MPSoCs, such as multimedia and signal processing applications, the
TTL [11] and Multiflex [12] frameworks provide programming models based on
tasks or objects communicating by transferring tokens over channels or through
remote procedure calls.

1.4.1 Message-Passing (MPI)

The message-passing model assumes a collection of execution entities (processes, in
particular) which do not share anything and are able to communicate with each other
by exchanging explicit messages. This is a natural model for distributed-memory
systems where communication cannot be achieved through shared variables. It is
also an efficient model for NUMA systems where, even if they support a shared
address space, the memory is physically distributed among the processors.

Message passing is now almost synonymous to MPI, the Message Passing
Interface [13, 14]. MPI is a specification for message-passing operations and is
implemented as a library which can be used by C and Fortran programs. An MPI

program consists of a number of identical processes with different address spaces,
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where data is partitioned and distributed among them (single-program, multiple-data
or SPMD style). Interaction among them occurs through messaging operations. MPI

provides send/receive operations between a named sender and a named receiver,
called point-to-point communications (MPI_Send / MPI_Recv). These operations
are cooperative or two-sided, as they involve both sending and receiving processes,
and are available in both synchronous and asynchronous versions.

A synchronous pair of send/receive operations defines a synchronization point
between the two entities and requires no buffering since the sender remains blocked
until the transfer completes. If the synchronous send/receive pair is not executed
simultaneously, either the sender or receiver blocks and is prevented from per-
forming useful work. Asynchronous message passing allows the sender to overlap
communication with computation thus increasing performance if the application
contains enough exploitable parallelism. In this case buffers are required, and
depending on timing, caution is needed to avoid filling them up.

The second version of the MPI [14] added a number of enhancements. One
of the most significant is the ability to perform one-sided communications
(MPI_Put/MPI_Get), where a process can perform remote memory accesses
(writes or reads) without requiring the involvement of the remote process.

There also exists a very rich collection of global or collective (one-to-many,
many-to-many) operations such as gather, scatter, reduction, and broadcast which
involve more than two processes and are indispensable for both source code
structuring and performance enhancement.

MPI dominates programming on computational clusters. Additionally, there exist
implementations that allow applications to run on larger computational grids. There
also exist lightweight implementations specialized for embedded systems, such as
LMPI [15]. MPI is generally considered an efficient but low-level programming
model. Like Pthreads, the programmer must partition the work to be done by
each execution entity and derive the mapping to the actual processors. Unlike
Pthreads, one also needs to partition and distribute the data on which the program
operates.

1.5 Heterogeneity: GPGPU and Accelerator Models

General-purpose graphics processing units (GPGPUs) employ the power of a GPU

pipeline to perform general-purpose computations instead of solely graphical
operations. They have been recognized as indispensable devices for accelerating
particular types of high-throughput computational tasks exhibiting data paral-
lelism. They consist typically of hundreds to thousands of elementary processing
cores able to perform massive vector operations over their wide vector SIMD
architecture.

Such devices are generally nonautonomous. They assume the existence of a host
(CPU) which will off-load portions of code (called kernels) for them to execute.
As such, a user program is actually divided in two parts—the host and the device
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part, to be executed by the CPU and the GPGPU correspondingly, giving rise to
heterogeneous programming. Despite the heterogeneity, the coding is generally
done in the same programming language which is usually an extension of C.

The two dominant models for programming GPGPUs are Compute Unified
Device Architecture (CUDA) and OpenCL. The first is a programming model
developed by NVIDIA for programming its own GPUs. The second is an open
standard that strives to offer platform-independent general-purpose computation
over graphics processing units. As such it has also been implemented on non-
GPU devices like general or special-purpose accelerators, the ST P2012/STHORM

being a characteristic example [16]. Other models have also been proposed, trying
to alleviate the inherent programming heterogeneity to some degree.

1.5.1 CUDA

In CUDA [17, 18] the computation of tasks is done in the GPU by a set of threads
that run in parallel. The threads are organized in a two-level hierarchy, namely, the
block and the grid. The first is a set of tightly coupled threads where each thread is
identified by a thread ID while the second is a set of loosely coupled blocks with
similar size and dimension. The grid is handled by the GPU, which is organized as
a collection of “multiprocessors.” Each multiprocessor executes one or more of the
blocks and there is no synchronization among the blocks.

CUDA is implemented as an extension to the C language. Tasks to be executed
on the GPU (kernels) are functions marked with the new __global__ qualifier.
Thread management is implicit; programmers need only specify grid and block
dimensions for a particular kernel and do not need to manage thread creation and
destruction. On the other hand, workload partitioning and thread mapping is done
explicitly when calling the __global__ kernel using the «<gs,bs»> construct,
where gs (bs) specifies the dimensions of the grid (block).

The memory model of CUDA consists of a hierarchy of memories. In particular,
there is per-thread memory (registers and local memory), per-block memory (shared
memory, accessed by all threads in a block), and per-device memory (read/write
global and read-only constant memory, accessed by all threads in a grid and by the
host). Careful data placement is crucial for application performance.

1.5.2 OpenCL

OpenCL [19] is a standardized, cross-platform, parallel-computing API based on
the C99 language and designed to enable the development of portable parallel
applications for systems with heterogeneous computing devices. It is quite similar
to CUDA although it can be somewhat more complex as it strives for platform
independence and portability.
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As in CUDA, an OpenCL program consists of two parts: kernels that execute on
one or more devices and a host program that manages the execution of kernels.
Kernels are marked with the __kernel qualifier. Their code is run by work items
(cf. CUDA threads). Work items form work groups, which correspond to CUDA

thread blocks. The memory hierarchy is again similar to CUDA with the exception
that memory shared among the items of a work group is termed local memory
(instead of shared), while per-work item memory is called private (instead of
local).

In OpenCL, devices are managed through contexts. The programmer first creates
a context that contains the devices to use, through calls like clCreateContext.
To submit work for execution by a device, the host program must first create a
command queue for the device (clCreateCommandQueue). After that, the host
code can perform a sequence of OpenCL API calls to insert a kernel along with its
execution parameters into the command queue. When the device becomes available,
it removes and executes the kernel at the head of the queue.

1.5.3 Directive-Based Models

Because programming GPGPUs with the CUDA and OpenCL models is tedious and
in a rather low abstraction level, there have been a number of proposals for an
alternative way of programming these devices. The common denominator of these
proposals is the task-parallel model; kernels are simply denoted as tasks in the user
programs and thus blend naturally with the rest of the code, reducing thus the impact
of heterogeneity. Moreover, these models are heavily influenced by the OpenMP
directive-based style of programming.

GPUSs [20] uses two directives. The first one allows the programmer to annotate
a kernel as a task, while also specifying the required parameters and their size and
directionality. The second one maps the task to the device that will execute it (in the
absence of this directive, the task is executed by the host CPU). This also determines
the data movements between the host and the device memories.

Another example is HMPP [21] which offers four types of directives. The first
one defines the kernel (termed codelet) to be executed on the accelerator. The
second one specifies how to use a codelet at a given point in the program, including
which device will execute it. The third type of directives determines the actual
data transfers before executing the codelet. Finally, a fourth directive is used for
synchronization.

Finally, OpenACC [22] is another attempt to provide a simplified programming
model for heterogeneous CPU/GPU systems. It is developed by Cray, CAPS, NVIDIA,
and PGI and consists of a number of compiler directives and runtime functions.
OpenACC is expected to be endorsed by the upcoming version of OpenMP.
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1.6 Hybrid Models

Hybrid programming models try to combine two or more of the aforementioned
models in the same user program. This can be advantageous for performance reasons
when targeting systems which do not fall clearly in one architectural category.
A characteristic example is a cluster of multicore nodes. Clusters are distributed-
memory machines. Their nodes are autonomous computers, each with its own
processors and memory; nodes are connected through an interconnection network
which is used for communicating with each other. Within a node, however, the
processors (or cores) have access to the same local memory, forming a small shared-
memory subsystem.

Using one programming model (e.g. OpenMP combined with software shared
virtual memory layers, or MPI only) to leverage such platforms is a valid option
but may not be the most efficient one. Hybrid programming utilizes multiple
programming models in an effort to produce the best possible code for each part
of the system.

A similar situation occurs in systems consisting of multiple nodes of CPUs
and/or GPU cards. There have been works that combine, for example, OpenMP and
CUDA [23] or even CUDA and MPI [24]. However, this case is not considered in
detail here as the various GPU models are more or less hybrid by nature in the sense
of already supporting heterogeneous CPU/GPU programming.

1.6.1 Pthreads C MPI

Under this model, Pthreads are used for shared-memory programming within a
node while MPI is used for message passing across the entire system. While the first
version of the MPI standard was not designed to be safely mixed with user-created
threads, MPI-2 [14] allows users to write multithreaded programs easily. There are
four levels of thread safety supported by systems and selectable by the programmer
(through the MPI_Init_thread call): MPI_THREAD_SINGLE, MPI_
THREAD_FUNNELED, MPI_THREAD_SERIALIZED, and MPI_THREAD_
MULTIPLE. Except for SINGLE all other levels allow multiple threads. In the
FUNNELED level, however, only one of the threads is allowed to place MPI calls.
The other two levels allow MPI calls by all threads (albeit nonsimultaneously in the
SERIALIZED level). Notice that not all implementations support all thread safety
levels.

While there have been some application studies reported with the hybrid Pthreads
C MPI model (e.g. [25, 26]), this is not an extensively used approach; OpenMP is
the most popular choice for spawning shared-memory parallelism within a node.
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1.6.2 OpenMP C MPI

This is the most widely used combination, where OpenMP is employed to leverage
the shared-memory features of a node [27–29]. This, of course, guarantees porta-
bility since both OpenMP and MPI are industry standards. Many application classes
can benefit from the usage of this model. For example, some applications expose two
levels of parallelism, coarse-grained (suitable for MPI) and fine-grained (suitable for
OpenMP). The combination may also help in situations where the load of the MPI

processes is relatively unbalanced. Finally, OpenMP threads may provide a faster
communication mechanism than multiple MPI processes within a node.

On the other hand, some applications possess only one level of parallelism.
In addition, the utilization of OpenMP is not without its costs; it introduces the
overheads of thread creation, synchronization, and worksharing. Consequently,
the hybrid OpenMP C MPI model may not always be the better choice (see,
e.g. [30, 31]).

The user program is structured as a collection of MPI processes. The code of
each process is enhanced with OpenMP directives to take advantage of the presence
of shared memory. Depending on the programming and the capabilities of the
MPI implementation MPI calls may be made by the master thread only, outside
parallel regions. The other option is to allow MPI calls within parallel
regions and thus have some thread(s) communicate while others compute (the
SERIALIZED or MULTIPLE safety levels are required). As a result, one can
overlap communication with computation. This requires the most complicated
control, but can result in performance improvements.

The hybrid OpenMP C MPI model has been used successfully in many cases
(e.g. [32–34]). We should also note the existence of frameworks that facilitate
programming with this model while also combining it with others, such as task-
centric ones (e.g. HOMPI by [35]).

1.6.3 PGAS

PGAS stands for Partitioned Global Address Space and represents a class of
programming languages and runtime libraries that try to marry the shared- and
distributed-memory models when targeting clusters of SMPs or multicores. How-
ever, while the other hybrid approaches force the programmer to mix two different
models in the same code, PGAS presents a single, unified model which inherits
characteristics of both.

In the PGAS model multiple SPMD threads (or processes) share a part of their
address space. However, this globally shared area is logically partitioned, with each
portion being local to a processor. Thus, programs are able to use a shared address
space, which generally simplifies programming, while also exposing data/computa-
tion locality in order to enhance performance. Because of this, PGAS is sometimes
termed locality-aware shared-memory programming.
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Two characteristic examples of the PGAS model are Co-array Fortran (CAF, [36])
and Unified Parallel C (UPC, [37]). The first one is an extension to Fortran 95 and
is now incorporated in the recent Fortran 2008 standard. A program in CAF consists
of SPMD processes (images). The language provides for defining private and shared
data, accessing shared data with one-sided communications and synchronization
among images. Similarly, UPC extends the C programming language to allow
declaring globally shared variables, partitioning and distributing their storage across
the available nodes. It offers an affinity-aware loop construct (upc_forall) as
well as built-in calls for collective communications among threads.

1.7 Other Parallel Programming Models

In this section we briefly discuss other approaches to parallel programming. We
take a different view from the previous sections in that we do not categorize them
according to their memory abstraction. We first take a look at new languages
or notable parallel extensions to well-known sequential languages, irrespectively
of the memory model they follow. Then we visit a different way of parallel
programming—skeleton-based models.

1.7.1 Languages and Language Extensions

Cilk [38] is a language extension to C which adds support for parallel programming
based on tasks or Cilk procedures. Syntactically, a Cilk procedure is a regular
C function where the cilk keyword has been added to its definition to allow
asynchronous invocation. Cilk procedures can then be invoked or spawned by
prefixing the function invocation with the spawn keyword. A key strength of Cilk is
its support for irregular and dynamic parallelism. Work stealing, a provably optimal
technique for balancing the workload across processing elements, was developed
as part of the Cilk project. It has subsequently been adopted by numerous other
parallel programming frameworks. CilkCC is a commercial implementation of the
language.

Sequoia [39] is a language extension to a subset of C. In Sequoia tasks are
represented via a special language construct and are isolated from each other in that
each task has its own address space and calling a subtask or returning from a task is
the only means of communication among processing elements. To achieve isolation
tasks have call-by-value-result semantics and the use of pointer and reference types
inside tasks is disallowed. First-class language constructs are used to express data
decomposition and distribution among processing elements and locality-enhancing
transformations such as loop blocking; for instance, the blkset data type is used
to represent the tiles or blocks of a conventional array. Another characteristic of
Sequoia is that the memory hierarchy is represented explicitly via trees of memory
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modules. Generic algorithmic expression and machine-specific optimizations are
kept (mostly) separate. The source code contains tunable parameters and variants of
the same task which are optimized for different hardware architectures. A separate
set of mapping files stores values of tunable parameters and choices of task variants
for the individual execution platform.

Hierarchically tiled arrays (HTA, [40]) are an attempt to realize efficient parallel
computation at a higher level of abstraction solely by adding specialized data types
in traditional, imperative languages such as CCC. As the name implies, HTAs are
hierarchies of tiles where each tile is either a conventional array or an HTA itself.
Tiles serve the dual purpose of controlling data distribution and communication at
the highest level and of attaining locality for the sequential computation inside each
task. Like Sequoia, HTA preserves the abstraction of a global shared memory while
automatically generating calls to a message-passing library on distributed-memory
architectures.

Java is one of the most popular application-oriented languages. However, it also
provides support for parallel programming. For one, it was designed to be multi-
threaded. Additionally, Java provides Remote Method Invocation (RMI) for trans-
parent communication among virtual machines. A number of other programming
models can also be exercised using this language. For example, MPJ Express [41]
is a library that provides message-passing facilities to Java. Finally, Java forms the
basis for notable PGAS languages such as Titanium [42].

1.7.2 Skeletal Programming

Algorithmic skeletons [43] represent a different, higher-level pragmatic approach
to parallel programming. They promote structured parallel programming where
a parallel program is conceived as two separate and complementary concerns:
computation, which expresses the actual calculations, and coordination, which
abstracts the interaction and communication. In principle, the two concepts should
be orthogonal and generic, so that a coordination style can be applied to any parallel
program, coarse- or fine-grained. Nonetheless, in conventional parallel applications,
computation and coordination are not necessarily separated, and communications
and synchronization primitives are typically interwoven with calculations.

Algorithmic skeletons essentially abstract commonly used patterns of parallel
computation, communication, and interaction (e.g. map-reduce, for-all, divide and
conquer) and make them available to the programmer as high-level programming
constructs. Skeletal parallel programs can then be expressed by interweaving
parametrized skeletons using composition and control inheritance throughout the
program structure. Based on their functionality, skeletons can be categorized as data
parallel (which work on bulk data structures and typically require a function or
sub-skeleton to be applied to all elements of the structure, e.g. map or reduce),
task-parallel (which operate on tasks, e.g. farm, pipe, for), or resolution (which
outline algorithmic methods for a family of problems, e.g. divide and conquer or
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branch and bound). Notice that the interface of the skeleton is decoupled from its
implementation and as a consequence the programmer need only specify what is to
computed and not how it should be deployed on a given architecture.

Most skeleton frameworks target distributed-memory platforms, e.g. eSkel [44],
SKELib [45], and ASSIST [46], which deliver task- and data-parallel skeletal APIs.
Java-based Skandium [47] and CCC-based FastFlow [48], on the other hand, target
shared-memory systems. The FastFlow framework is differentiated as it focuses
on stream parallelism, providing farm, divide and conquer, and pipeline skeletons.
A detailed survey of algorithmic skeleton frameworks is given in [49].

1.8 Conclusion

In this chapter we attempted to outline the parallel programming models landscape
by discussing the most important and popular ones. The reader should be aware
that what we presented is just a portion of what is available for the programmer
or what has been proposed by researchers. We classified the models mainly
according to the memory abstraction they present to the programmer and then
presented the representative ones in each category. We covered shared-memory
models, distributed-memory models, and models for GPUs and accelerators. Hybrid
models combine the aforementioned ones in some way. We finally concluded with
a summary of other models that do not fit directly in the above categories.

Parallel programming models is a vast area of active research. The multitude of
platforms and architectures and the variety of their combinations are overwhelming
but at the same time a source of new problems and ideas. The domination of
multi- and many-core systems even on the desktop has pushed research on parallel
programming even further. This is not without reason since the “concurrency
revolution is primarily a software revolution. The difficult problem is not building
multicore hardware, but programming it in a way that lets mainstream applications
benefit from the continued exponential growth in CPU performance” [50].
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Chapter 2
Compilation Tool Chains and Intermediate
Representations

Julien Mottin, François Pacull, Ronan Keryell, and Pascal Schleuniger

2.1 Introduction

In SMECY, we believe that an efficient tool chain could only be defined when
the type of parallelism required by an application domain and the hardware
architecture is fixed. Furthermore, we believe that once a set of tools is available, it is
possible with reasonable effort to change hardware architectures or change the type
of parallelism exploited.

2.1.1 Application Domains

In the SMECY consortium, the application providers have selected more than 15
applications. These have been clustered into the following three sets:

Radar Signal Processing

• Passive coherent location, PCL, radar
• Space-time adaptive processing, STAP
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• Active electronically scanned array, AESA, radar
• Measurement and analysis of time-varying targets

Radar applications reconstruct a view of the world from echoes of radio signals.
In the SMECY project, both active and passive radar approaches have been studied.
The structure of the radar applications varies but generally consists of an input
filtering stage followed by a stage which correlates echoes to real-world features.
The correlation phase tends to be very computational intensive but also requires
high memory performance.

Multimedia, Mobile, and Wireless Transmission

• Orthogonal frequency division multiplexing, OFDM, modem
• Audio decoding
• Software spectrum sniffer for cognitive radio systems in the ISM Band.
• Mobile network protocol analyzer
• Video processing on mobile nodes

The applications in this set are more diverse than the applications in the radar
set. Three applications address radio communication. These three range from
data coding applications to a spread spectrum radio sniffer. The mobile aspect is
represented with an application which performs distributed video processing on
mobile devices. The final application in the set is an analyzer for network protocols
with high demands on throughput.

Stream Processing (Video Surveillance)

• Video surveillance
• Video encoding
• Object detection
• Wavelet image processing
• High dynamic range image processing
• 3D graphics particle rendering
• Time-space features processing

The final set of applications focus on high performance image and video pro-
cessing. All the applications have strict requirements on latency and are commonly
used in a data-streaming fashion. While the algorithms used in the applications are
diverse, they are all computational intense due to high image resolutions and strict
latency requirements.

2.1.2 Target Platforms

For each application set, we have chosen, as target, one of the two platforms
provided by the project partners: P2012, also known as STHORM, provided
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by STMicroelectronics and EdkDSP, and its last version ASVP, provided by
the academic partner UTIA, Institute of Information Theory and Automation in
Czech Republic. These two targets are very different and so require different
tool chains. The main difference between the platforms is that P2012 is based
on replicated patterns interconnected by a NoC, network on chip, while EdkDSP
utilizes heterogeneous hardware accelerators.

The two first sets of applications used P2012 and the third EdkDSP.

2.2 The Tool Chains

One of the major outcomes of the SMECY project is the interaction of the different
tools provided by the partners as assets at the beginning of the project and the ones
developed on purpose during the project. The former have been adapted to use the
defined intermediate representation.

Figure 2.1 illustrates the big picture with the three application sets: green
for radar signal processing on P2012, red for multimedia, mobile, and wireless
transmission also on P2102, and finally blue for stream processing on EdkDSP. We
call the application sets, clusters.

Fig. 2.1 The three tool chains
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On top, in orange, we can find the applications from the three application sets
previously are introduced. On the bottom, in light green, we have the two target
platforms: EdkDSP and P2012, plus some other platform used as reference and
some simulators for the P2012 platforms. In the middle, in blue, we have all the
tools we considered in the project:

• Front-end tools that guide the programmer in his/her work of mapping the
application on a multicore system. This part is independent of a given physical
architecture and considers only an abstraction of the actual hardware.

• Back-end tools, that are dedicated to a given hardware in order to obtain the best
performances out of a given multicore platform.

In between the front-end and back-end tools, in red, is a key result of the project:
the two level intermediate representations presented into more details hereafter.

2.3 Intermediate Representations

The SMECY intermediate representations have been developed to be sufficiently
generic to allow expressiveness and be compatible with various programming
models or model of computation. We decided on two intermediate representations,
both capitalizing on existing standards:

• A high-level intermediate representation, called SME-C, based on standard C
with pragmas similar to OpenMP.

• A low-level intermediate representation, called IR2, meant to be used by
back-end tools for target platform code generation. The representation is based
on standard C with a set of APIs based on a standard proposed by the Multicore
Association.

We decided on this multitiered approach because a single intermediate
representation is not a good match for the different levels of abstraction used
by the tools in the tool chains. Furthermore, we have developed tools that can
transform between the two intermediate representations. Examples include Par4All,
by SILKAN-project, and CoSy, by ACE, which can transform SME-C source files
to the low-level intermediate representation.

We will now describe the two intermediate representations.

2.3.1 High Level Intermediate Representation: SME-C

The SME-C representation is a #pragma-based language extending C and CCC
to allow heterogeneous computing with several accelerators and memory spaces.
SME-C is based on OpenMP to express parallelism on a main host, extended with
some specific #pragma to invoke accelerated functions on a given accelerator or
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to pipeline loops. The programming model is based on C processes, with a virtual
shared memory and threads à la OpenMP. SME-C includes mapping information
stating on which hardware part a function is to be placed and run.

An important part of SME-C is the support for describing memory dependencies
at the function call level. Memory dependencies are approximated with rectan-
gles, more generally hyperparallelepipede in any dimension, in multidimensional
arrays. The hyperparallelepipede is tagged as read, written, or both. With this
information, the tools can infer the memory communication. This approach is
similar to XMP pragmas and high performance Fortran, HPF.

SME-C leverages the TR 18037 Embedded C standard to express detailed
hardware properties such as hardware register names and precision of fixed-point
arithmetic computations.

In several of the SMECY applications, data is processed in a pipelined fash-
ion however with strong data dependencies that require data to be processed
sequentially at specific points in the pipeline. This is opposed to a data-parallel
model, where such dependencies do not exist. A streaming model is a suitable
parallel computation model for such programming patterns.

Streaming models can exploit both a coarse-grained level of parallelism and
parallelism at a fine-grained level. At the fine-grained level, the overhead of passing
data between processing nodes in the pipeline must of course be minimized.
For fine-grained parallelism, this may require hardware support. To achieve good
load balancing, it is important that the processing nodes have a comparable grain
size. If one node required much more processing than the others, it becomes the
bottleneck and no parallelism can be exploited.

Streaming has the advantage of data locality. Data is passed around in the
distributed point-to-point network. Such networks can be implemented far more
efficiently than, for example, a shared memory connection between the processing
nodes.

SME-C supports streaming through annotations. The communication is derived
from the program source and generated by the compiler. This is very important
for the parallel performance tuning of the application because it allows for exper-
imentation with different load partitioning without having to reprogram process
communication.

2.3.2 Low-Level Intermediate Representation: IR2

The low-level intermediate representation, called IR2, is based on an API developed
by the Multi-core Association [1,2]. The Multi-core Association has developed APIs
for communication, resource management, and task management. In the SMECY
project, we have used the communication API called MCAPI. This improves
interoperability and allows us to leverage the effort the Multi-core Association has
put into developing the API. The low-level intermediate representation consists of
C source code with MCAPI calls. MCAPI is based on three main concepts:
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Fig. 2.2 MCAPI main
concepts

• A node is an independent thread of control that can communicate with other
nodes. The exact nature of a node is defined by the implementation of the
MCAPI. It could, for example, be a process, a core, a thread, or an HW IP.

• An endpoint is a communication termination point and is therefore connected to
a node. One node can have multiple endpoints, but one endpoint belongs to a
single node.

• Domain is a set of MCAPI nodes that are grouped together for identification
or routing purpose. The semantics attached to a domain is given by the
implementation. Each node can only belong to a single domain.

Compared to MPI, MCAPI offers inter-core communication with low latency
with minimal footprint. MCAPI communication nodes are all statically predefined
by the implementation.

MCAPI offers three fundamental communication mechanisms:

• Messages are streams sent from one endpoint to another. No connection is
established between the two endpoints to send a message. This is the easiest
way of communicating between two nodes.

• A packet channel is a FIFO unidirectional stream of data packets of variable size,
sent from one endpoint to another.

• A scalar channel is similar to a packet channel, except that only fixed-length
word of data can be sent through the channel. A word may be 8, 16, 32, or 64

bits of data.

Figure 2.2 presents an overview of MCAPI. The communication channels can
then be set up between two different endpoints.

Within the project, we have developed an implementation of MCAPI for the
STHORM platforms. The main objective of this implementation was to offer a
uniform level of abstraction and a homogeneous programming interface for the
whole platform.

2.3.3 Source-to-Source Compilers

In the project, we have developed two source-to-source compilers whose role
is to translate from the high-level intermediate representation to the low-level
intermediate representation. The two compilers are complementary and translate



2 Compilation Tool Chains and Intermediate Representations 27

different parts of SME-C. The first one is dedicated to the streaming annotation
outlined above. The second source-to-source compiler developed translates the rest
of SME-C.

In addition, a more general OpenMP source-to-source compiler has been
developed.

Source-to-Source for Streaming Annotation (ACE)

ACE has implemented a source-to-source compiler that accepts C programs with the
streaming annotation and produces a partitioned program with separate processes,
nodes, for each stage of the streaming pipeline. In addition, it implements the
communication links between the nodes.

The generated code includes library calls to implement the low-level tasks of
process creation and synchronization. This small library of about five calls is
currently implemented on top of, shared memory, POSIX pthreads. It is not hard
to retarget this library to different underlying runtime systems.

To be used, the streaming model requires a part of the target application to
be rewritten into a particular form, using a while loop and the SME-C stream
annotations. Only this part needs to be passed through the source-to-source com-
piler. Hence, large parts of the application remain unmodified and do not need to be
processed by the stream compiler.

Stream termination is currently not handled well. Stream termination has to be
mapped from a sequential to a distributed decision process and the design and
implementation of that is still to be done.

It is possible to stream a while loop in several pipeline stages that execute in
parallel and pass information between stages.

The two pragmas used here are:

#pragma smecy stream_loop: this indicated the following while loop
must be turned into a stream of processes.

#pragma smecy stage: this acts as a separator between groups of
statements and defines the boundary of pipeline stages. Only data passing over
these separators is turned into communication.

Smecc Source-to-Source (SILKAN)

Smecc is a source-to-source translator from SME-C pragma-oriented C and CCC
to OpenMP and IR2. It is based on the ROSE compiler. The translator is intended to
be used as a front-end to the Par4All compiler.

Par4All is an automatic parallelizing and optimizing compiler developed notably
by SILKAN (HPC Project). Par4All uses a set of macros and API functions
collectively called Par4All Accel runtime to ease parallelized code generation by
masking implementation-dependent or hardware-dependent details. Par4All can
parallelize to several CPUs, using OpenMP, or GPUs, using Cuda and OpenCL.
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OMPi Source-to-Source (UOI)

OMPi is a lightweight source-to-source OpenMP compiler and runtime system
for C, conforming to version 3.0 of the specifications. The OMPi compiler takes
C source code annotated with OpenMP #pragmas and produces transformed
multithreaded C code, ready to be compiled by the native compiler of the system. It
provides a multitude of runtime libraries for supporting efficient execution. OMPi
supports shared memory systems, threads, or processes, with loop or task-based par-
allelism. Task-based parallelism can be combined with message passing for a hybrid
model. OMPi yields a performance improvement through OpenMP parallelization
and sophisticated dynamic runtime scheduling.

2.4 The Tools

We conclude with brief descriptions of each tool in the tool chains.

2.4.1 Front-End Tools

BIP (VERIMAG)

BIP (Behavior, Interaction, Priority) is a formal component-based framework,
which allows building complex systems by coordinating the behavior of a set of
atomic components [3]. Atomic components are described as Petri-nets extended
with data and functions described in C. The BIP toolbox includes translators from
various programming models into BIP, source-to-source transformers for BIP, as
well as a configurable compiler for generating code executable by a dedicated
middle-ware engine. The BIP framework and toolbox aims to support the design
flow for embedded applications. The tool accepts input in BIP language and
outputs debugging functionalities, deadlock analysis, performance analysis based
on simulation, and C/C++ implementation for general purpose platforms, according
to different options (real-time, single/multithreaded, monolithic, distributed, ...).

ABSOLUT (VTT)

ABSOLUT is a tool to perform system-level performance exploration. It considers
standard multithreaded C code as input programming language. ABSOLUT creates
an abstract workload model and simulates the workload model on performance
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capacity model of the target platform. The approach enables early performance
evaluation, exhibits light modeling effort, allows fast exploration iteration, and
reuses application and platform models. It also provides performance results that
are accurate enough for system-level exploration.

BlueBee (TUDelft)

BlueBee is a tool chain that allows (embedded systems) developers to port their
applications to heterogeneous multicore platforms. It consists of a portioning and
mapping toolbox that determines on the basis of performance driven profiling
information what parts of the application should be mapped on what particular
computing element. Once the kernels identified, the necessary code transformations
are performed to insert the necessary instructions to start and stop the different
kernels and to transfer the parameters to the different computing elements. The
appropriate back-end tools compile the identified kernels for the different HW units
to which they are mapped. The HW units can be FPGAs, DSPs, and GPPs. The
partitioning toolbox and the back-end tools can be used independently. BlueBee
aims to improve performance through (semi)automatic partitioning and mapping
on a heterogeneous multicore platform. BlueBee supports ANSI C as input language
and outputs ANSI C with pragmas or binary.

Code Comment (DTU)

DTU has explored the use of tools which provide code comments to the
programmer. The tools help the programmers make better use of compilers
optimization features. For many parallel applications, performance relies not on
instruction-level parallelism, but on loop-level parallelism. Unfortunately, many
modern applications are written in ways that obstruct automatic loop parallelization.
The aforementioned generated comments guide the programmer in iteratively
modifying application source code to exploit the compiler’s ability to generate
loop-parallel code.

SpearDE (Thales)

SpearDE is a code generation environment for custom parallel embedded
architectures. The graphical model-based environment provides the user with both
domain-specific application interfaces and a heterogeneous architecture description
interface, which help the implementation of data-streaming applications for parallel
architectures. Using SpearDE, the programmer should be able to fill the gap
between functional and implementation levels by using a seamless design flow
that includes modeling of both the application and the target architecture. If needed,
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the programmer can try several mapping strategies by using the design space
exploration facility provided by Spear. SpearDE provides support to integrate
code generators for specific targets (e.g., Thales SIMD architecture on FPGA for
image processing), or it can be used to properly interface external tools from a more
domain-relevant point of view.

Ptolemy II and HAMMER (HH)

Ptolemy II is a software system for modeling and simulation of concurrent real-time
embedded systems. It is developed at University of California, Berkley. The tool
has a thematic focus on system design through assembly of concurrent components,
which is relying on the use of well-defined models of computation to define the
interaction between the components. One of the main research areas on the Ptolemy
system concerns the use of heterogeneous mixture of models of computation.
However, Ptolemy II provides no direct support for multi- and many-core modeling,
scheduling, and code deployment. Ptolemy II’s code generator infrastructure got
modified and extended during the SMECY project by HH. The system is able
to generate input to the back-end tools in the form of the common SMECY IR
(intermediate representation).

HAMMER is a multi- and many core analysis and mapping tool. HAMMER
is built on top of the Ptolemy II system. It uses the Ptolemy II infrastructure for
programming and modeling concurrent functional data flow behavior of appli-
cations. HAMMER adds the functionality needed for mapping applications on
multi- and many-core systems and for analyzing nonfunctional behavior such as
timing analysis.

2.4.2 Back-End Tools

UTIA ASVP SDK (UTIA)

UTIA ASVP SDK consists of a C-compiler, assembler, and linker and two
application interfaces to the ASVP accelerators. The first part of the SDK contains
a C-compiler and assembler (binutils) for hardware accelerator’s microcontroller
in the used ASVP platform. The tools compile input C codes to microcontroller
firmware binaries. Two APIs represented by header files and libraries are the next
part of the SDK. The first API is called WAL (worker abstraction layer) and it
defines an interface between the host CPU and the accelerators. It offers functions
for data transfer and execution control between the host CPU and local accelerator’s
data memories. The second API defines an interface between the microcontroller
and data flow unit and between the accelerator and the host CPU from the side of the
accelerator. It offers functions for communication with the host CPU and functions
to parameterize and control basic operations in hardware. The UTIA ASVP SDK
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provides target-independent interface between ASVP platform and the partner’s
tools, namely (1) C-compiler and linker—compilation of a control C code to binary
firmware for the accelerator microcontroller and (2) APIs—provide basic interface
functions.

BUT C-Compiler (BUT)

The Vecta is a C language compiler that generates code for architectures with
accelerator and was developed primarily for the EdkDSP platform. It is a fully
automatic compilation chain. This compilation chain can be used as back-end
compiler for code prepared by BlueBee and Par4All. The approach to compilation
is based on a view that the workers may have a predefined set of possible vector
operations that they can perform. This set of operations is based on the WAL
API provided by UTIA, where a complex operation may consist of a sequence of
provided basic operations defined by this API. Vecta allows using multiple BCEs
automatically and also legacy code without much modification can be quickly
ported to the EdkDSP. Description of BCEs for the BCE acceleration pass is
parameterizable and new operations can be simply added or removed. Also, the
operation tree obtained from the for-loop body can be analyzed in order to generate
application-specific dataflow units for BCEs. The overall design is prepared to
be modified for other architectures with external accelerators. The Vecta C-compiler
provides automatic off-loading of expensive for-loops to basic computing elements.

deGoal (CEA)

deGoal is a tool designed to build specialized code generators (also known as
compilettes) customized for each computing kernel we want to accelerate in an
application. Such compilettes are designed with the aim to perform data- and
architecture-dependent code optimizations and code generation at runtime. Further-
more, compilettes provide very fast code generation and low memory footprint.
This approach is fundamentally different from the standard approach for dynamic
compilation as used, for example, in Java Virtual Machines or LLVM JIT. In order to
target computing architectures that include domain-specific accelerators and to raise
the level of abstraction of the source code of compilettes, deGoal uses a dedicated
programming language, which is later transformed to C language by an automatic
source-to-source translation in order to ease integration with standard compilation
tool chains.

CoSy Compiler Development System (ACE)

The CoSy compiler development system is a modular toolbox for compiler
construction. CoSy is a product that is used by many companies worldwide.
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CoSy supports C, CCC, and extensions such as Embedded C. The CoSy
front-end also accepts OpenMP and can be programmed to accept arbitrary
pragma extensions to implement domain-specific programming models. For shared
memory multiprocessing, CoSy supports OpenMP’s relaxed memory consistency
model. CoSy is typically used to generate compilers that produce assembly code
from C. CoSy can also generate compilers that manipulate or transform source
code, and produce source code again. CoSy aims to create best-in-class compilers
in the embedded application domain. For this reason, it supports a wide variety of
extensions that are not found in other compilers or compiler systems.
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Chapter 3
The STHORM Platform

Julien Mottin, Mickael Cartron, and Giulio Urlini

3.1 Introduction

The STHORM platform is a high-performance accelerator developed by STMicro-
electronics (in the following simply ST) and CEA, which was initially designed
under the P2012 project name. This hardware platform comes along with different
simulators that allows to test parallel programs on regular computers. Both the
hardware platform and the simulators are described in the following sections.

3.2 Platform

The STHORM platform is organized around multiple clusters implemented with
independent power and clock domains. They are connected via a high-performance
fully asynchronous NoC (network on chip) which provides scalable bandwidth,
power efficiency, and robust communication across different power and clock
domains. Each cluster features up to 16 tightly coupled processors sharing
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Fig. 3.1 STHORM architecture template

multi-banked level-1 data memories. The current ST roadmap is to deliver an
implementation with four clusters: thus the global number of programmable
processing elements will be 64. More details can be found in [1].

Figure 3.1 presents the overview of the STHORM platform. It is split in two
regions: the fabric region and the host region. The fabric is the actual many-core
system and is composed of four clusters, one fabric controller which acts as a
main controller for the whole fabric and some fabric shared memory which will
be referred as L2 memory. The fabric region is represented inside the dash line in
Fig. 3.1.

The host is a dual-core ARM-based platform featuring some peripherals (not
shown in the figure) that can communicate with the fabric. The fabric provides
a multicore accelerator and the host is a regular dual-core processor that runs a
classical operating system (i.e., android) and may host classical libraries. Some
DRAM external memory is also available outside the fabric and will be referred
as the L3 memory. The L3 memory can provide reasonable space (typically 512
MB or more) while the fabric shared L2 memory is 1 MB.

Figure 3.2 provides more details on the inner cluster organization. It is composed
of two main blocks: the Encore<N> (“Enough of Core N”), a block made of N
processing elements (PEs) and a 256 KB shared memory, and the cluster controller
(CC). The Encore<N> block also contains a hardware synchronizer (HWS) that
can be used to implement HW synchronizations such as mutexes and semaphores.
In the platform we used, N is equal to 16 which means that 16 PEs per cluster are
available for application programming. The CC is used as a central controller for the
whole cluster. It can use the DMA block for advanced memory transfers between the
different memories. It can also communicate with other clusters and with the host.
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Fig. 3.2 Detailed cluster template

In conclusion, in order to program one cluster, one has to provide code for the 17
cores and to program carefully the DMA and the HWS to manage synchronizations
and memory transfers.

To program the STHORM platform, an OpenCL support has been developed by
ST. This implementation can be used to overcome the complexity of programming
such a complex many-core platform. This OpenCL implementation is built on top of
a low-level software layer called the resident runtime. It handles the execution of one
cluster: it exposes a hardware abstraction layer of the programmable components of
the cluster (DMA, HWS, memory allocators) and also a really simple set of services
to launch software tasks on the PEs. This SW layer is resident, meaning that the
corresponding code is always loaded in the fabric. These SW layers can be executed
by several virtual platforms provided by ST. These virtual platforms can execute
either native x86 code or target ARM code for the host and STxp70 code for the PEs
[1]. Programmers have therefore the choice between a coarse-grain programming
model or a fine-grain set of services that can be used to program the fabric by hand.

Within this context, there is a need for a homogeneous programming model and
a uniform semantics for both the host side and the fabric side. This SW layer should
also be able to support efficient code generation and easily integrate SW generation
flows. It should also be configurable and able to capture fine-grain design choices,
with low footprint. The emerging multicore communication API standard (MCAPI)
[2, 3] has been identified as a good candidate which can meet all the previous
requirements and can be used as an intermediate representation for the SMECY
tool chains.
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3.3 SystemC/TLM Platform

In this section, we describe the SystemC/TLM virtual view of the P2012 IP design.
First, we will present the platform components, then the simulator characteristics.
As a reference, we will define the available simulation environment. This simulator
is part of the P2012 Software Development Kit.

3.3.1 Platform Components

The simulation platform is composed of a host, two memories, the P2012 IP model,
and convenient blocks for platform services called “test bench driver” (see Fig. 3.3).

Two flavors of host are available: POSIX and native wrapper. The first one
emulates host core behavior by running host driver in a separated POSIX thread.
The second POSIX thread runs the SystemC kernel, both of them communicating
using Unix pipes. The native wrapper is a standard SystemC module. It runs code
using HCE (host code emulation) technology, i.e., code and variables are located in
the platform memory model. The host selection is done using simulation options.

The P2012 IP model is composed of a fabric controller, a fabric, and optionally
a memory. The aim of the fabric controller is to boot the fabric, to ensure resource
management, and to fire interrupts to the host processor if needed.

The fabric is composed of one or several clusters. Each of them can be either
homogeneous or heterogeneous, i.e., respectively, don’t or do embed specific
hardware assist design. A cluster is composed of an array of STxP70 processors,
a peripheral controller which allows to drive core pins (boot address, interrupt
pins, reset, fetch enable) and which embeds a timer and a mailbox, one or several
DMAs with an optional connection to a stream interconnect for hardware processing
elements feeding, a HWS to mainly speed up software barriers.

Additional specific hardware processing elements (see Fig. 3.4) can be plugged
to one or several clusters. A dynamic library is loaded and runs the HWPE scenario.
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Fig. 3.3 SystemC/TLM platform
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The platform has the capability to adapt its architecture following HWPEs structure
(number of HWPEs, number of input and output ports, a register bank if any,
backdoor ports).

The platform is delivered with a set of integration test examples to help the user
to configure, build, and launch the platform.

3.3.2 Simulator Characteristics

The simulator is based on the SystemC 2.2 kernel. It uses STMicroelectronics
Transaction Level Model CCC code. At the time of writing this chapter, only 32 bit
binary on Linux RedHat 5 is supported.

This platform is highly configurable. The architecture is defined by an XML file.
Typically, we can define if a fabric controller stands or not, how many clusters are in
the fabric, if each cluster is homogeneous or not, how many STxP70 cores or DMA
are contained in a cluster, etc.

The model is accurate compared to the design, i.e., produces the same output data
from same STxP70 binary and data inputs. Moreover, the simulation is reproducible,
i.e., execution order and simulation time are strictly identical (native wrapper host
only). This is mandatory to fix tricky bugs.
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3.4 Cosimulation Platforms

A cosimulation platform is a SystemC model where both CCC and HDL models
stand. The following section presents several kinds of cosimulation platforms
available for P2012.

3.4.1 IP Level Cosimulation Platform

In this case, the system on chip backbone is a TLM, the whole P2012 chip in HDL
(see Fig. 3.5).

This platform can be either a 32-bit, or 64-bit binary. This later is required for
long traces record. At the time of writing this chapter, only Cadence simulator is
supported.

3.4.2 HWPE Level Cosimulation Platform

We have developed an HWPE level cosimulation platform in order to speedup the
simulation and also to have the capability to start HWPE HDL debug while other
HWPEs are not yet available in HDL. Using configuration parameters, we can
cosimulate one, several, or all HWPEs (Fig. 3.6).
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3.5 Fast Simulation Platform

This section presents the virtual platform used in the STHORM [1] tool chain
for software development. This platform is called Gepop and it is written in C
programming language and aims at providing a fast and timing accurate simulation
environment. The instruction set architecture of the STxP70-4 processors is sim-
ulated using a classic ISS (instruction set simulator) returning the execution time
per instruction to model the latency. This platform models only what is visible
from the simulated software in terms of functionalities, performance, and power
consumption in a way to provide fast simulations with a reasonable accuracy loss.
Experiments indicate that an average timing precision of 90% can be achieved with
a small overhead on simulation speed, whereas going above 95% often implies
significant overheads. An accurate SystemC/TLM platform based on the loosely
timed (LT) model has also been developed for STHORM, but mostly for verification
purpose (integration tests and RTL cosimulation). This platform cannot be used
for software development due to too slow simulation. The speedup between the
virtual platform presented in this section and the SystemC/TLM platform has been
measured between 5 and 20 depending on use cases, even when the SystemC/TLM
platform does not provide any performance estimation.

This platform provides following features. First, a plugin mechanism: in general,
each plugin represents a functional unit such as a core and a DMA. Plugins can be
dynamically loaded and instantiated several times to match the actual architecture
specification. A plugin also provides and requires interfaces to handle connection
mechanisms. An interface is a set of methods that allows a plugin to communicate
with other plugins. Using the interface mechanisms, functional modeling of the
communication occurring in the real hardware can be achieved. The connection
between two interfaces is based on unique string identifiers, like in service-oriented
architectures. There are typically plugins for cores, memories, interconnection
networks, and DMAs.

The second feature is a fast thread scheduler. A thread is used to model the
functional behavior of unit responsible for a hardware activity, e.g., a processor
sending requests to an interconnection network. A plugin can create several threads
if it can have several activities in parallel. A thread can be active or inactive in order
to represent the status of the activity. The scheduler is then in charge to manage all
the active threads. For example, the plugin for the ISS is creating one thread per
core. The thread is active when the core can execute instructions and it is inactive
when the core is stalled due to the pipeline or while waiting for a transaction request
completion.

The last feature is the timing estimation: each thread has its own time counter
which is increased when it is simulating activity, e.g., a processor instruction. Then,
when a time counter is updated, the scheduler is called in order to schedule the
thread which has the lowest time count.
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Fig. 3.7 Overview of the virtual platform used for software development

An overview of the typical use of the virtual platform and the framework
associated with it is illustrated in Fig. 3.7. In general, each core has its own plugin
with a thread generating requests to other devices. To do so, it is connected to a
plugin modeling the interconnection network. Then, the network is connected to
plugins that can receive memory-mapped operations such as a memory and a DMA.
These plugins may also be connected to other plugins. For example, the DMA can
send interrupts to cores or send memory transfer requests to the network. The power
estimator is integrated in this environment.

3.6 Simulation Platform Usage

The simulation platforms can be used to simulate the behavior of the complete
STHORM platform, both host coprocessor and fabric accelerator. To enable fast
application simulation to ease complex development on the STHORM platform,
several execution modes are offered to the users: the basic idea is to offer a large
range of operating mode for the simulation, trying to offer good alternatives to cope
with the accuracy versus performance trade-off.

Figure 3.8 shows the various possibilities offered by the simulation platforms.
The SystemC/TLM platform is mostly used for hardware verification. The Gepop
platform can be used to simulate applications running on top of the STHORM
platform.

The Gepop platform can run application code either using regular x86 code
encapsulated in POSIX threads or native code simulated by ISS. Depending on the
accuracy that is desired by the user the execution mode can be set independently
between host and fabric.
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Fig. 3.8 Simulation modes and their mode of operating
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Chapter 4
The Architecture and the Technology
Characterization of an FPGA-Based
Customizable Application-Specific Vector
Coprocessor (ASVP)

Roman Bartosiński, Martin Daněk, Leoš Kafka, Lukáš Kohout,
and Jaroslav Sýkora

4.1 Introduction

“The job of a computer architect is to build a bridge between what can be effectively
built and what can be programmed effectively so that in the end application
performance is optimized” [1]. Indeed, in the last decade we have seen a wide
deployment of parallel architectures in the form of chip-level scalar general-purpose
multiprocessors (CMP) and streaming processors (GPU), but this was not met with
a generally accepted solution to the problem of programming these systems in some
unified manner. Examples of the programming interfaces include OpenMP, MPI (for
CMPs), and OpenCL, CUDA (for GPUs). Thus we see that a compute architecture
has to be designed in such a way to allow an efficient programming and applications
development.

In the following text we propose an architecture that satisfies the following
requirements:

• As the targeted technology is FPGA, the architecture has to be customizable for
different applications to take advantage of the reconfigurability.

• The architecture has to support both floating-point (long-latency) and integer
(short-latency) operations found in DSP and video applications. The long-latency
FP operations, combined with the common need of DSP applications to support
vector reductions, pose some new challenges.

• Several hardware technology nodes of different characteristics should be sup-
ported without a need for manual software changes in the firmware. Specifically,
the firmware programmer should be shielded from the impact of adapting
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a b c

Fig. 4.1 Thread-based vs. vector-based execution of a data-parallel computation. Note that in
practice, threads are usually executed in SIMD clusters (a) Threads (b) SIMD (c) Vectors

Fig. 4.2 Custom accelerators development work-flow: (a) traditional (left-part); (b) proposed
(all). Dashed lines indicate processes run once; full lines mark iterative paths

the latency/frequency ratio of the hardware units to the target technology
(Figs. 4.1 and 4.2).

Clearly, given the reconfigurable FPGA implementation technology that allows
very high degree of hardware customization for a given application, and the desire to
pack as many instances of the execution cores in the chip to maximize performance,
the proposed compute architecture cannot rely on hardware-assisted dynamic
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parallelism extraction. Instead all the parallelism has to be explicit beforehand, and
the burden is placed on the compiler and/or programmer.

The targeted application areas (DSP, video) are highly data parallel. The question
is how much is the parallelism “regular” or “irregular” in terms of memory
access patterns and operations performed by different data-parallel strands. Two
architecture organizations exist to deal with it: (a) thread-based (with SIMD)
and (b) vector-based. For data-parallel applications the threading architectures are
usually implemented using SIMD clusters (in GPUs) using. Wider SIMD (more
threads executed simultaneously in lockstep) improves not only the area efficiency
but also the penalty for diverging threads. Irregular data-parallel applications are
more readily implementable on a thread-based architecture than on a vector-based
one, because in the later diverging data-parallel strands have to be dealt with by
explicit masking and selection of vector elements. Therefore, contemporary high-
performance number-crunching ASICs (GPUs) are based on threads.

The disadvantage of threading architectures (compared to the vector-based ones)
is that they require a very rapid issue of fine-grained instructions to control the
execution pipeline. The instruction fetch/decode/schedule circuitry can be resource
costly, thus the use of SIMD clusters. Performance is sensitive to the static schedule
of the instructions, thus an optimizing compiler from a higher-level language is
required.

However, developing the optimizing compiler for a highly customizable archi-
tecture, which can be tailored and tuned for each application thanks to the
reconfigurable nature of the target technology (FPGA), can be very difficult.

4.2 Related Work

Vector processing was shown to be a good match for embedded applications. In
[2] the VIRAM vector processor was evaluated using the EEMBC multimedia
benchmark suite, and it was found, for example, to outperform VLIW processors
by a factor of 10. The original VIRAM chip is 0.180 �m custom design clocked at
200 MHz, 1.6 GFLOP single-precision performance, with an on-chip 13 MB 8-bank
embedded DRAM (a crucial feature). The large multibanked local memory is used
as a software-controlled staging buffer that balances the latency/bandwidth ratio of
the memory hierarchy.

A centralized vector register file (VRF) cannot be scaled to support many
chaining functional units, as each FU requires additional ports to the VRF. CODE
[3] vector micro-architecture proposes to partition the architectural VRF into several
physical VRFs distributed in clusters. A renaming table is used to keep track of the
location of architectural registers, and a history buffer is employed to support precise
exceptions.

SCALE [4] is an implementation of a vector-thread architecture in a custom
0.180 �m design, clocked at 400 MHz, with four vector-thread (VT) lanes. Vector
lanes can either all execute the same instruction (as in a traditional vector processor),
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or each VT lane can fetch and execute different Atomic Instruction Blocks concur-
rently to the other lanes, allowing true multi-threaded operation. Similar to CODE,
lanes are partitioned into clusters; however, this partitioning is explicit and visible
in ISA.

Following the success of VIRAM, several vector processors were implemented in
FPGAs using the VIRAM ISA. Micro-architectures of these processors are usually
traditional and not so advanced as in CODE or SCALE. VESPA [5] is design-time
configurable softcore implemented in Stratix-I and Stratix-III FPGA. The processor
allows ISA subsetting, and some of the primary design parameters that affect both
performance and resource usage can be configured (e.g., the number of vector lanes,
vector lane width, memory crossbar).

VIPERS [6] is similar to VESPA, but it is less strict to VIRAM ISA compliance,
and more tailored to the FPGA target technology. It offers a few new instructions
to take advantage of the MAC (multiply-accumulate) and BRAM units in FPGAs.
The new MAC instructions perform integer summation (reduction) within vector
registers. The processor can be also augmented with a fast vector-lane-local memory
that can accelerate table lookup functions.

FPVC [7] is an FPGA-based vector coprocessor with floating-point units,
implemented in Virtex 5. The processor has unified scalar and VRF.

4.3 Description

4.3.1 Hierarchy Layering

The system-level view is presented in Fig. 4.3. Similar to streaming architectures
(Imagine [8], Cell [1]), the execution control is hierarchical and structured into three
layers. (1) Task scheduling is dedicated to the host CPU. In embedded solutions with
a simple and/or static task scheduling, this layer may be omitted and the scheduling
process distributed among the BCE cores. The inter-BCE synchronization is handled
by the Communications Backplane (ı). (2) Scheduling of the vector instructions
is realized in the control MCU imbedded in each BCE core. The MCU forms
and issues wide instruction words (˛) to the Vector Processing Unit. In the
implementation we used the 8-bit Xilinx PicoBlaze processor. A sample structure
of the instruction word is given in Fig. 4.4; the field bit-widths depend on the
configuration (on the number and size of local memories and address generators).
(3) Data path multiplexing and vector processing is realized in the Vector Processing
Unit. The unit handles both the vector-linear and vector-reduction operations, as
well as local memory banks access scheduling (ˇ).

The memory hierarchy is exposed on two levels: (1) Global off-chip shared
memory is accessed through the Streaming DMA engine. In the Xilinx technology
the engine uses the MPMC (Multi-Port Memory Controller) and NPI (Native Port
Interface). The engine is programmed by the MCU in each BCE core (� ), and
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Fig. 4.3 System-level
organization

Fig. 4.4 Structure of the
VLIW-encoded vector
instruction (˛). The field
bit-widths correspond to the
BCE configuration with four
memory banks (2-bit “msel”),
each with 1024 words (10-bit
address fields)

delivers data into the BCE local memory banks. (2) Local storage in each BCE
is realized using multiple memory banks (BlockRAMs in FPGA). The Vector
Processing Unit (VPU) can access all the banks in parallel (ˇ).

The on-chip local storage is used as the working set staging buffer. A kernel
function running in the BCE accesses data with non-unit strides, and often the same
data is reused multiple times in one computation run (temporal locality). In contrast,
off-chip memory (DDR DRAM) has high latency and it delivers high bandwidth
only when unit-strided long data arrays are transferred.
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Fig. 4.5 Canonical structure
of the vector processing unit
with local memory banks

4.3.2 Vector Processing Unit

Figure 4.5 shows the canonical structure of the VPU. The VPU fetches data vectors
from the local memory banks, processes them, and stores the result back. The
memory banks are dual-ported: one port of each bank is connected to VPU, the
other to the Streaming DMA engine. Thus it is possible to overlap computations
and data transfers in the same banks.

The architecture does not contain a traditional VRF. Register files are notoriously
cumbersome and inefficient to implement in FPGA: even the simplest 3-port (2R-
1W) register file requires duplicate (data-redundant) dual-ported BlockRAMs. In
place of a VRF we employ a multibanked local store with a crossbar. In the default
configuration with four memory banks this allows to read/write up to four values at a
time. Further, the local memory banks are not statically partitioned into architectural
vector registers. Instead, an application is free to partition the available memory into
vector variables: some applications take advantage of a few very long vectors (e.g.,
FIR); others prefer a lot of shorter vectors to implement complex computation (e.g.,
IMGSEG).

In VPU data is processed in three layers. The vector computation itself takes
place in the Data-Flow Unit (DFU). The DFU has several input channels (generally
two to three) and one output channel. The channels are modeled as FIFO queues.
The addressing of vectors in the data banks is handled by a layer of Address
Generators (AG 0–7). Address Generators produce streams of addresses that are
routed through the crossbar layer into the memory banks. In the case of operand
reads, the data extracted from the memory banks is routed back through the layers
into the DFU input channels.

It is an important design decision that the DFU is connected to the other parts
of the VPU only through the data FIFO queues (Channels 0–3). First, this ensures
that the vector instruction set is completely orthogonal: any addressing mode can
be used in any instruction. Second, as the DFU is the most application-specific
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(customizable) part of the architecture, its clear and simple separation from the
other units eases the hardware development. And finally, the asynchronous1 FIFO
interface physically decouples DFU and AG so that timing and routing constraints
in the FPGA synthesis and implementation process are met.

4.3.3 Space-Time Scheduled Crossbar

Several vector operands of an instruction can lie in the same memory bank.
The crossbar automatically handles the time-domain access scheduling when the
requests from the Address Generators cannot be satisfied by the switch matrix
in the space domain. For each memory bank the crossbar schedules accesses
independently from the other banks. Then, considering one memory bank alone,
a bit mask vector of Address Generators that request access to the particular bank
is constructed. (The bit mask is constant for each vector operation.) Bank schedule
(i.e., which AG is granted access to the given bank in a particular clock cycle) is
determined by a circular shift register into which a single hot one is loaded at the
beginning. Individual stages (flip-flops) of the shift register are bypassed when the
corresponding bit of the request bit mask is zero. This way the length of the circular
shift register is dynamically adjusted to cover exactly the AGs that request access to
the bank. For example when AGs 2, 3, and 6 request access to Bank A, the req. bit
mask for the bank is “00110010,” outputs of the shift register will be (“00100000,”
“00010000,” “00000010,” . . . .), thus the schedule is (2, 3, 6, 2, 3, . . . ).

4.3.4 Address Generators

In the proposed architecture there is no traditional VRF. Instead all working data
is stored in local memory banks. In the default configuration each bank is a flat
array of 1024 32-bit words, suitable for holding floating-point values. The banks are
efficiently implemented using the embedded memory blocks found in all modern
FPGAs (BlockRAMs in Xilinx FPGAs).

Vectors are extracted from the memory banks by the Address Generators (AGs).
Each operand of a vector operation (input or output) has to completely lie in a
single memory bank. The full hardware configuration of the VPU sports two AGs
for each operand channel. The main AGs, denoted 0–3 in Fig. 4.5, handle basic
addressing modes: linear or strided (increment ¤ 1) access (the increment can be
negative), with lower and upper wraparound bounds (overflowing the upper bound
resets pointer to the lower bound, and vice versa).

1Asynchronous with respect to a cycle count an operation may take.
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The second set of AGs 4–7 is for indexed accesses. These AGs have the same
configuration registers as the main AGs, but the data stream (�0�3) they read from
the bank memories is passed on to the corresponding main AG. There it is used as
indices added to the local addresses being sent down to the memory bank. Main AG
can be configured to increment its local pointer only when its slave indexing AG
reaches upper/lower bound; this is useful when executing a batch of several vector
operations in the DFU. Slave indexing AG can read indices from a memory bank, or
it can short-circuit its address pointer directly to its output; this is useful when the
index stream is regular and it can be computed directly.

4.3.5 Data-Flow Unit

DFU operation is controlled by three fields from the vector instruction word ˛: (1)
operation code, (2) vector length, and (3) number of repetitions. The “number of
repetitions” field allows to automatically restart the same operation over multiple
times to create a “batch” of operations. Obviously, this trick lowers the total number
of distinct vector instructions that must be issued by the MCU, thus lowering its
load. More importantly, however, Address Generators are not rewound in between
the operation restarts. Thus by properly setting AG op-code fields it is possible, for
example, to compute one result row in a matrix multiplication using single DFU
instruction. Figure 4.6 shows how this is done, and Fig. 4.7 lists the C source code
that is executed on the MCU.

4.3.6 Programming and Simulation

Figure 4.9 shows the software flow. There are two distinct instruction sets in the
architecture. The control MCU executes classical scalar ISA and it is programmed in
the C language. The architecture currently uses the 8-bit PicoBlaze processor as the
MCU, and we have developed an optimizing C compiler in the LLVM framework for
the PicoBlaze target. The VPU executes VLIW-style vector instructions (denoted ˛

in figures). The vector instructions are prepared by MCU in a so-called “instruction
forming buffer”; the forming buffer is an I/O periphery of the MCU. The MCU
is programmed in C, and functions such as pb2dfu_set_fulladdr() or
pb2dfu_restart_op() are used to write into the buffer. Currently the vec-
torization of an application to a sequence of vector instructions has to be performed
manually.
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Fig. 4.6 Using batches and AG features, one result row in matrix multiplication can be computed
in a go

4.4 Customization Methodology

The DFU, which realizes the actual compute operations, is the primary target of the
application-specific customization effort. In general, three kinds of operations on
vectors are recognized: (a) element-wise function mapping (e.g., vector addition),
(b) full reductions (e.g., vector summation), and (c) prefix reductions (e.g., cumu-
lative summation). To achieve good performance the low-level hardware compute
units, such as a floating-point adder or multiplier, are pipelined. For example,
depending on technology, the latency k of the FP-Adder is between 3 and 6 cycles.
Pipelining of the element-wise operation is trivial; after the first k cycles, one result
is obtained in each cycle.

Full reduction r of vector Ai using operator ı can be defined as

r D A0 ı A1 ı : : : ı An�1 D n�1

�ı
iD0

Ai (4.1)

(e.g., summation is �C � P
; r D Pn�1

iD0 Ai ).
To pipeline the reduction the operator ı (with latency kı) has to be associative

and commutative, and there has to exist a neutral element �ı (e.g. �C D 0). Then
we can write (for the case kı D 2):



54 R. Bartosiński et al.

/∗ C[m] [ n ] := A[m] [ p ] ∗ B[ p ] [ n ] ∗ /
vo id matmul (uns igned char m, uns igned char n ,

uns igned char p )
{

uns igned char a = 0 , c = 0 ;

/∗ s e t common pa ramete r s ∗ /
pb2d f u _ s e t _ cn t ( p ) ; / / DPROD ofl eng t h p
p b 2 d f u _ s e t _ r e p e t i t i o n s ( n ) ;
pb2d f u _ s e t _ i n c (DFUAG_0 , 1 ) ; / / C
pb2d f u _ s e t _ i n c (DFUAG_1 , 1 ) ; / / A

/∗ B (AG2 ) : a l l co lumns ∗ /
pb 2d f u _ s e t _ f u l l a d d r (DFUAG_2 , MBANK_B, 0 ) ;
pb2d f u _ s e t _ i n c (DFUAG_2 , 1 ) ; / / B

/ / Use i ndex from DFUAG_IDX_2 ;
/ / S t ep on l y on DFUAG_IDX_2 ov e r flow i ng .

pb2d f u _ s e t _ a g fl ag s (DFUAG_2 ,
AGFL_USE_IDX | AGFL_STEP_IDXBND ) ;

/∗ IDXAG2 (= AG 6 ) : As number gene r a t o r . ∗ /
pb2d f u _ s e t _ a g fl ag s (DFUAG_IDX_2 , AGFL_NUMBGEN) ;
pb2d f u _ s e t _ i n c (DFUAG_IDX_2 , n ) ; / / B i n d i c e s
pb2d fu_ s e t _ add r (DFUAG_IDX_2 , 0 ) ;
pb2d fu_se t_bound_addr (DFUAG_IDX_2 , 0 , ( p−1)∗n ) ;

f o r ( uns igned char mm = 0 ; mm < m; ++mm) {
/∗ A (AG1 ) : row m t h a t s t a r t s on add re s s

’ a ’ and s t o p s a t a+p−1 ∗ /
pb 2d f u _ s e t _ f u l l a d d r (DFUAG_1 , MBANK_A, a ) ;
pb2d fu_se t_bound_addr (DFUAG_1 , a , a + p− 1 ) ;

/∗ C (AG0 ) : row m t h a t s t a r t on add re s s
’ c ’ i n bank C ∗ /

pb 2d f u _ s e t _ f u l l a d d r (DFUAG_0 , MBANK_C, c ) ;

/∗ wa i t f o r p r e v i o u s ope r a t i o n to comp le te∗ /
i f (mm) pb2dfu_wait4hw ( ) ;

/∗ dot−p roduc t row A[ a ] [ ∗ ] and a l l co lumns
o f B [ ∗ ] [ ∗ ] t o a row C[ a ] [ ∗ ] ∗ /

pb2d f u _ r e s t a r t _ o p (DFU_DPROD ) ;

a += p ; c += n ;
}
pb2dfu_wait4hw ( ) ;

}

Fig. 4.7 Matrix
multiplication MCU firmware
source in C

r D �ı ı A0 ı A1 ı : : : ı An�1 D (4.2)

D .�ı ı A0 ı A1/ ı .�ı ı A2 ı A3/ ı : : : D (4.3)

D .�ı ı A0 ı A2 ı : : :/ ı .�ı ı A1 ı A3 ı : : :/ (4.4)

The last form leads to a hardware implementation using the circuit in Fig. 4.10. The
reduction computation in the circuit goes through three phases: (1) In the first kı
cycles the operator output c is invalid; thus the input b must be supplied with the
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Fig. 4.8 Simplified internal structure of the DFU implemented for the Image Segmentation
application. The control FSM is not shown

value �ı. (2) In the next n � kı cycles the rest of the vector Ai is consumed, and
partial results on c are routed to the input b. (3) In the windup phase, which lasts w
cycles, the partial results circling in the pipeline are gradually reduced down to the
final value r .

In the windup phase it takes kı cycles (one round) to halve the number of values
circling in the pipeline, thus log2kı rounds is required:

w D .1 C log2kı/kı � 1 (4.5)

(The last equation is tabulated in Table 4.1.) Therefore, the pipelined (parallel)
implementation of the full reduction is much faster that the sequential one:

tseq;�ı
.n/ D kı � n (4.6)

tpar;�ı
.n/ D n C w D n C .1 C log2kı/kı � 1 (4.7)

The execution times t are given in clock cycles here. In the pipelined algorithm the
windup latency is w cycles, but there are only kı values in the execution pipeline at
the beginning. Hence, the operator ı is used only in kı� 1 cycles, and empty cycles
are inserted into the pipelined unit otherwise.
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Fig. 4.9 Software programming flow
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Table 4.1 Tabulated values of Eq. 4.5: reduction windup cycle
count w vs. latency of a compute unit kı

kı 1 2 3 4 5 6 7 8
w 0 3 7 11 16 21 26 31

Prefix reduction �ı of a vector Ai into vector Cj is defined:

n�18
jD0

W Cj D
j

�ı
iD0

Ai I C D n�1

�ı
iD0

Ai (4.8)

Prefix reductions are much more difficult to implement in a pipelined manner. The
pipelined algorithm requires log2n passes over the array, and in each pass i roughly
.n � 2i / operations are performed that can be pipelined. Thus:

tseq;�ı
.n/ D kı � n (4.9)

tpar;�ı
.n/ �

log2nX

iD0

.n � 2i/ D (4.10)

D n � log2n � n C 1 (4.11)

The parallel algorithm is faster for some combinations of kı and n, but it is
asymptotically slower (in n) than the sequential algorithm (O.n/ < O.n � log2n/)
when only one instance of the reduction operator ı is available. Thus, when the
prefix reduction algorithm is needed, we use the sequential implementation.

4.4.1 Example

In the IMGSEG application there is an operation that locates the minimal (maximal)
value in a given vector of floating-point numbers. The operation either returns the
value (then it is called VMIN, VMAX), or the integer index where the value is
located (INDEXMIN, INDEXMAX).

These operations can be efficiently implemented as full reductions. First,
define scalar function M in.a; b/ that simply returns the lesser of the two
arguments. The function is commutative (M in.a; b/ D M in.b; a/) and associative
(M in.a; M in.b; c// D M in.M in.a; b/; c/). The neutral element is �Min D C1
because M in.a; C1/ D a. Thus we can place VMIN � �Min. The M in

function can be implemented in hardware as shown in Fig. 4.8 using a floating-point
subtraction unit and a multiplexer. The block is used in place of the general function
a ı b in Fig. 4.11.

Another example of an application-specific vector instructions is VCONVR/G/B
instructions. The instructions take a 32-bit pixel, extract a given 8-bit color
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kba

εAi

r

Fig. 4.10 Hardware model
of the full-reduction �ı

Table 4.2 Sample of operations implemented in the DFU

Operation Type Definition

VCOPY M Ai  Bi

VADD M Ai  Bi C Ci

VMUL M Ai  Bi � Ci

VMAC M Ai  Bi � Ci CDi

VSUM FR A0  �C.Bi /

DPROD M+FR A0  �C.Bi � Ci /

VMIN FR A0  �M in.Bi /

INDEXMIN FR A0  Argf�M inBi g
VCMPLT M Ai  .Bi < Ci / ‹ T rue W False

VSELECT M Ai  .Bi ¤ 0/ ‹ Ci W Di

VCONVR M Ai D int2f loat..Bi >> 16/&0xFF /

Type: MD element-wise function map, FRD full reduction

(R, G, or B) from it, and convert the color to a floating-point value. Using a
conventional RISC vector ISA the operation would be implemented using at least
three instructions (bit mask, shift, float conversion).

Table 4.2 lists some vector instructions we have implemented in DFU. Most
of them operate on single-precision floating-point values. The DPROD operation
is the dot-product that is very useful for implementing matrix multiplications.
The VCMPLT operation compares two vectors element-wise and returns a vector
of boolean values. The VSELECT operation is a vectorized conditional ternary
operator from the C language.

When the list of operations for a given application is complete, the application-
specific DFU is constructed to include the required data paths (Fig. 4.8). Currently
this is done mostly manually in VHDL; however, it should be possible to synthesize
the DFU automatically in a tool given a high-level specification such as the one in
Table 4.2.
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Fig. 4.11 Hardware
data-flow realization of the
c DM in.a; b/ function.
Note that in hardware the
subtraction operator may be
pipelined depending on
function (integer or float) and
target technology and speed

4.5 Memory Interface Characterization

The memory interface is implemented using the standard MPMC supplied by
Xilinx, extended with a front-end controller that accepts requests from individual
VPUs and translates them to optimal NPI transactions. This section shows char-
acterization of the memory interface. The experiments concentrate especially on
MPMC configurations that utilize the NPI interface, since this interface is used as
the primary interface to the MPMC module in the npi_if module.

4.5.1 MPMC Core in Virtex5

The first set of experiments evaluates the MPMC throughput through software
simulation. The MPMC soft core was generated using the Xilinx XPS 12.3
tool. Transfer generators for the NPI interface were implemented through custom
simulation models. A real DDR2 memory access was simulated through a model of
DDR2 memory by Xilinx.

The configuration of the MPMC core was as follows:

• MPMC version 6.02.a
• 2x PLB 64b @ 100 MHz
• 2x NPI 64b @ 200 MHz
• Round-robin arbitration among user interfaces
• DDR2 64b @ 200 MHz

4.5.1.1 Simplex Operations at a Single NPI Port, XC5V

The first experiment measured throughput of a single NPI port. The goal was to
evaluate maximal throughput of either type of data transfers (read or write) in the
case when it is the only operation that is performed by the MPMC core at a time.

The ratio of the throughput of the NPI interface to a maximal theoretical
throughput of the same interface was to be evaluated as well. The maximal
theoretical throughput of a 64b interface running at 200 MHz is 1,600 MB/s.
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Table 4.3 Throughput of a single NPI port for read and write operations
of different length; Virtex5

Transfer length Read [MB/s] Write [MB/s]

1 KB 1,274 80% 1,177 74%
4 KB 1,422 89% 1,330 83%
16 KB 1,464 92% 1,379 86%

An experimental workload consisting of data operations and batches that were
defined is as follows:

• Read operation: an operation that fetches continuous chunk of data from the
NPI interface. The operation is usually split into several bursts according to NPI
interface constraints. Elapsed time is measured through a timer—it starts when
the address of the first burst is issued and stops when the last data word is fetched
from the NPI interface.

• Write operation: an operation that writes continuous chunk of data to the NPI
interface. The operation is usually split into several bursts according to NPI
interface constraints. Elapsed time is measured through a timer—it starts when
the first data word is being written into the NPI interfaces and stops when the
corresponding data buffer in the MPMC core is empty again.

• Batch: three write operations followed by three read operations. Note that each
operation has to finish completely, i.e., the NPI interface has to be idle again,
before the subsequent operation of the batch is started.

• Workload: four batches.

Three various lengths of transfer operations were considered—1 KB, 4 KB, and
16 KB. The length of burst at the NPI interface is equal to 32 data beats, which is
equal to 256 bytes in turn. It means that the transfer of 1 KB is split to 4 bursts,
transfer of 4 KB to 16 bursts, and the transfer of 16 KB to 64 bursts. The last one is
close to a continuous data-flow through the NPI interface.

Results are shown in Table 4.3. The table shows NPI interface throughput in
MB/s for read and write operations (columns 2 and 4, respectively) and ratio of
these values to the maximal theoretical throughput of the NPI interface (columns 3
and 5).

The experiment showed that a continuous data-flow through a single NPI
interface is close to 1,464 MB/s in case of read operations and 1,379 MB/s in case
of write operations. These were equal to 92% and 86% of the maximal theoretical
throughput respectively. The speed degradation in case of transfers of shorter lengths
was caused by a latency of a pipelined NPI data path and the used time measurement
technique—the timer was stopped after the last word has passed the MPMC internal
buffer, but the NPI interface may be ready to accept another request long time before
this event. Note that simplex operations only were considered in this experiment, but
the NPI supports duplex operations.
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Table 4.4 Throughput of two NPI ports for read and write operations of different lengths; Virtex5

Read [MB/s] Write [MB/s]

Transfer length NPI#0 NPI#1 DDR2 NPI#0 NPI#1 DDR2

1 KB 995 1,021 2,016 864 826 1,690
4 KB 1,015 1,052 2,067 841 813 1,654
16 KB 1,039 1,040 2,079 831 831 1,662

4.5.1.2 Simplex Operations at Two NPI Interfaces, XC5V

The second experiment measured throughput of the DDR2 interface that was fed
by two NPI interfaces through the MPMC controller. As the maximal theoretical
throughput of a couple of NPI interfaces (2 � 64b @ 200 MHz) is equal to the
maximal theoretical throughput of the DDR2 interface (1 � 64b @ 200 MHz double
data rate) and there is some overhead of a protocol at the DDR2 interface, it was
expected that the two NPI ports could saturate a single DDR2 port, considering the
MPMC configuration mentioned above. The goal of this experiment was to evaluate
the throughput of the DDR2 interface in such a scenario.

The setting of the experiment is similar to the experiment shown in Sect. 4.5.1.1.
The read/write operations, the batches, and the workload are defined identically.
The only difference is that two NPI interfaces, instead of one, performed the same
operation (almost) synchronously, i.e., either the read or write operation at both
interfaces was issued at the same time.

Results are shown in Table 4.4. The table shows the NPI interface and DDR2
interface throughput in MB/s for read and write operations. It includes throughput
of the first and the second NPI interfaces and the DDR2 interface for both read
operations (columns 2, 3, and 4, respectively) and write operations (columns 5, 6,
and 7, respectively).

The experiment showed that the continuous data-flow through the DDR2 inter-
face that was fed by two NPI interfaces was 2,079 MB/s in case of read operations
and 1,662 MB/s in case of write operations. The synchronization of two generators
was not precise, so start time of the corresponding read/write operations differed
slightly. On the other hand, this drawback was eliminated by a high number of bursts
within single read/write operation.

A timing diagram of the experiment (16 KB) is shown in Fig. 4.12. The simu-
lation time is shown on the X-axis and the transfer rate (i.e., the throughput) on
the Y-axis. The value was put into the diagram at the time when the corresponding
operation finished. The diagram shows four batches of six operations (three write
operations followed by three read operations). Both NPI interfaces performed these
operations almost synchronously.
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Fig. 4.12 Time diagram of simplex transfers issued from two NPI interfaces through MPMC core
to a single DDR2 interface

4.5.1.3 Duplex Operations at Two NPI Interfaces, XC5V

The third experiment provided throughput of two NPI interfaces in case of duplex
operations.

The NPI interface consists of read and write interfaces that operate independently
and a shared address interface. Both read and write interfaces can operate concur-
rently. Although the maximal theoretical throughput is up to 3,200 MB/s in such
case, the real throughput depends on burst lengths and throughput of the DDR2
interface.

An experimental workload consisted of data operations and batches that were
defined as follows:

• Read and write operation: the operation that fetches continuous chunk of data
from the NPI interface and writes continuous chunk of data to the NPI interface
at the same time. Both read and write operations are split into several bursts and
these bursts are interleaved. Elapsed time is measured through two timers.

• Batch: a sequence of read and write operations. It means that read and write
operations are performed as fast and concurrently as possible and batch finishes
when all these operations finish completely, i.e., the NPI interface is idle.

• Workload: four batches.
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Table 4.5 Throughput of two NPI ports that perform duplex operations; Virtex5

Read and write [MB/s]

Transfer length NPI#0 NPI#1 DDR2

8 KB, 8 KB 469 and 465 470 and 465 1,869
8 KB, 16 KB 619 and 613 38 and 38 1,308

Two combination of operation lengths within a batches were considered:

• 4�8 KB for both NPI interfaces
• 4�8 KB for the first NPI interface and 128�16B for the second NPI interface

The first one is used to evaluate an overall throughput of duplex data-flows issued
through two NPI interfaces. The latter is used to evaluate throughput of a single data-
flow issued from one NPI interface when large number of small random transfers is
being issued at the second NPI interface in order to disturb the first data-flow. Note
although the amount of data differs for both NPI interfaces (32 KB vs. 2 KB), they
performed the same number of bursts (128).

Results are shown in Table 4.5. The table shows NPI interface and DDR2
interface throughput in MB/s for read and write operations.

The overall throughput of read and write operations in the case of two long data-
flows (the “8 KB, 8 KB” case) was lower than pure read operations and slightly
higher than pure write operations (see Table 4.5). Although the NPI interface pro-
vides doubled transfer rate in case of duplex operations than in the case of simplex
operation, the overall throughput is influenced (probably) by lower performance
of DDR2 interface in the duplex mode. The data-flow that was disturbed by short
random bursts (the “8 KB, 16 KB” case) achieved 619 MB/s and 613 MB/s in read
and write directions respectively. As the MPMC arbitrates the operation at the user
interfaces in terms of bursts, the “disturbing” flow achieved low data throughput due
to short length, and thus low utilization, of its bursts.

4.5.2 MPMC Core in Spartan6

The second set of experiments evaluates the MPMC throughput through software
simulation. It is similar to the first set of experiments, but a different target FPGA
is considered. The MPMC soft core was generated using the Xilinx XPS 12.4
tool. Transfer generators for the NPI interface were implemented through custom
simulation models. A real DDR3 memory was simulated through a model of DDR3
memory by Xilinx.

The configuration of the MPMC core was as follows:

• MPMC Core version 6.02.a
• 2x NPI 64b @ 133 MHz
• Round-robin arbitration among user interfaces
• DDR3 16b @ 333 MHz
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Table 4.6 Throughput of a single NPI port for read and write operations of different length;
Spartan6

Read [MB/s] Write [MB/s]

Transfer length NPI#0 NPI#1 DDR3 NPI#0 NPI#1 DDR3

1 KB 522 508 1,030 516 538 1,024
4 KB 519 515 1,034 530 538 1,068
16 KB 518 517 1,035 536 538 1,074

4.5.2.1 Simplex Operations at a Single NPI Port, XC6S

The first experiment measured a throughput of a single NPI port. The goal was to
evaluate the maximal throughput of either data transfer type (read or write) in the
case when it is the only operation that is performed by the MPMC core at a time.

The ratio of the throughput of the NPI interface to the maximal theoretical
throughput of the same interface was evaluated as well. The maximal theoretical
throughput of a 64b interface running at 133 MHz is 1,066.7 MB/s.

An experimental workload considered in this experiment is the same as workload
that was used in the experiment described in Sect. 4.5.1.1.

Results are shown in Table 4.6. The table shows NPI interface throughput in
MB/s for read and write operations (columns 2 and 4, respectively) and ratio of
these values to the maximal theoretical throughput (columns 3 and 5).

The experiment showed that the continuous data-flow through the DDR3 inter-
face that was fed by two NPI interfaces was 1034 MB/s in case of read operations
and 1074 MB/s in case of write operations. It is 50% and 65% of the highest
throughput of read and write operations, respectively, at the Virtex5.

4.6 Technology Characterization

4.6.1 Analysis of Scaling Limits

The architecture was ported to several generations of Xilinx FPGA technology:
Virtex 5, 6, and Spartan 6. In this paper we consider mainly the frequency
characteristics of the technologies.

The BCE core is divided in two clock domains: (1) The MCU and the configura-
tion interfaces are clocked at the base frequency f0. (2) The VPU is clocked at fVP U .
Generally f0 � fVP U . Architecturally this clock domain bisection is quite optimal.
As the MCU is part of a greater system with which it has to communicate (the
�; ı links in Fig. 4.3), and also because the PicoBlaze processor that implements the
MCU operates in lower frequency ranges, it is clocked at the system base frequency
f0. Contrary, the VPU is coupled only through the command/status link ˛ (that
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carries the vector instruction word to the VPU) and indirectly over the dual-ported
local memories (which implicitly separate clock domains without any additional
provisions). Therefore, only the ˛ link needs to be implemented with cross-domain
flip-flop registers.

The base frequency f0 is determined by external factors, such as the System-on-
Chip platform and the Host CPU (e.g., MicroBlaze). For simplicity we assume here
f0.Spartan6/ D 50 MHz and f0.Virtex5 C 6/ D 100 MHz.

The maximal fVP U is determined by the level of pipelining in data paths. The
separation of the DFU and AG units by FIFO queues allows to pipeline the two
parts of VPU independently. For example, when the high-speed mode is configured,
additional registers are inserted between the crossbar switch and the memory banks
(increasing the effective latency of a memory read from 1 cycle to 3 cycles) as
it was found that the Xilinx BlockRAMs can have relatively large delay on their
output wires (more than 1.5 ns in Virtex 5).

The level of pipelining in DFU is determined by the latency of the floating-point
arithmetic compute cores that are used. Ideally, increasing pipeline latency (kı) of
a unit by factor S should also increase the maximal operational frequency by the
same factor. Thus, the absolute pipeline lead-in delay time when executing simple
element-wise mapping functions stays constant, while the steady-state execution
time (when the pipeline is full) is decreased by factor S . It is therefore always
advantageous to deep-pipeline these operations.

However, windup delay w of full reductions increases superlinearly to the
pipeline latency kı (Eq. 4.5). As the windup delay is only a constant part of the total
execution time of a full reduction (n C w, Eq. 4.7), the total speedup depends on
whether a given application executes the reductions with shorter or longer vectors.

Execution time (in seconds) of full reductions after scaling both the frequency
and the pipeline latency by the factor S is given in Eq. 4.13:

T�ı
.f; n/ D 1

f
� .n C .1 C log2kı/kı � 1/ (4.12)

T�ı
.Sf; n/ D 1

Sf
� .n C .1 C log2.Skı//Skı � 1/ (4.13)

The goal of the scaling is to reduce the total execution time (Eq. 4.14). From that the
minimal vector length nmin for which the speedup is achieved in the full-reduction
operations is derived in Eq. 4.15:

T�ı
.f; n/ � T�ı

.Sf; n/ (4.14)

nmin D 1 C k � S � log2S

S � 1
(4.15)
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Table 4.7 Tabulated values
of Eq. 4.15

S (scaling factor)

kı 1.5 1.66 2 2.5
2 5 5 5 6
3 7 7 7 8

Table 4.8 Maximal frequency in MHz depends on the pipeline depth. Ax D FP-Adder latency,
M x D FP-Multiplier latency

VIRTEX 5 M2 M3

A3 100M
A4 150M
A5 166M
A6

VIRTEX 6 M2 M3

A3 100M
A4 150M
A5
A6 200M

(a) Virtex 5 (b) Virtex 6

SPARTAN 6 M3 M4

A2 50M
A3 <125M
A4 125M

(c) Spartan 6

The last equation is tabulated in Table 4.7. The pipeline latency kı is to be given
before scaling both the frequency and latency by the factor S . The data values in
the table represent the minimal vector length so that the reduction operation is not
slower (in absolute time) after the scaling.

4.6.2 Synthesis Experimental Results

To determine the technology scaling characteristics the BCE core was instantiated in
FPGA in a given configuration, and the maximal target operating clock frequency
fVP U was iteratively lowered until the FPGA synthesis process (including place,
route, and timing analysis) finally succeeded. Table 4.8 summarizes the results
for Virtex 5, 6, and Spartan 6 technologies. The BCE configuration is expressed
in AxMy notation: Ax specifies that the FP-Adder has latency x, and similarly
My refers to the FP-multiplier latency y. The maximal operating frequencies of
the VPU are 166 MHz, 200 MHz, and 125 MHz, for V5, V6, and S6 technologies,
respectively.

The area breakdown in flip-flops (FF), combinatorial resources (LUTs), and
slices is given in Fig. 4.13. The presented measurement was performed in the Virtex
6 technology; in the other technologies (V5, S6) the results are similar. The single-
clock domain (low-speed) and dual-clock domain (high-speed) configurations are
compared in the figure.
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Fig. 4.13 Breakdown of the area (FF, LUTs, and slices) consumed by the BCE core in Virtex 6
technology in the single-clock/low-speed and dual-clock/high-speed configurations

The control processor (MCU, PicoBlaze 3) consumes very little resource itself.
However, its peripheral circuitry (I/O decoders and multiplexers) consumes about
5� more space than the MCU. The registers for clock domain crossing between f0

and fVP U constitute about 15% of flip-flops in the dual-clock configuration. The
relatively high count is caused by registering the whole vector instruction word ˛

between the MCU and VPU. The dual-clock configuration is also optimized for
higher frequency, thus additional registers are used in the VPU for deeper pipelining.
The crossbar is about 3.8� larger in flip-flops because registers are instantiated on
all its inputs. Thus the effective bank memory access latency is increased from 1
cycle to 3 cycles for data has to traverse the crossbar twice. (In the low-speed
configuration the crossbar matrix is combinatorial.) Address Generators consume
about 1.8� more registers because several more FIFOs are instantiated and the
existing ones are deeper. The FIFOs serve two purposes in the architecture: First,
FIFO queues equalize delay between pipeline head and tail; when pipeline’s sink
is blocked, the head stops issuing new data, but the pipeline itself is allowed to
continue processing the data because the queue in the tail is guaranteed to store it.
(A global pipeline stall signal can have potentially high fan-out that hinders routing
performance.) And second, queues shorten combinatorial paths.

All in all, the dual-clock high-speed configuration requires 1.6� more registers
but roughly equal number of LUTs. In Virtex 6 technology one slice represents 4
six-input LUTs and 8 storage elements. Thus, after packing the design into slices,
the dual-clock high-speed configuration requires roughly 1.2� more slices.
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4.7 Applications

4.7.1 Methodology

Given the technology performance characteristics determined by FPGA implemen-
tation in Table 4.8, we simulated the cycle-accurate synthesizable VHDL model of
the BCE core in the ModelSim simulator to measure the execution time and dynamic
profile of various benchmark kernels (FIR, MATMUL, MANDEL, IMGSEG—see
below). Bar plots in Figs. 4.14–4.17 give the total execution time in microseconds
for different technology nodes (latency and frequency) and kernel parameters (e.g.,
matrix size). The total execution time is split into four parts in the bars: (1) execution
on MCU that was not overlapped with computation in DFU; (2) DFU has full
pipeline (useful computation); (3) DFU pipeline bubble due to reduction windup;
(4) DFU stall (input data not available).

The bar plots are overlaid with line plots that show the ideal clock frequency
scaling: The first column in each group is taken as the baseline, and the subsequent
data points are simply scaled by frequency difference. This ideal scaling is highly
optimistic because it assumes that the whole BCE’s frequency is increased, while
in fact due to the implementation constraints we keep the MCU clock frequency f0

constant and change only fVP U .
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Fig. 4.17 Image segmentation (IMGSEG) execution time in microseconds for different tech-
nologies (V5/6, S6) and the corresponding frequency/latency ratios. The middle column (labeled
“Limit”) shows the speedup limit imposed by the MCU

All the benchmark programs compute in the floating-point single procession
format.

In the more complex benchmarks (MANDEL, IMGSEG) the minimal kernel exe-
cution time caused by the fixed execution speed (f0) of the MCU is presented. The
time is measured in simulation by setting fVP U to a very high value (10,000 MHz),
hence fully exposing the MCU latency.

4.7.2 Finite Impulse Response (FIR) Filter

The FIR filter output is defined by the equation:

zk D
t�1X

iD0

.xkCi � bi /; (4.16)

where z is an output vector (with n elements), x is an input vector (with n C t �
1 elements), b is a vector of coefficients (taps), and t is the length of vector b.
We assume n � t .
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The filter can be implemented using only one DFU vector instruction that
computes n dot-products of length t each. Execution speed vs. the technology and
latency is plotted in Fig. 4.14. Output vector length is constant for all measurements:
n D 255. The FIR filter’s execution speed scales very well because (1) The control
overhead in MCU is constant for all tap lengths t as only one DFU instruction is
required. (2) The reduction cycle count w is independent to the number of filter
taps t .

4.7.3 Matrix Multiplication (MATMUL)

The MATMUL program (Fig. 4.7) computes dense matrix multiplication C D A �
B . For brevity we present only results measured on square matrices n x n. The
computation requires n2 dot-products that are grouped in n batches. Each batch
computes one row (or one column) of the result matrix.

Matrix multiplication shows relatively high reduction cycle count overhead
(Fig. 4.15). In the fastest Virtex 6 node A6M3@200M when multiplying 32�32
matrices the reduction cycles contribute about 35% of the total execution time.

4.7.4 Mandelbrot Set (MANDEL)

The MANDEL program computes the Mandelbrot set for a given set of points (tile).
The output of the kernel is an array of the number of iterations executed for each
point until the point is known not to lie in the set. The tile size is 200 points, and the
maximal number of iterations before forced escape is 50. The kernel speculatively
executes all 50 iterations for each point, hence its execution time is independent to
the actual part of the set being computed. The body of the iterative loop consists of
18 vector instructions.

The fractal computation kernel (Fig. 4.16) does not contain reduction operations,
and given its use of relatively long vectors (tile size 200 elements), it scales quite
well because even in higher fVP U the MCU has enough time to prepare another
vector instruction in the forming buffer. Figure 4.18 shows histogram of MCU writes
into op-code fields of the vector instruction forming buffer.

4.7.5 Image Segmentation (IMGSEG)

The IMGSEG program implements image foreground/background pixel motion
detection (segmentation) using the algorithm presented in [9] without shadow
detection and with several modifications. The decision if pixel from the current
frame represents foreground or background depends on statistical models and their
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Fig. 4.18 Mandelbrot set (MANDEL): Histogram of alterations performed by MCU to the fields
in the vector instruction forming buffer between two succeeding instructions

mixture. Each pixel is modeled by a mixture of K strongest Gaussian models of
background (KD4 in our implementation); Gaussian models (mean values and
dispersion) represent a state (color) of the pixel. Each model also contains the weight
parameter that specifies how often the particular model successfully described
background in the pixel. The algorithm was vectorized and the vector length is
50 pixels. Conditional branches were vectorized by speculatively computing both
possibilities and then VSELECTing the correct value per each element.

Execution time of the Image Segmentation kernel (Fig. 4.17) is largely deter-
mined by the MCU speed. In Spartan 6 A4M4@125M technology the VPU is idle
52% of the total execution time due to the MCU incapability to prepare the next
vector instruction for execution before the previous one has completed. Source of
the problem is hinted in Fig. 4.19, which presents the histogram of MCU writes
into the instruction forming buffer. Comparing the histogram to the MANDEL’s one
in Fig. 4.18 we see that the IMGSEG kernel writes much more operation fields in
the instruction buffer during the execution.

The second source of prolonged execution time, albeit much smaller, is the
reduction windup latency caused by many INDEXMAX/INDEXMIN instructions
executed on very short (4-element) vectors.
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Fig. 4.19 Image segmentation (IMGSEG): Histogram of alterations performed by MCU to the
fields in the vector instruction forming buffer between two succeeding instructions

4.8 Analysis of Weaknesses

4.8.1 Operation Frequency

It is not simple to determine the maximal operational frequency of the BCE
(Table 4.8) because the core shall be used as a component of a larger system in
an FPGA that places additional stress on the placing and routing process.

Specifically, we found that it is not possible to vary the fVP U clock frequency
independently of the f0 system clock because some propagation delay is needed
between rising edges of different clock domains. Timing closure is more easily
achieved when n 2 N W fVP U D n � f0

2
.

4.8.2 FPGA Area

We intuitively expected that the crossbar will be the most resource hungry compo-
nent of the BCE. Instead, Address Generators collectively occupy the largest share
of resources. The situation can be improved either by function subsetting as not all
features are used in every application (e.g., the lower/upper bound address detection)
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or by reducing the replication of AGs (eight in Fig. 4.5). For example, the IMGSEG
kernel always uses only one indexing AG at a time; thus AGs 4–7 could be merged
into one shared unit. The other advantage of reducing the number of AGs is in
lowering the required number of ports to the crossbar.

Flip-flop resource count needed for clock domain crossing could be improved
if the domain boundary is moved closer to the MCU, i.e., the MCU I/O port
demultiplexing, and the instruction forming buffer (Fig. 4.8) would be clocked in
the fVP U domain. This modification would narrow the required number of wires
that must be resynchronized between clock domains effectively to the MCU I/O
port interface.

Finally, we note that relatively large area is devoted to the MCU peripheral
circuitry that essentially performs only demultiplexing of the I/O address space.
We speculate that by using a 16-bit MCU this area could be reduced as less
demultiplexing will be required; however, it is not immediately clear if the gain
would be offset by the larger MCU.

4.8.3 Full-Reduction Windup Latencies

All the presented kernels (except MANDEL) contain some form of the full-
reduction operators. For example, in the MATMUL kernel, the windup latency
accounts for 35% of the total execution time when computing on 32 � 32 matrices,
using Virtex6 A6M3@200M. The elementary vector operation in the MATMUL is
a dot-product (DPROD). Dot-product computation of vector length n D 32, using
pipelined FP-Adder with latency kC D 6, will experience windup latency w D 21

cycles (Eq. 4.5), and it will take t D 53 cycles to complete. However, of the 21
windup cycles, only 5 cycles will the FP-Adder input a new pair of values. As the
dot-products in MATMUL (and similarly INDEXMAX/INDEXMIN in IMGSEG)
are programmed to execute in batches, the DFU could be modified to interleave
the windup execution in one operation with computation in the following one. The
technique is similar to loop unrolling in scalar architectures.

4.8.4 MCU Performance

MCU performance was found to be a critical factor for IMGSEG kernel. We
implemented the MCU using the PicoBlaze 3 (KCPSM3) processor, which executes
one 8-bit instruction in two cycles. In Spartan 6 the MCU is running at 50 MHz;
its performance is only 25MIPS. Contrary, the VPU’s peak performance (in
A4M4@125M) is 250MFLOPs, and it can output 125M-elements/s. IMGSEG
executes 58 vector operations that collectively take 2,790 cycles of DFU time
(counted in the f0 domain), thus there are on average only 48 cycles of MCU
execution that are fully overlapped between two vector operations. In 48 cycles
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Fig. 4.20 The primary AG
fields (“addr” and “msel”) are
quickly loaded from a new
config. table

PicoBlaze 3 executes only 24 instructions. To load a single 16-bit value into the
vector-instruction-forming buffer (e.g., AG initial addresses are usually changed
between two succeeding operations), PicoBlaze processor has to execute four
instructions (2xLOAD, 2xOUTPUT). Thus, the many instructions needed in MCU
to prepare the next vec. instruction cannot be overlapped by useful computation in
VPU. There are several possible approaches to the problem:

1. Increasing MCU speed by lifting one or several of the following issues: (a)
PicoBlaze executes only one instruction in two cycles; (b) PicoBlaze’s maximal
operational frequency is limited by its internal long combinatorial paths; (c)
narrow 8-bit data paths and instructions.

2. Sharing a single DFU among several MCUs to improve efficiency (exploiting
task-level parallelism).

3. Operand preload buffer: Histogram plots in Figs. 4.18 and 4.19 show the
frequency of alterations of op-code fields between two succeeding vector
instructions. The “AGn.addr” and “AGn.msel” fields are very often altered from
one vec. instruction to another for they define the starting address and bank of a
vector variable in local memory. Hence we propose a new configuration table to
store the memory locations of vector variables (Fig. 4.20). Each row in the table
would correspond to one vector variable used in the application; the content of
the table will be the initial address (10–16 bits) and the memory bank selection
(2 bits). A row from the table could be loaded into the proper fields in the vec.
instruction forming buffer by a single MCU port write that specifies both the
table row (port I/O data, 8-bit) and the Address Generator (by a part of the
I/O address). The proposed modification would lower the PicoBlaze instruction
count required to reload the primary AG fields (“addr” and “msel”) from
6 to 2.
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4.9 Summary

The new version of the EdkDSP platform represents a major leap forward in
our understanding of the Universe. We improved both the user-visible application
programming interface (API) and the internal hardware organization. Innovations
in the user-visible API were guided by the needs of the Image Segmentation
application. This includes new addressing modes, new operations, and provisions
for DMA-streamed memory accesses.

Internal organization of the platform was largely overhauled. In the previous
version data processing was centralized in a single unit (DFU) that handled all
addressing, processing, and control. In the new version we have recognized the
orthogonality of address generators, crossbar, and data processing unit. This in turn
allowed us to easily abstract DFU operations as combinations of a control loop with
an imbedded static data-flow circuit.
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Part III
Run-Time and Faults Management



Chapter 5
Fault Tolerance

Giovanni Agosta, Mickael Cartron, and Antonio Miele

5.1 Introduction

The current trends in technology, fabrication processes, and computing architectures
are increasingly pushing towards the design and development of multi-core and
many-core systems constituted by a relevant number of relatively low-cost execution
resources (e.g., processors and configurable accelerator units) to achieve high
performance while leveraging on energy consumption. These trends must cope
with increasingly unreliable devices, affected by the shrinking of component size,
variations in the manufacturing process, and increased transient errors caused by
radiations and noise fluctuations.

In particular, the variability phenomenon increases and causes speed variations
of about 30%, due to several mechanisms:

• First, the number of doping atoms in the transistors’ channels is decreasing expo-
nentially with the technology evolution. Considering the random fluctuations of
these doping atoms, the threshold voltage is not constant. For recent technologies,
the mean number of doping atoms is about several tenths, and small fluctuations
cause detectable variations.

• Second, the UV lithography has reached a limit due to the wavelength since
65 nm, causing an increasing variability ever since.

• Third, as the power per surface unit increases, some hot spots appear, creating
significant temperature variations.
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The second reliability issue is the aging, which slows the transistors down along
with their usage and/or with the time. The aging is due to the reduction of the
saturation current in the channel, which is due to several mechanisms:

• The electromigration (EM) is a transport of atoms. This effect increases with
the current density, which means that it is more important than ever with recent
technologies.

• The gate oxide can be subject to wear out due to various reasons. Among them,
the hot carrier injection (HCI) is due to fast electrons or holes that integrate into
the oxide layer and affect the threshold voltage of transistors. The gate oxide is
more sensitive to wear out in recent technologies.

• Lastly, the negative bias temperature instability (NBTI) is a phenomenon that
modifies the threshold voltage of PMOS transistors under high temperature
conditions.

Then, recent technologies are increasingly sensitive to soft errors [single error
transient (SET) and single error upsets (SEU)]. These phenomena are mostly due
to particle strikes (alpha particles, neutrons, protons), which cause electric charge
modifications in the circuits. When a critical charge Qcrit is exceeded, the logic state
may be modified. This Qcrit parameter reduces with the technology scaling, thus
increasing the soft error probability.

The SMECY project focuses on many/multi-core systems and the size of this
kind of systems is by itself a reliability issue, increasing the variability and the
soft error occurrences. Besides this, the multiprocessor system can have multiple
applications and/or threads, and errors can propagate from one to another if nothing
is done to prevent it.

Achieving a better fault tolerance is a problem that can be treated at several levels.
Resources in many-core systems tend to be uniform and interchangeable. Also, all
available resources are often not used at 100%, and the unused resources may be
used for fault-tolerance purpose. In order to minimize processes’ failures, two kinds
of approaches may be used: proactive or reactive. The reactive approaches consist
in combining three compulsory mechanisms:

• A containment mechanism (fault or error containment)
• A detection mechanism (fault or error detection)
• A recovery mechanism

Given the many-core context of the project, various combinations of these
different mechanisms were explored, at a rather high level:

• New detection mechanisms are proposed at task level (Sects. 5.4.1, 5.4.2 and
5.4.4).

• Fault containment is also addressed (Sects. 5.4.6 and 5.4.3).
• For permanent faults, the recovery strategies mostly consist in resource relocation

(processor, memory) and a solution to make this relocation easier is proposed in
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Fig. 5.1 Global diagram of online fault-tolerance solutions proposed for the SMECY project

Sect. 5.2.1. Also, recovery strategies cause some uncertainties in the execution
flow, which is, a priori, not suitable for real-time application. A solution to this
problem is proposed in Sect. 5.3.1.

Besides the reactive approach, the proactive mechanisms were also addressed.
Indeed, with many-core systems, we have to deal with nonuniform aging in the
whole chip due to a combination of factors: the technology scaling, which tends
to increase variability problems, and the nonuniform usage pattern, which tends
to alter the circuits at different speeds. Solutions to these problems are proposed
in Sects. 5.4.5 and 5.4.4. The idea is to propose a model for the system aging and to
use this data online to perform proactive wear out leveling.

A schematic overview of the different contributions to the SMECY project is
given in Fig. 5.1. The proposed approach is organized in four layers, covering
different levels of abstraction at which the fault-tolerance problem can be addressed.
In the SMECY project, the software layers have been addressed, and the most
relevant approaches are briefly discussed in the rest of the chapter.

5.2 Programming-Model Support Level

In this section, we introduce language-based support mechanisms for online
dynamic reconfiguration of fault-tolerant applications.
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5.2.1 Language-Based Support for Online Dynamic
Reconfiguration of Fault-Tolerant Applications

Dynamic resource allocation is an important feature for reliability in a many-core
context. For proactive reliability, as already mentioned before, the wear out leveling
can be used against aging. This consists in periodically modifying the resources in
use in order to get a uniform aging and enhance the lifetime of the system. For
reactive reliability, dynamic resource allocation is also an important feature which
is necessary for dealing with permanent faults. When a resource has caused errors
several times in similar conditions, a mechanism at run-time is necessary for moving
the threads to healthy resources.

This task relocation problem was studied in the SMECY project. The consor-
tium explored the usage of the concurrent programming model of occam-pi [1],
combining communicating sequential processes (CSP) [2] with pi-calculus [3] to
model the dynamic reconfigurability available in the hardware and to exploit this
for fault-tolerance features. The programmer should be able to easily describe the
computations and to match them to the target hardware. Occam-pi is a programming
model that allows an explicit expression of concurrency, as well as the notion of
memory spaces. It is also possible to express dynamic parallelism, dynamic process
invocation mechanisms. This language is generic enough to be adapted to a wide
class of embedded computing architectures.

This programming model was adapted to the STHORM platform, under joint
development by STMicroelectronics and CEA.

The front end of an existing translator from occam to C from Kent (Tock) was
reused and a new back end for targeting the STHORM platform was developed. The
front end of the compiler consists of phases up to machine-independent optimization
and the back end includes the remaining phases that are dependent upon the
target machine architecture. The front end of the Tock compiler consists of several
modules which perform operations like lexical analysis, parsing, and semantic
analysis. The STHORM back end targets the whole platform and its integration
with the host system as shown in Fig. 5.2.

The STHORM back end generates the complete structure of application com-
ponents in native programming model (NPM) and a host-side program to deploy,
control, and run the application components on the STHORM fabric. An NPM
application is designed by using:

• The architecture description language (ADL), which describes the structure of
each component

• The interface description language (IDL), which describes the components’
interfaces

• An extended C code, which is an implementation of the code that runs on the
basic processor element of a STHORM cluster

The generated code can then be executed in the GePOP simulation environment,
provided by STMicroelectronics. After the application is designed, to deploy,
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Fig. 5.2 Compilation of
Occam-pi to STHORM
platform

Fig. 5.3 Demonstration of
dynamic reconfiguration of
STHORM architecture

manage, and run the application, a host-side program must also be developed. For
this, NPM and the Comete tool, which is a middleware for loading, deploying,
and managing software components, are used. More details on the translation from
occam-pi to NPM can be found in [4].

An application case study was implemented making use of the constructs
available in the occam-pi language to realize a fault-tolerance strategy on the
STHORM platform. The application illustrates the use of occam-pi to manage the
relocation of tasks from faulty to healthy processing elements on the P2012 fabric.
The application consists of 1D-DCT algorithm which is implemented on four encore
processing elements of Cluster 0 of P2012 fabric as shown in Fig. 5.3.

In the first configuration the DCT algorithm is mapped to four processing
elements marked 1–4. During the execution of the DCT kernel, the run-time
system detects error in one of the processing element and passes the error code
to the application, which communicates the error-message together with their
corresponding processing element ID to the host processor. The host processor after
receiving an error-message will issue a new configuration deployment by making
use of FORK construct of occam-pi, where the error code is passed as parameter
to the forked process. This new forked process will result in generation of the
next configuration where the identification information about the faulty processing
element is used to avoid its use in the deployment of next configuration by the run-
time system.
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5.3 Off-Line Analysis and Optimization Level

In this section, we investigate static approaches to mapping and scheduling multi-
threaded applications on many-core architectures, taking into account the fault-
tolerance aspects.

5.3.1 Static Scheduling in the Presence of Real-Time
Constraints and Uncertainty due to Recovery Actions

Fault-tolerance mechanisms such as task duplication and the corresponding recov-
ery actions (e.g., re-execution) ensure the correct application behavior but have
adverse effect on the system performance and on the ability to satisfy real-time
constraints. This is particularly relevant for non-preemptive scheduling, widely used
on clustered domain-specific data processors under the supervision of a general-
purpose CPU such as the STHORM platform.

In such a scenario, real-time guarantees can be provided via static off-line
scheduling, provided the execution delay due to potential faults is properly handled.
A typical approach consists in modeling delays due to recovery actions as a source
of uncertainty on task durations; then some robustness can be added to an off-line
computed schedule by inserting slack time (i.e., idleness periods) between start
times of communicating tasks [5] to account for possible re-executions; at run-time,
one is not allowed to anticipate any tasks, since any deviation from the off-line
schedule may result in so-called anomalies [6], eventually leading to uncontrolled
performance degradation and the possible violation of real-time constraints. The
obvious drawback is a considerable loss of efficiency, due to the inserted idle time.

The goal is to perform predictable and efficient non-preemptive scheduling
of multitask applications in the presence of uncertainty. The target platform is
assumed to be described in an abstract fashion as a set of resources with finite
capacity. An application is a set of dependent tasks, modeled as a graph where
execution/communication time is characterized by known min–max intervals and
unknown probability distribution. The primary focus is on the scheduling procedure
(i.e., ordering tasks over time): the resource mapping is assumed to be available
via some external tool. In particular, the proposed approach leverages a hybrid off-
line/online technique from the Project Scheduling domain in Operations Research
and Constraint Programming; the specific technique is known as precedence
constraint posting (PCP) [7].

PCP is a hybrid off-line/online scheduling technique. The main idea is to
compute off-line a partial schedule, consisting of a set of additional arcs in the task
graph; at run-time, the schedule is implemented by delaying each task until all its
predecessors (both natural and artificial) are over. As a consequence, the completion
time adapts to actual task durations and unnecessary idleness is avoided. Note that
a partial schedule corresponds in practice to a large set of possible actual schedules,
depending on which fault effectively occurs.
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The additional precedence constraints are carefully designed so as to avoid any
possible resource conflict at run-time, effectively eliminating the risk of anomalies.
As a consequence, the partial schedules have predictable worst-case behavior and
can provide real-time guarantees, provided the maximum delay on each due to
recovery action is bounded.

Possible conflicts are identified as minimal critical sets (MCSs), i.e., minimal
sets of tasks causing a resource overusage in case of overlapping execution. Thanks
to the minimality property, an MCS is wiped out (resolved) by adding a single
precedence constraint between a pair of involved tasks; an MCS-free graph is
anomaly-free as well. Finding MCSs is a nontrivial task, since their number is
exponential in the size of the graph. The set of precedence constraints to be added
can be obtained via tree search [8] or by means of a heuristic.

5.3.1.1 Formal Problem Definition

The problem addressed is that of scheduling a set of interdependent tasks with
uncertain duration over a set of preassigned hardware resources, in the presence
of hard real-time constraints. Formally, the input for the optimization process is a
directed, acyclic Task Graph G D< T; A >, where T is the set of tasks ti and A

is the set of graph arcs (ti , tj ), representing precedence relations. Each task ti is
annotated with a minimum and a maximum duration bounds; the bounds account
for the maximum delay possibly incurred due to faults and recovery actions, but
they may be used as well to model duration variability due to data-dependent
computation. Each arc (ai , aj ) is labeled with a minimum and a maximum time
lag (referred to as ıi;j and �i;j ), so that the time distance between the end of ti and
the beginning of tj is forced to be larger than ıi;j and smaller than �i;j .

In detail, a minimal time lag is a deterministic separation constraint. A maximal
time lag is a relative deadline, i.e., the maximum allowed distance between a pair of
dependent tasks. It is possible to use minimal time lags to represent latency due to
inter-task communications, but in many cases it is more reasonable to model non-
instantaneous communications as fake tasks.

A release time (or earliest start time) and a deadline (or latest end time) can be
specified for each task and are denoted as est.ti / and let.ti /. The execution of ti must
take place within the interval Œest.ti /; let.ti/	 and the time lags must be respected,
whatever the actual activity durations are. A set of platform resources R is part
of the input; each resource rk has limited capacity ck and each task ti requires an
amount rqi;k � 0 of every resource rk (rqi;k D 0 denotes no requirement). Those
resources can be used to model computation cores, storage devices with limited
capacity, or a bus or a memory port with limited bandwidth.

Figure 5.4 shows an example of a problem instance. Note that duration variability
due to faults is captured by using bounds (e.g., extracted via WCET analysis
relying on some fault model) rather than via a probability distribution, to reduce
the computational complexity. As discussed in the next sections, this is sufficient
to guarantee the satisfaction of hard real-time constraints; as a drawback, bounds
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Fig. 5.4 A sample problem instance (i.e., description of a target application and platform)

give poor information on what the application completion time will be in a typical
case: to cope with this issue, each task is labeled with its average duration value di .
This is used to compute a rough approximation of the average completion time. In
detail, the off-line problem consists in computing a schedule such that temporal
and resource constraints are satisfied for every possible value of task durations;
furthermore, the optimizer tries to minimize the completion time corresponding to
the case where all tasks assume their average duration. Note that arc .t4; t7/ in the
example is annotated with some time lags.

5.3.1.2 Scheduling Problem Solution

Classical off-line scheduling methods for this scenario assume worst-case task
durations (i.e., Di ) and specify a fixed starting time of each task. Figure 5.5a shows
an optimal fixed start schedule for the example problem; due to time lags, t7 must be
scheduled at least one time unit after t4 and t4 cannot be scheduled more than seven
time units earlier than t7. In case actual durations are shorter than Di , idleness is
inserted to preserve the start times, typically resulting in a strong efficiency loss.

Ideally, one would like to be able to anticipate activities in case their predecessors
last shorter. This goal can be achieved by adopting a flexible scheduling approach,
i.e., by computing an off-line partial schedule, where some decisions still have to be
taken. In particular, the schedule is specified as a set � of additional synchronization
constraints (i.e., precedence relations). Those may be implemented with little run-
time overhead as fake data communications or by maintaining counters for the
number of completed predecessors. Figure 5.5c shows an example of such a partial
schedule, consisting in the added arc .t4; t5/; note the augmented graph corresponds
to a huge set of possible schedule instantiations, depending on the actual duration
values. Figure 5.5b finally shows the corresponding completion time in case all task
assume their average duration (i.e., the quality measure optimized by the off-line
scheduler).
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a

b

c

Fig. 5.5 (a) Fixed time start schedule; (b) completion time for the PCP schedule in (c) when all
tasks have average duration; (c) PCP schedule

A partial schedule is completed at run-time by starting each task ti according to
an earliest start policy, namely, as soon as (1) ti has been released and (2) all its
predecessors (both actual and artificial) have completed execution. The additional
precedence relations are carefully computed so as to prevent resource contention.
No resource conflicts mean no scheduling anomalies, so that a partial schedule has
predictable worst-case behavior. In the partial schedule in Fig. 5.5c, arc .t4; t5/ has
been added to prevent the resource conflict caused by the overlapping execution of
t4 and t5.

5.3.1.3 Solution Method

The described problem can be solved by means of Constraint Programming and tree
search; each branching node represents a temporally feasible, resource infeasible
partial schedule. The search proceeds by checking the presence of a MCS and testing
all the precedence constraints that can be used to resolve it. Search stops when the
augmented graph contains no MCS, so that the capacity of every resource is not
exceeded in any online generated schedule. The basic method to check the presence
of an MCS consists in analyzing all possible combinations of independent tasks:
unfortunately, this approach has exponential complexity. Instead, MCS is detected
in polynomial time by coupling a flow minimization problem and a greedy set
minimization procedure. State-of-the-art heuristic techniques are used to decide the
evaluation order of the MCS to be considered for branching and of the precedence
constraints used to resolve them.

At every search node, the feasibility of temporal restrictions for every possible
combination of duration values is ensured by modeling uncertain durations and tem-
poral constraints by means of a simple temporal network with uncertainty (STNU;
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see [9]). An STNU has nodes, representing temporal events, and arcs, constraining
the time distance between the occurrence of the source and the target event to be
in an interval [min, max]; in particular, STNUs distinguish between free constraints
(the distance can be decided at execution time) and contingent constraints (the time
distance can only be observed). An STNU is said to be dynamically controllable if,
during execution, the distance for free constraints can be decided so that the partial
sequence executed so far is ensured to extend to a complete solution, whatever
durations remain to be observed. Dynamic controllability is enforced by means
of a more flexible method based on a constraint model; more information on the
temporal model and on the solution method in general can be found in [10].

Our tree search procedure is designed to find a partial schedule guaranteed
to satisfy all temporal and resource constraints; the approach is complete, i.e., it
always returns a feasible graph augmentation in case this exists. However, the basic
procedure does not perform any minimization; therefore, optimized schedules are
obtained by progressively tightening a threshold on the maximum allowed average
completion time (approximated as mentioned in the previous section), according to
a binary search scheme.

The approach has been tested on synthetic benchmarks, designed to represent
realistic workloads. A comparison of the PCP-based method with a pure online first
in first out (FIFO) scheduling approach and Priority-Based Scheduling (optimized
off-line via tabu search) was carried out; despite the fact that these methods cannot
provide real-time guarantees, they are widely used in practice to schedule for low
completion time in a dynamic environment (such as a system subject to faults).
The results are very promising: the PCP schedules exhibit good stability and even
improved average completion time.

5.4 Runtime/OS Level

In this section, we discuss several run-time task duplication techniques for fault
detection and tolerance explored in the SMECY project in order to take profit of
resources that may remain unused.

5.4.1 Lightweight Detection Based on Thread Duplication

An error detection method based on thread and communication buffer duplication
was implemented for the SMECY project. The duplicated resources are the pro-
cessors (the two threads’ instances do not run on the same processor), the private
memory, and the streaming buffers between threads. The streaming buffers that may
be used are duplicated so that they can accept two different writers. The checking
is performed by an analysis of the streaming buffers. All features are integrated in a
simple POSIX compliant API in a run-time software for platform STHORM.
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5.4.1.1 Description of the Approach

The proposed technique is a fault-detection algorithm at task level, with low
performance overhead. It exploits the fact that some resources of a many-core
cluster may be unaffected or at least not fully used. The basic principle is to
use the unaffected resources and exploit them as redundant resources to enhance
dependability. The redundancy is managed at software level which allows to easily
select where the dependability service is applied. This also allows to adapt the
method to other cluster architectures.

The proposed technique allows the detection of errors in the outputs of a
thread, due to faults in various hardware resources, such as memory, bus, or
processors. It allows to check the outputs of threads, but this verification is done
by a procedure which can be scheduled in various ways, depending on the global
application. A high fault containment at the level of one task can be achieved
by checking the output every time a data is produced. But it is also possible to
provide the fault containment at application level, when the application is made
of several tasks. This allows reducing the cost dedicated to the detection. This
choice has to be made at application level. This is the originality of this work,
contrary to Redundant Multi-Threading, which is a lower-level technique that
exploits SMT hardware in processors. The proposed method makes it possible
to implement a less tightly coupled fault-containment strategy in order to opti-
mize the performance overhead and cost of the reliability approach at system
level. When errors are detected, the recovery consists in calling a service in the
run-time software that performs an application restart. This recovery frees the
resources affected to the application that is affected by an error before freeing
the memory and cleaning the task information in the kernel. A schematic of
the modular run-time designed by CEA LIST is represented on Fig. 5.6. In this
figure, only POSIX API parts being linked with the duplication method used are
represented.

The scheduling policy of the thread management system is FIFO based and
cooperative. The concept of sphere of replication (SoR) (inspired from Mukherjee
[11]) can be defined as a logical domain of redundant execution. Outside of this
SoR, the logical domain is seen as a unique black box where the redundancy is
hidden. The SoR is responsible for the management of the duplication of inputs and
outputs. Some inputs of a SoR need to be replicated to allow the twin mechanisms
to progress at their own pace. There are as many output flows as the number
of replicated instances and the outputs are compared for fault detection or fault
masking (voting). One queue is considered as the main output queue and the other is
considered as a shadow queue. Depending on the application, the output comparison
may be done either at each production step or in a more sporadic way. The cost of
the comparison depends on the content of the output stream and for that reason,
it is very variable. If this cost is too high, a systematic comparison may not be
acceptable.
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Fig. 5.6 Fault-tolerance API
organization

5.4.1.2 Implementation Issues

The STHORM platform’s cluster is operated with a run-time software developed
by CEA LIST and STMicroelectronics. Briefly stated, our case study is a cluster
composed of 16 processor cores with shared memory. Here, cache memories are
deactivated. The STHORM run-time software provides a native programming layer
with POSIX-like APIs. More details are given in [12].

The thread duplication method described before was implemented by the way
of a replication library which was added to the native thread creation API. An
additional argument data_set gives a description of data items that are accessed by
the replicated threads. This new version can create a main thread and N background
copies. The execution engine is based on a cooperative scheduler. The executing
engine always tries to schedule the thread shadow on a processor different from
the one allocated to the main thread, for increased fault coverage. The run-time can
internally distinguish between a thread and its copies by assigning a special thread
identifier (id).

The comparison action between both instances is available through the task
duplication API, which allows to implement various fault containment strategies.
The most strict fault-containment is achieved by doing the comparison every time
both threads have written a new data in the output queue. This strategy may cause
performance loss due to the output resynchronization. What is more, the comparison
itself has a cost due to a software parsing of both queues. If we consider that the SoR
is authorized to contaminate the next thread of the streaming chain—which means
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Fig. 5.7 VC1 task graph with partial replication

then that we assume that a recovery mechanism is available at a higher level for
the management of this error propagation—then a less intensive scheduling of the
comparison should be used. This decision depends on the application and on the
availability of the recovery service.

5.4.1.3 Assessment

The performance, memory size, and fault coverage of the replication API were
evaluated with the VC1 decoder application. The task graph of VC1 is shown
in Fig. 5.7. It is composed of six threads; each thread is either a producer or a
consumer. Inter-thread communications are performed through FIFO queues. Here,
only thread IPRED is duplicated (dashed line) on a separate processor. An analysis
of the application susceptibility to SEUs with, e.g., fault injection campaigns would
aid to select the right parts to be replicated. Both input and output FIFO queues
of this thread use the replication API (in red). There is no use of datasets in
this example. The two thread copies share the same inputs. The comparison is
performed at each write operation in the output FIFO queue. The extra execution
time of the whole application is equal to 12% with an input/output bitstream of
64/75 kbytes (two frames). The overhead is mainly due to the extra bus accesses
from the shadow thread, the waiting time for synchronization between the two
threads (blocking FIFO write) and the data comparison. The main contribution is the
latter one.

The comparison time increases linearly with the size of the buffer to be
checked. The comparison is performed on 32-bit words. The memory size of the
replicated application is increased by 2.5%. The overhead is mainly due to the
additional code. The exhaustive assessment of fault coverage with the aid of fault
injection techniques is hard since the exploration space of possible fault scenarios
becomes combinatorial. SEU occurrences in processor and interconnect and shared
memory (thread inputs and outputs) are taken into account. For the purpose of this
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experiment, the effect of a bit-flip is simulated by forcing manually the content of
variables of IPRED thread. With the nonreplicated version, it is observed that the
effect of a bit-flip is either masked or benign (transient noises in output image)
or severe (false coloring, black sequence). With the replicated version, any bit-flip
effect that corrupts the outputs of one of the two threads is detected. Conversely,
an SEU in thread inputs (common mode) or in a processor control register is not
detected and may cause a crash.

5.4.2 Flexible Scrubbing Service for P2012

Software methods such as memory scrubbing can be employed against transient and
permanent memory errors. When applied at operating system level, these methods
have some drawbacks: the balancing between error coverage and performance cost
is difficult and these techniques are reserved for read-only memory sections such as
code sections. The flexible scrubbing service for P2012 is controlled at application
level for scheduling the scrubbing with the knowledge of the application scheduling.
This allows to maximize the error coverage while minimizing the performance cost.
In addition, it enables to do memory scrubbing on read/write memory sections as
well as read-only sections.

5.4.3 OS Support for Fault Tolerance

Current operating system originates from research in the 1960s and 1970s when
the focus was to efficiently share expensive resources, such as a single processor,
between users and programs. Over many years, the systems have been opti-
mized and can scale well for traditional server-based, high-performance workloads.
However, platforms, requirements, and workloads are changing. Platforms are
now parallel with abundant compute resources. Energy and power have become
precious resources which have to be conserved. Reliability and security require-
ments are becoming increasingly strict for many applications. Finally, workloads
are changing, becoming more diverse and less predictable. As a consequence,
innovation in operating systems is needed to address the changes in the computing
landscape.

FenixOS is an operating system that aims to improve the state of the art in
scalability and reliability. To achieve scalability, it limits the data sharing between
processing cores. When data sharing cannot be avoided, the OS uses lock-free data
structures. To achieve reliability, the programming interface and structure of the
operating system have been carefully redesigned.
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Fig. 5.8 The considered many-core platform provided with the two fault-management layers

5.4.4 ReDAS, Fault-Management Layer Based on Thread
Level Replication

ReDAS is a Reliability-Driven Adaptive Scheduling approach for many-/multi-
core architectures, aimed at providing a fault-tolerant execution of multithreaded
applications. The ReDAS approach is based on the redundant execution of the
application threads on the available healthy processing units, where redundant
execution is used not only to achieve fault tolerance but also to monitor the status of
the architecture resources, and their usage, in pursuit of an extended lifetime of the
platform.

The approach has been designed taking in account a target many-core platform,
shown in Fig. 5.8, composed by a set of clusters interconnected by a network-
on-chip (NoC) and coordinated by a unit called fabric controller; each cluster is
a multiprocessor system managed by a cluster controller and devoted to the fast
execution of multithreaded applications; an example of such architecture is the
ST/CEA P2012 [2]. The proposed approach is to dynamically adapt the exploitation
of the system resources and the execution of multithreaded applications to cope
with the occurrence of both soft and hard faults, avoiding those units identified as
damaged. The main goal is to maximize performance, while balancing the use of
the healthy resources to limit wear-out and aging effects, leading to permanently
damaged units.

ReDAS consists of two different layers introduced at scheduling level in the
considered architecture (refer to Fig. 5.8): at the fabric level, where the application
is dispatched to the available clusters, as well as locally, in the cluster, where
the processors and hardware accelerators are exploited to execute the application
threads.

The local fault-management layer has been introduced in the cluster. In par-
ticular, the cluster controller is in charge of guaranteeing the correctness of the
computations during the execution of the single application sent by the fabric
controller. A few assumptions have been adopted. Due to this central and critical
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role, the cluster controller and the hardware synchronizer are assumed to be
designed as hardened at the architectural level. This is necessary to avoid that a
fault affecting their activity would not be detected and would cause the failure of
the overall cluster execution without any alert (single point of failure). Moreover,
the cluster has a memory protection mechanism allowing each thread to write only
its private variables, input data, and output data. This protection system prevents
a thread affected by a fault from randomly corrupting the memory of the other
threads running on the other cluster’s processing units, leading to the failure of
several threads. Finally, the existing watchdog timers are exploited for detecting
violations of execution deadlines caused by transient/permanent faults. Given these
assumptions, any physical permanent or transient fault can be modeled as a failure
of the single processing unit running a thread producing a wrong result within the
expected deadline.

The cluster fault-management layer adopts a detection and mitigation strategy
based on replicating the execution of the application two or more times, on
different processing units, to compare redundant results; in particular, triple modular
redundancy (TMR) is used for mitigating errors. When a new application is
received, the cluster controller issues three different replicas of its execution. Then,
the cluster controller’s scheduler that uses a FIFO policy has been enhanced to
assign replicas of the same nominal thread on different processing units. Moreover,
after completing the execution of a replica triplet, the scheduler issues a voter task
devoted to the detection and the mitigation of errors generated by the occurred faults.
Due to the criticality of the voting threads, the cluster controller executes them, it
being the only fault-tolerant unit. Finally, successor threads become ready only after
the end of the voting activities.

The fault-management layer is also in charge of classifying faults as transien-
t/permanent and of adopting the appropriate recovery actions. For this purpose, the
layer uses two support tables:

• The local resource health table (LHT) stores information on the status of cluster
and its processing units. In particular, each processing unit may assume three
different states: (1) healthy, if the unit is operational, (2) damaged, if a permanent
failure has been identified, and (3) under-analysis, if the unit is suspected to be
damaged and, therefore, requires the execution of specific diagnostic procedures.

• The error log table stores information on the errors occurred in the computation
and identified by the voting threads, to determine whether the fault is transient or
permanent (on the basis of its occurrence).

Periodically, the cluster controller performs an analysis of the error frequency in
each processing unit. If the frequency of a processing unit reaches a specified
threshold, the layer can put that resource in quarantine by updating in the resource
health table its status to under-analysis. In this way, the processing unit becomes
unavailable for the scheduler, and a diagnosis thread is started on that resource to
verify the presence of a permanent damage. If the test is positive, the unit is tagged
has damage and will not be used; otherwise, the resource status is restored to healthy
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and the unit will be again available to the scheduler. Finally, the fault-management
layer is provided also with additional scheduling policies to prevent and limit wear-
out and aging effects. In particular, LHT contains another column specifying the
utilization of each processing unit. Thus, to balance the average workload of each
unit, when there are new ready threads, the scheduler will awake the processing
units according to the order specified by this new index.

A second fault-management layer has been introduced in the fabric controller
to perform a reliability-aware dispatching of the applications to be executed. The
fabric controller has a global health table (GHT) that summarizes the status of
the overall architecture containing information about the percentage of damaged
resources and a utilization index of each cluster. Similarly to the state-of-the-art
P2012 implementation, the entire application is dispatched to a single cluster. Thus,
a basic dispatching strategy aimed at limiting wear-out and aging effects has been
defined, by allocating the application to be executed to the first idle cluster, with
the minimum utilization index. Moreover, since the performance achievable by a
cluster (and hence by the entire architecture) is affected by the ratio of its healthy
resources, the fabric controller keeps track of the health status of each cluster in the
GHT and when the number of healthy resources diminishes below a fixed threshold,
it disables the cluster as a whole.

5.4.5 Run-Time Aging Detection and Management

Among the various dimensions of reliability, aging (i.e., a drift of some performance
metric over time) has emerged as a critical problem in nanoscale technologies,
due to the manifestation of mechanisms such as bias temperature instability (BTI),
HCI, and time-dependent dielectric breakdown (TDDB). These effects directly
impact the aging of devices (logic and memories) with the net result, on a larger
scale, of progressively decreasing the operating frequency of a core. This problem,
which is relevant by itself, is even more marked in multi-core architectures, where,
due to nonuniform usage patterns, the various cores will age at different rates.
Letting a device completely wear out without any intervention will impact the
system as defective cores have to be permanently removed from the pool of
active cores. Strategies include (1) detecting the aging, possibly online and without
resorting to sensor, and (2) combating the nonuniform aging over the various
cores.

Here, we focus on a methodology for the construction of high-level aging
macromodels to be used dynamically to drive strategies that aim at equalizing the
aging of the various cores. The methodology consists of two phases: model design
and model characterization. There is a possible third phase (model adaptation) that
depends on the availability of (or the possibility of inserting) aging sensors on the
target platform.
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5.4.5.1 Model Design

Since the goal is to have macromodels that depend on quantities that can be
extracted during platform execution/simulation, the first step is to identify the model
parameters. Parameters that satisfy this requirements are typical execution-related
metrics such as those provided in typical performance counters (e.g., L1/L2 misses,
idle cycles, pipeline stalls). The selection should be the most general possible to
avoid too core-specific parameters.

Once parameters are selected, the model is defined. Here there are several
options. First one is to have a flat model in which all execution-related parameters
and the environmental ones (temperature, supply voltage, etc.) are in the same
equation. Another option is to have a two-level model in which the execution-related
parameters are used to model a sort of activity factor, and a classical analytical
model is used for aging, modulated by the activity factor.

More precisely, in the first case, the aging (e.g., �f -frequency decrease) could
be expressed as a general (linear) equation

�f D F.execut ion parameters; physical parameters/:

For instance, F D a1NL1misses C a2Nidlecycles C b1T C b2Vdd would be a concrete
example.

In the second case, the model would be

f D F1.execut ion parameters/ � F2.physical parameters/

For example, f D .a1NL1misses C a2Nidlecycles C : : :/ � F2.Vdd ; Vth; T; : : :/,
where F2 is the analytical formula describing the basic physics of the modeled
phenomenon.

5.4.5.2 Model Characterization

Characterization of an aging model based on measures is difficult if not impossible
because it would imply to execute the system for a large amount of time: to observe
a meaningful amount of performance drift the system should be run (or simulated)
for times in the order of weeks if not months. Therefore, empirical fitting of the
models based on measurements is impossible.

Exploiting the property that most aging phenomena, and NBTI in particular, are
value-dependent, and that this value dependence is independent of the temporal
distribution of values and depends only on the occurrence probability of such
values, we can resort to probabilistic simulation. By using probabilities the time
horizon is irrelevant, so a single simulation can be used to represent a behavior of
any temporal length.
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A probabilistic simulation clearly requires the availability of the netlist of the
core to actually simulate and extract signal probabilities. While this is not always
possible (as, for instance, would be for the P2012 core), by properly selecting the
parameters of the models (the execution parameters), and by using a generic core
architecture, one can derive the model and assume it has a more or less general
validity.

The selected netlist is then RTL simulated under various testbenches to extract
several sample points. Every simulation will get a given value of the chosen
parameters and the corresponding aging value. The various samples will then be
used to derive the coefficients of the model using regression.

Once the model is determined, it can be easily used in the target platform (e.g.,
P2012) to extract aging. This will require the calculation of the various model
parameters for a given time interval (e.g., miss rate and pipeline stalls over 10K
cycles), plug them into the models, and get the resulting aging data.

5.4.6 Fault Tolerance for Multi-Core Platforms Using
Redundant Deterministic Multithreaded Execution

A common technique applied for fault tolerance is redundant execution, in which a
program is replicated in such a way that replicas process inputs in the same order,
perform the same computations, and produce the same outputs. In other words, the
replicas need to be deterministic.

In this way, if any divergence is found between the replicas, it can be assumed
that it is due to a fault. However, the problem with multithreaded applications
running parallel on multi-core systems is that they are inherently nondeterministic,
especially if they are programmed in traditional programming languages such as
C and use mutexes to perform shared memory accesses. Moreover, there are other
sources of nondeterminism such as interrupts and nondeterministic functions, such
as random numbers.

To address these issues, a library is proposed to allow programmer to execute
replicas in a deterministic manner in the presence of mutexes and nondeterministic
functions. Moreover, such a library allows the programmer to checkpoint the
application at regular intervals, so that when divergence is seen due to a fault
occurring in one of the replicas, the application is rollbacked and reexecuted from
that checkpoint. Lastly, a watchdog timer can be used to initiate rollbacks on hang-
ups. Figure 5.9 shows the resulting control flow for fault-tolerant execution.

At this moment, the proposed approach only addresses transient faults. However,
deterministic execution can also be efficiently applied for fault diagnosis, that is to
find if a fault is transient, permanent, a software bug, or a hardware fault. An initial
implementation on general-purpose platforms demonstrates an overhead limited to
less than 50%.
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5.5 Conclusion

In the SMECY project, the issues related to the reliability of emerging many-
core architectures to be used for the acceleration of compute-intensive applications
have been addressed through several approaches, targeting different levels in the
combined space of design and run-time tools and software stacks.

Techniques investigated include extensions to the programming model to support
the introduction of fault-detection and fault-tolerance capabilities. Such mecha-
nisms are then used by approaches working at design time or at run-time. A key
challenge is the unpredictability of the working conditions (application workload)
of the system. A many-core platform, given its abundance of resources, can be used
through a fault-tolerance-aware run-time resource management system, to replicate
critical computations to ensure the identification of faults and the mitigation of
their effects. Another key challenge is the issue of aging, that is the degradation
of hardware components with time. This issue has been tackled both at the software
level and, to a lesser extent, at the hardware level, thus enabling a graceful
degradation of the system.

In conclusion, it can be stated that the availability of resources in excess of
those needed to guarantee performance can be effectively used to manage fault
tolerance in software. At the same time, the homogeneity of resources allows the
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ability to achieve a graceful degradation by applying run-time resource management
techniques to isolate the failing components and redistribute the workload on the
remaining processing elements.
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Chapter 6
Introduction to Dynamic Code Generation:
An Experiment with Matrix Multiplication
for the STHORM Platform

Damien Couroussé, Victor Lomüller, and Henri-Pierre Charles

6.1 Introduction

Since the early beginning of computer history, one has needed programming
languages as an intermediate representation between algorithms description and
machine-readable instructions. In broad outline, running an algorithm on a computer
requires the following steps: (1—software development, implementation) the
developer transcribes the algorithm into a source file containing programming
language instructions, (2—compilation) a compiler translates these programming
language instructions into machine code and performs adaptations to the original
code for optimized fit to the target execution support, and (3—execution) the
processor reads and executes the machine instructions, loads the input data and
produces the data results.

Because compilation is performed before the program is run, the execution
context and runtime data are not known at the time of code generation (Fig. 6.1a).
In order to leverage such information in code optimizations, several solutions
exist. The first is to assume about the characteristics of the execution context
(and to provide verification mechanisms). Another solution consists in adding extra
instructions to adapt the program behavior depending on runtime data, which is
known as code specialization. The last solution, which is the topic of this chapter,
is runtime code generation. The aim is to generate the program’s machine code at
runtime, after the execution context and the optimizing runtime data are known.

Dynamic code generation can be achieved by interpretation or compilation at
runtime [1]. In classical frameworks, the aim is to provide a generic infrastructure
for code generation, bounded by the syntactic and semantic definition of a pro-
gramming language. The generality of such solutions comes at the expense of
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Fig. 6.1 Illustration of the static and dynamic compilation schemes and comparison with the
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an important overhead in code generation, both in terms of memory footprint
and computing power. A well-known example is the Java programming language,
designed to enhance application portability: Java source code is written without a
priori knowledge of the platform that will execute the final machine code, thanks
to a virtual machine that relies on an intermediate representation, the Java bytecode
(Fig. 6.1b). At runtime, the bytecode is either interpreted or compiled into machine
code as soon as the overhead of code generation can be amortized by repeated calls
of the generated code [2]. Despite the fact that a virtual machine has all required
information to perform data-dependent optimizations, interesting values are difficult
to use for such systems owing to an already high code generation cost [1].

Code optimization from runtime information is also useful for large-scale parallel
computing systems, where an application component can be populated on a lot
of processing elements. This application component has to be parametrizable so
that its behavior can be adapted to the processing element where it is instantiated.
To do so, one would need either (1) a generic implementation that one can
parametrize at instantiation but that will suffer from the performance overhead
brought by a generic implementation or (2) to modify and recompile the component
dynamically at runtime after one knows where it will be finally executed. Being
able to specialize the executed code for each of the computing elements is likely
to provide performance improvements, as long as the cost for such optimization
remains modest. This issue is applicable to all large-scale multiprocessor platforms:
from high performance computers in data centers to multiprocessor Systems-on-
Chip (MPSoCs) in future embedded devices. Due to the distributed nature of
computing and memory resources in many-core platforms, it becomes challenging
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to bring dynamic compilation capabilities to such platforms. Moreover, because
of the non-negligible memory footprint of the runtime librairies of just-in-time
compilers (JITs), the limited size of the local memory in embedded many-core
platforms becomes another important bottleneck in this context.

deGoal was designed to provide application developers the ability to implement
application kernels tunable at runtime depending on the execution context, on the
characteristics on the target processor, and furthermore on the data to process:
their characteristics and their values [3]. Usually in processing applications, most
of the execution time is spent in a very small portion of the whole application
source code, which is most of the time a computation-intensive task also called
kernel. We assume that improving the performance of kernels can leverage the
overall application performance. Therefore, the idea using deGoal is to embed ad
hoc runtime code generators, called compilettes, in a software application. Each
compilette is specialized to produce the machine code of one application kernel. On
the contrary to dynamic compilation, in our solution we embed at runtime only the
necessary processing intelligence to perform code optimizations that can exploit the
properties of the data to process, but no analysis of the intermediate representation or
a subset such as bytecode (Fig. 6.1c). As a consequence, this enables the production
of very fast code generators (10 to 100 times faster than typical frameworks for
runtime code interpretation or dynamic compilation). As such, deGoal provides a
lightweight solution for dynamic code generation applicable to massively parallel
systems. The compilettes offer a low-memory footprint and very fast code gener-
ation. Furthermore, deGoal was designed to provide very large portability, which
makes it easily applicable to heterogeneous platforms: The compilettes are compiled
from ANSI-C source code after source-to-source code transformations. The code
generation process that we propose here can target a large number of platform
architectures, which is only limited by the availability of a C compiler for the
processor that will perform the code generation at runtime.

In this chapter, we present an approach to describe a specialized code generator.
The aim is to build a system that:

• Minimizes the generation overhead compared to classical JIT systems
• Allows more flexibility over the generated function application domain

Specifically, we want to be able to select the data type at runtime
• Brings gain in performance, or at least similar performances, by removing dead

code, unused loads or by constant propagation

Our main contributions are:

• The presentation of a way to describe how a code generator should behave for a
key part of an algorithm

• To illustrate that taking into account runtime environment for auto-tuning is
possible and how it offers a performance improvement

• To illustrate the use of specialized code generation for the STHORM platform.

The rest of this paper is organized as follows: Sect. 6.2 introduces the core idea
of deGoal and data-dependent code optimization and Sect. 6.3 details the use of
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our tool on matrix multiplication for the processors of a MPSoC and the results
achieved. We end this chapter by providing an overview of the related works in
Sect. 6.4.

6.2 Overview of deGoal

6.2.1 Kernels and Compilettes

The two categories of software components around which our code generation
technique is organized are called kernels and compilettes.

Kernel. A kernel is a small portion of code, which is part of a larger application,
and which is the target of our runtime code generation setup. Our technique
focuses on the optimization at runtime of these small parts of a larger application
in order to improve the kernel’s performance. In the context of the typical use
of deGoal, good performance is understood as one or several criteria among low
execution time, low-memory footprint and low energy consumption.

Compilette. A compilette is designed to generate the code of one kernel at
runtime. A compilette can be understood as an ad hoc small code generator that is
executed at application runtime. We use the term compilette to underline the fact
that in order to achieve very fast code generation, this small runtime generator
does not embed all the optimization techniques usually carried out by a static
compiler, but only the required ones considering the target kernel to optimize.

In order to target computing architectures that include domain-specific
accelerators and to raise the level of abstraction of the source code, compilettes
are described using a mix of standard C and of a dedicated high-level ASM
language: Cdg [3]. This language has demonstrated its ability to achieve
performance improvements in comparison with highly optimized static code [4].
We have chosen to stay with an assembler-like language in order to stay as close
as possible to the final runtime model: an instruction-set processor. Our aim is
furthermore to allow the direct use of multimedia arithmetics and to provide flexible
and easy support to vectors and complex data sets.

The main paradigm shift relies in the fact that Cdg instructions describe code
to be generated instead of code to be executed. On the contrary to common ASM
languages, it is possible here to parametrize these instructions with values known at
runtime, and to use vector variables. The variables manipulated are vector registers,
whose size will be determined at the time of code generation, when the use of the
physical registers in the programming context is known. It is also possible to map
the assembly instructions to vector instructions when they are available on the target
processor, and to map the assembly instructions to different arithmetic operators
depending on the data values to process. As we will illustrate in Sect. 6.2.3.2, it is
possible to mix C instructions and Cdg instructions. In this case, the C source code
will control the code generation done in the Cdg instructions.
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Fig. 6.2 deGoal workflow: from the writing of application’s source code to the execution of a
kernel generated at runtime

The instruction set includes:

A variable length register set. The instruction set uses vectorial registers with
variable width and a variable number of elements, i.e., the programmer could
define Type f float 64 8 to use any register of type f as a vector of 8
elements of 64-bit floating point values.

Classical arithmetic instructions. add, sub, mul, div, but also instructions
specific to the multimedia domain such as sad (sum of absolute differences),
mma (matrix multiply and add) and FFT butterfly. These instructions can work
on registers of variable length and type.

Load and store. This family of instructions supports stride description. This
permits the description of complex memory access patterns.

Using this high-level instruction set, deGoal can generate the corresponding
instructions for processors which have native support or generate optimized code for
processors without support. In both cases the code generation is fast and produces
efficient code.

6.2.2 Workflow of Code Generation

The building and the execution of an application using deGoal consists of the
following steps: writing the source code; compiling the binary code of the appli-
cation and the binary code of compilettes using static tools; generating the binary
code of kernels by compilettes; running the kernels. These steps are illustrated in
Fig. 6.2 and are explained below:

Application development time: writing the source code This task is handled by
the application developer and/or by high-level tools. The source code of
compilettes is written in specialized .cdg source files that allow for the mix of
Cdg and C languages, while the rest of the application software components are
written using a standard programming language, such as C.
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Rewrite time: generation of C source files This step consists in a source-to-source
transformation: the .cdg source files are translated into standard C source files
by degoaltoc, which is one of deGoal tools.

Static compilation time: compilation of the application The source code of the
application now consists in a set of standard C source files, including the source
code of the compilettes. The binary code of the application is produced by a
standard C compiler. This step is the same as in the development of a standard C
application.

Runtime: generation of kernel’s binary code At runtime, the compilette generates
optimized binary code for the kernel(s) to optimize. This task can be executed
on a processor that is different of the processor that will later run the kernel.
Furthermore, the compilette’s processor and the kernel’s one do not necessarily
need to have the same architecture. A compilette can be run several times,
for example, as soon as the kernel needs to be regenerated for new data to
process. We have detailed in Fig. 6.2 two particular inputs of the compilette: data
and hardware description. The originality of our approach indeed relies in the
generation of a binary code optimized for a particular set of application data.
At the same time, the code generation is able to introduce hardware-specific
features.

Runtime: kernel execution The program memory buffer filled by the compilette is
run on the target processor (not shown in Fig. 6.2).

6.2.3 A Tutorial Example

Our tutorial example illustrates how to handle simple kernels for scalar
multiplication using deGoal (Fig. 6.3). We introduce the main concepts of deGoal
with the trivial example of the multiplication of two integer variables. We then
elaborate on vector multiplication. For the purpose of illustrating how code
generation is performed, our examples are based on the STxP70 processor,
described in Sect. 6.3.2.1. However, the source code of the compilettes illustrated
here could be applied straightforward to other processor architectures.

6.2.3.1 Simple Multiplication

We want to perform the runtime specialization of the generic function
genericMul that multiplies two integers (Fig. 6.3a). After specialization, the
function will be replaced by a function that multiplies by a constant known at
runtime, i.e., that specializes the val parameter of genericMul. However, this
parameter can only be known at runtime: at the initialization time of the process or
during the program execution. Furthermore, it is likely to change multiple times.

The compilette mulCompile is a standard C function that includes elements
of the Cdg language at lines 3 to 8 between #[ and ]# (Fig. 6.3b). Line 4 marks
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a c

b d

e

Fig. 6.3 A tutorial example: dynamic specialization of multiplication. (a) Generic code in C
(b) compilette code (in Cdg) (c) assembly code (val = 10) (d) assembly code (val = 2) (e) assembly
code (val = 10) for a leaf kernel

the moment where the code generation actually begins. Prelude states that this
block needs stack and register management: in the generated code, we only save
and restore the R14 register (link register) because R0 and R1 are defined as
scratch registers in the ABI (application binary interface) of the STxP70. code is
the pointer to the code cache, and finally Prelude comes with one parameter:
in, which means that the generated kernel will take one parameter named in.
According to the ABI of our target processor, in will be allocated by default on R0.

Finally, the rtn instruction is the return instruction that ends the kernel routine
and inserts the return instruction. End ends the code generation: during code
generation, the evaluation of this instruction triggers the computation of branch
locations and the flushing of internal data.

Line 5 performs the multiplication between register in and a C r-value [written
inside #()] and stores the result in out. In this case, the r-value is simply val out
is the output register, allocated on R0 for the STxP70. The compilette, when called at
runtime, produces a binary kernel for the architecture selected at compilation time
(Fig. 6.3c, d, respectively, when val equals to 10 and 2). The two dotted arrows
highlight the locations where the runtime value val is evaluated and integrated
into the produced code as a constant. In this tutorial example we illustrate a simple
data-dependent optimization: the compilette generates either a kernel that uses the
standard multiplication instruction (Fig. 6.3c) or the shift left instruction (Fig. 6.3d)
depending on the value taken by val at runtime.

The source code of the compilette (Fig. 6.3b) is statically processed by deGoal.
The specialized code generator is then generated and dumped into a C file that is
statically compiled by the compiler of the target platform. This approach removes
any direct intermediate representation manipulation and the need for complex code
generation. This way, we reduce the computation time of code generation to the
minimum.
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Fig. 6.4 A trivial implementation of scalar multiplication for vectors in C

Fig. 6.5 Implementation of a compilette for scalar multiplication with vector registers. For the
sake of simplicity, we assume that we have enough registers available to allocate vectors A and B

at once

6.2.3.2 Scalar Multiplication for Vectors

Now that we have introduced the main elements of deGoal for the building of
code generators, we can safely introduce an important feature of our tool: vectorial
registers. To do so, we will extend our previous example to scalar multiplication for
vectors. Our aim is to compute ŒB	 D ˛ � ŒA	, where ŒA	 is the input vector, ˛ a
scalar known at the time of code generation and ŒB	 is the result vector.

Using standard C, we could write scalar multiplication as in Fig. 6.4. With
dynamic code generation, we will specialize the kernel according to the memory
location of A, its length, and the value of ˛. As a consequence, the kernel generated
by the compilette will need only one invocation parameter: the address of vector B

(assuming that it has the same length than A).
There are several possibilities to implement such a code generator, and we will

illustrate two of them here: (1) with the vector support of deGoal instructions
(Fig. 6.5) and (2) by mixing cdg instructions with plain C to control the code
generation and loop over the vector elements (Fig. 6.6). The disassembled binary
code that will be produced for these two generated kernel is illustrated in Fig. 6.7a, b,
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Fig. 6.6 A compilette for scalar multiplication of vectors. The unrolling of the dot product is
controlled by C statements

respectively. To use floating-point arithmetic instead of integer, one would simply
need to replace int by float at lines 5 and 6 in Fig. 6.5 and at line 4 in Fig. 6.6,
when declaring the types used for scalar arithmetics.

In the compilette illustrated in Fig. 6.5, each of the elements of the vector register
v will be mapped to a physical register, as long as there are enough registers
available on our target processor. In Fig. 6.5, one can see in the generated code
that v has been mapped on registers R2 to R9. v being a vector register of
eight elements, the instruction lw v, tmp will actually generate eight successive
memory loads with a stride of one word from the address contained in the register
variable tmp, mapped to R1. The code generator proceeds similarly for the mul and
sw instructions. The multiplication (MP) instruction of the STxP70 processor only
works with two register arguments and not with an indirect memory address as an
argument. Thus, the instruction make32 R12, 42 instruction at line 2 of Fig. 6.7a
is automatically generated by mul to store the contents of variable A_addr in the
scratch register R12 and then perform the multiplication operation with register
R12 as an operand.

Figure 6.7a also demonstrates the capability of our instruction scheduler to deal
with instruction latency and register dependencies. We will illustrate this point on
one example: on the STxP70 processor, the LW instructions have a latency of 3
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a b

Fig. 6.7 Binary code (disassembled) of the kernel generated by the compilettes for scalar
multiplication, with alpha D 42. For the sake of simplicity, guard registers are not shown here
(a) kernel generated from Fig. 6.5 (b) kernel generated from Fig. 6.6

cycles. This means that, to avoid cycle stalls, the MP instruction on R2 (line 6) must
come three cycles after the instruction LW R2 (line 3).

The main difference of the C-controlled kernel (Fig. 6.6) with the vectorized
kernel (Fig. 6.5) comes from the use of the same register variable tmp, mapped
on the physical register R5. tmp successively stores each of the memory loads from
vector A (A_addr) and is then used to store the result of the multiplication by ˛

(alpha_r). Because the same physical register R5 is used to perform all of the
store and multiplication operations for each of the vector elements, our instruction
scheduler is not able to bundle the instructions generated in this kernel because of
register dependencies. As a consequence, the binary code generated from this kernel
(Fig. 6.7b) is far less compact than the code in Fig. 6.7a.

To give an idea of the level of optimization enabled in this example, we compare
the execution times of the kernels in Fig. 6.7a, b and of the C version illustrated
in Fig. 6.4. The compilation is performed with the -O3 optimization flag, and
the execution times are measured using the simulator of the STxP70 processor in
CAS mode, presented later in Sect. 6.3.2.1. The kernels execute, respectively, in
51, 71 and 80 cycles for two vectors containing eight elements. The binary code
of the C version counts 18 instruction bundles. This code is even smaller than
our kernel in Fig. 6.7a because the C kernel uses the hardware loop instructions
of the STxP70. We could help the C compiler with hints about vectorization
(e.g., #pragma unroll), but unrolling the multiplication at the time of static
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compilation is difficult because the vector lengths are not known. On the contrary,
at runtime, it becomes easy to perform loop unrolling knowing the lengths of the
vector that our kernel will process. For larger loops where unrolling would incur a
loss in performance, we could as well use branch instructions and loop structures.
This is not shown in this paper for the sake of brevity.

6.3 An Experiment on Matrix Multiplication

6.3.1 Implementation of Matrix Multiplication

This section describes the implementation of a processing kernel for matrix
multiplication in order to illustrate the use of deGoal. We describe first a reference
implementation, which is statically compiled with the platform’s compiler. We then
describe two improved implementations using deGoal: the first exploits matrix
properties such as matrix size, element size and memory addresses; the second
exploits the values of matrix elements.

6.3.1.1 Reference Implementation

Our aim is to perform the standard matrix multiplication as described in
equation 6.1, where a, b, and c stand, respectively, for elements of matrices ŒA	,
ŒB	, and ŒC 	 of sizes n � p, p � q, and n � q:

8i 2 f1; : : : ; ng; 8j 2 f1; : : : ; qg; cij D
pX

kD1

aikbkj (6.1)

The reference implementation of this algorithm is illustrated in Fig. 6.8. We used
it as a reference implementation for our experimental measurements.

Fig. 6.8 Reference
implementation of the matrix
multiplication (in pseudo C
code)
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Fig. 6.9 Optimized
implementation of the matrix
multiplication using deGoal
(in pseudocode)

6.3.1.2 First Implementation in a Compilette

A simplified overview of our implementation of the matrix multiplication using
deGoal is illustrated in Fig. 6.9. compilette is the code generator that produces
an optimized kernel function kernel, which encompasses the inner-most loop
from Fig. 6.8. The code generated forkernel depends on the properties of matrices
A, B and C: row and column sizes, memory alignment and address of the data
in memory. These values are precomputed and propagated into the instructions
of kernel at code generation time. In consequence, kernel does not need
invocation parameters.

This implementation of kernel is very similar to the reference implementation
introduced above, at the exception that all the constants describing matrix properties,
which are known at code generation time, have been propagated into the generated
code. As we will show in the results section, these improvements alone already
contribute to a good performance improvement.

6.3.1.3 Kernel Specialization on Matrix Values

If the matrices to process are sparse or contain remarkable data values, it is possible
to further increase performance by specializing the generated code depending on
the element values of the matrix to process. We illustrate the data-dependent
specialization of our processing kernel with a naive algorithm for sparse matrices.
Usually, applications that involve the processing of sparse matrices will move to
different processing algorithms and to a dedicated representation of data. However,
our aim is to illustrate here how, thanks to the use of data-dependent optimizations
with runtime code generation, it is possible to drastically improve the performance
of our base algorithm.

The code generation is split in two phases (Fig. 6.10): template_gen
generates the global structure of the processing kernel that is independent of data
values in A. At each processing loop, data_gen fills the kernel’s code upon data
values in the row vector to process in A. When there is nothing to execute (e.g., all
matrix values in the current row in A are null), data_gen returns NULL and we
immediately move to the next loop step.

This technique involves an extra overhead because the kernel’s code is
regenerated at each step in the innermost loop. However, as we will show below,
this overhead can be compensated very quickly for sparse matrices.
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Fig. 6.10 Implementation of the matrix multiplication (pseudocode) with code specialization on
matrix values

6.3.2 Experimental Results

6.3.2.1 Target Architecture

We target in this work the embedded platform called STHORM (formerly Platform
P2012), jointly developed by STMicroelectronics and CEA [2].

The STxP70-4 processor is a 32-bit RISC core. It comes with a variable-length
instruction encoding and a dual issue VLIW architecture. Two sets of hardware
loop counters are provided to enable loop execution at maximum speed without
cycle overheads due to software control. The core processor contains an internal
extension for integer multiplication and an optional single-precision floating point
extension used in this experiment.

The STHORM SDK is delivered with a full tool chain for compiling, debugging,
profiling and simulation in functional and cycle-accurate modes. Our experiments
are based on the platform’s tool chain and on the ISS simulator of the STxP70 core
in CAS (cycle-accurate) mode. In this mode, the simulator models all the latencies
that can occur in the processor pipeline: instruction latency, CPU stalls and register
dependencies. The latencies of memory accesses are not taken into account by this
mode. All our experiments are however using the scratchpad memories (TCDM and
TCPM) of the processor, which lowers the effect of this limitation of the simulator
in our experiments.

6.3.2.2 Port of deGoal for the STxP70 Processor

deGoal handles by default register allocation and a simple mechanism for instruction
scheduling. A simple scheduler allows for the optimization of instruction scheduling
with regards to instruction latencies and register dependencies.
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However, as compared to standard RISC processors, code generation for
the STxP70 processor is a bit more challenging, especially when moving to runtime
code generation. Thenceforth, we extended the port of deGoal for this architecture
with VLIW support: optimizing the dual issue and the construction of instruction
bundles. Also the floating-point support comes as an extension and uses a separate
register file of 16 32-bit registers. Our port of deGoal supports all of these features
of the STxP70.

6.3.2.3 Experimental Setup

We have evaluated our optimized version of the matrix multiplication against the
reference implementation described in Sect. 6.3.1.1.

The reference implementation is compiled in -O3. Loop unrolling and support
of hardware loop counters and of the floating-point extension are also enabled. The
best performance for the reference implementation was eventually obtained with an
implementation close to the pseudocode described in Fig. 6.8, with the addition of
#pragma unroll 8 on top of the innermost loop.

The code generated by deGoal’s compilette does not depend on compiler
optimizations, because it is generated at runtime by the compilette. Hence whatever
the compiler optimizations selected, the execution time of the generated kernel
remains constant. Compiler optimizations have however an effect on the perfor-
mance of the compilette, because it is statically compiled as a standard application
component. In our performance measurements, we have used the same compiler
options to compare the reference implementation and our implementation using
deGoal.

We have also exploited the VLIW extension of the STxP70-v4 core, using the
appropriate compilation flags. On the compilette’s side, VLIW support is integrated
in the cdg pseudo-ASM language of deGoal. As a consequence, it is not exposed
to the developer and the compilette is tailored to automatically exploit this feature
as soon as the processor supports it.

6.3.2.4 Measure of the Code Generation Time

We have instrumented the compilette to measure the time spent in code generation
at runtime: code generation takes from 150 to 300 cycles per instruction bundle
generated. The variation of the average speed of code generation per instruction
bundles is due to the computation of instruction bundling, the scheduling of
instructions according to register dependencies and the extra computations done
at the end of code generation, for example, computing the jump addresses. The best
code generation speed is achieved for unrolled code without instruction bundling.

The code generation time is not taken into account in the speedup results
presented below, because it is not necessary to regenerate the code for each matrix
multiplication. As an indicator, code generation represents 100% of the execution
time for a multiplication of 16 � 16 matrices and less than 0.1% for 256 � 256

matrices.
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Fig. 6.11 Speedup factor measured, for integer multiplication (plain line) and floating-point
multiplication (dashed line), according to the implementation described in Sect. 6.3.1.2

6.3.2.5 Performance of the Processing Kernels

Figure 6.11 illustrates the performance improvements achieved using deGoal as
compared to the reference implementation compiled with full optimization, for
two cases of code generation: using the hardware loop counters provided by the
STxP70 core (HW loop) and fully unrolling the kernel’s code (unrolled). The
speedup factor s represents the reduction factor of the execution duration of our
implementation as compared to the reference implementation. We calculate it as
follows: s D t .ref/

t.degoal/ , where t.ref/ measures the time execution of the reference
implementation and t.degoal/ the time execution of the generated kernel. Our
implementation using compilette brings a good overall performance improvement:
when the matrix size is 256 � 256 elements, we achieve a reduction of the execution
time of 21% for integer multiplication and of 17% for floating-point multiplication.

Figure 6.12 illustrates the speedup factor measured when using code special-
ization on the data of matrix A, as presented in Sect. 6.3.1.3. We illustrate here
the most favorable case where matrix A is the identity matrix. In this case, the
looped implementation shows a huge speedup because of the instructions removed
from the kernel when null values are met in matrix A. The unrolled version is not
efficient, considering the favorable experimental conditions, because a part of the
code generation is performed during kernel’s execution, and code unrolling requires
a lot more instructions to be generated.
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Fig. 6.12 Speedup factor measured, for integer multiplication (plain line) and floating-point
multiplication (dashed line), according to the implementation described in Sect. 6.3.1.3

6.4 Related Work

There is an extensive amount of literature about approaches related to our work with
deGoal.

Dynamic compilation and interpretation are most of the time used together in
just-in-time compilers (JITs) [1]. JITs use interpretation for the parts of the program
that are run seldom, and dynamic compilation is reserved for hotspots, which are
identified by tracing the application activity at runtime. Such techniques usually
require embedding a large amount of intelligence in the JIT framework, which
means a large footprint and a significant performance overhead. In order to target
embedded systems, some research works have tried to tackle these limitations:
memory footprint can be reduced to a few hundreds of KB [5], but the binary
code produced often presents a lower performance because of the smaller amount
of optimizing intelligence embedded in the JIT compiler [6].

In deGoal, the objective is to reduce the cost incurred by runtime code generation.
Our approach allows generating code at least ten times faster than traditional JITs:
JITs hardly go below 1,000 cycles per instruction generated while we obtain 25
to 80 cycles per instruction generated on the STxP70 processor. Our approach is
similar to partial evaluation techniques [7,8], which consists in precomputing during
the static compilation passes the maximum of the generated code to reduce the
runtime overhead. In partial evaluation, the machine code is finalized at runtime
by selecting code templates and filling pre-compiled binary code with data values
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and jump addresses. Using deGoal we compile statically an ad hoc code generator
(the compilette) for each kernel to specialize. An originality of our approach relies
in the possibility to perform runtime instruction selection depending on the data to
process [3].

Code specialization is a technique similar to partial evaluation. Specialization
can be done statically, at compilation time, or dynamically. CCC templates might
be the most well-known static specializer. The developer writes a function that is
parametrized by a list of types or integer-constant parameters. When the template
is used, the user indicates missing parameters and the compiler automatically
generates the new function according to those parameters. This brings more
flexibility during the development process at the expense of a fast growing binary
size, because for each set of parameters, a new function is generated. However, the
template parameter values have to be known at compile time, which strongly limits
the number of code optimizations applicable.

Equivalent systems that operate at runtime are less used and include a larger
diversity of approaches, which can be regrouped into different categories. Fully
manual approaches rely on the user to describe what should be generated at
runtime [9, 10]. With this approach, the user has a fine control over the generated
code. Semi-manual approaches rely on the user to annotate parameters that should
be specialized [11]. Fully automatic approaches try to detect, at compile time, the
code parts that could benefit from runtime code generation [12–14]. Each approach
avoids an explosion in code size while maintaining a larger spectrum in which it can
be used. A major advantage is the capability to cover the whole function application
domain without having to speculate on parameter values. The major drawback is, of
course, that a part of the compilation cost has to be paid at runtime and has to be
amortized in one way or another.

Various optimizations can be performed in the various times of application life-
time, for instance, during static compilation (where most optimizations are usually
performed), during link time [15, 16] or during installation time like ATLAS [17].
Some tools use complex schemes like FFTW [18], where multiple code variants are
generated, compiled and then evaluated at installation time. Then, during program
initialization, the codelets are selected by a planner that is parametrized by the
size of the DFT to be computed. Another example that use a similar approach is
ATLAS [17]. Some other optimizations are staged across several times. For instance,
iterative compilation accumulates information through different times. With enough
information, it rolls back to an earlier time to perform new optimizations. Profile-
guided compilation (PGC) uses execution traces obtained by running the application
with a learning data set to perform new optimizations. But few tools are able to
perform optimization based on the runtime environment.

Late code specialization is very close to our approach. Generally speaking, these
approaches pre-compile statically a template version of the application code, which
is completed at runtime by a code specializer. `C [10] extends the C syntax by
adding syntactic elements like ` or @ to describe parts of code that will be generated
at runtime. The compilation phase transforms `C expressions into an intermediate
representation (IR). At runtime the IR is assembled and compiled via simplified
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compiler back-end. DyC [11] is a tool that creates code generators from an annotated
C code. Like `C, it adds some tokens such as @ to evaluate C expressions and
inject the results as an immediate value into the machine code. Calpa [14] uses
profile-guided compilation to detect functions that could benefit from runtime code
specialization and generate the code generator using DyC. Tempo [13] works on
an unannotated subset of C. It analyzes the source code to detect parts of the code
that could benefit from constant propagation and creates a binary template from it.
At runtime, the template is filled with missing values and executed. Fabius [12, 19]
uses a similar approach to Tempo, applied to ML. Our approach differs from those
tools targeting late code specialization by using:

• A low-level code representation with vector description
• No manipulation of bytecode at runtime
• The capability to control the code generation
• The capability to perform cross-architecture code generation.

Approaches for multicore architectures mostly use a classical JIT information.
LLVM [20] (low level virtual machine) is a compilation framework that can
target many architectures, including x86, ARM or PTX. One of its advantages
is the unified internal representation (LLVM IR) that encodes a virtual low-level
instruction with some high-level information embedded on it. Various tools were
built on top of it, starting with clang, a C/CCC/Objective-C compiler. With the
release of the CUDA toolkit 4.1, the Nvidia compiler is based on LLVM. The
driver loads a textual representation of the assembly language targeting the GPU
and then dynamically compiles it to a binary representation. This technique here
is mainly used to hide the implementation details of Nvidia GPUs and not in
the purpose of runtime optimizations. Our approach avoids the use of bytecode
manipulation to focus on specialization using runtime information. In multicore
architectures, the lightness of our approach enables self-generation capabilities at
the level of processing elements, and compilettes can perform cross-code generation
in heterogeneous architectures.

6.5 Conclusion

In this paper, we have introduced deGoal as a tool for runtime code generation,
thanks to the integration of compilettes in a binary application, and we have
illustrated the benefits of using deGoal to optimize processing kernels.

We have shown that deGoal can easily compete with a highly optimized code
produced by a static compiler with little effort: the code produced has better
performance than a code statically compiled with full optimization, and furthermore
the quality of the code produced with deGoal is consistent and does not depend on
compiler’s options. deGoal also allows to specialize the code of a processing kernel
for a particular set of runtime data, which is not possible using a static compiler.
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We have shown that for processing kernels with a high dependency on the data to
process the performance increase can be huge.

Because deGoal is related to the generation of machine binary instructions, its
scope of application is actually restricted to the processor. In order to use these
optimization techniques in large-scale platforms, e.g., MPSoCs or HPC clusters, one
must rely on tools of higher level for the parallelization of an application on multiple
processing elements. Future work will present how it is possible to integrate kernels
optimized with deGoal compilettes in large-scale applications.

deGoal is currently under active development. It is able to produce code
for multiple platforms: Nvidia GPUs, ARM processors (Jazelle, SIMD, Thumb,
NEON), the STxP70, and other RISC processors under NDA.
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Case Studies



Chapter 7
Signal Processing: Radar

Michel Barreteau and Claudia Cantini

7.1 Brief Description of the RT-STAP Algorithm

Space-time adaptive processing (STAP) is a processing technique operating in the
space-time domain that allows the simultaneous cancellation of clutter and jamming
via the computation of a 2D cancellation filter.

Essentially, the radar is required to have an array (for instance, a linear array
along the aircraft axis) of L antennas each receiving K echoes from a transmitted
train of K coherent pulses PRT (pulse repetition time) seconds far apart. The STAP
filter operates the simultaneous processing of the spatial samples, i.e., the different
channels from different antenna elements, and the temporal samples collected
from multiple (consecutive) pulses of the transmitted train. Processing data from
multiple channels enables the control of the directional response of the system,
while processing data from multiple pulses enables the separation of signals based
upon their Doppler frequencies. Unwanted received signals, such as ground clutter
and jamming signals, can thereby be efficiently suppressed. The STAP application
comprises calculations of adaptive weights .w/ and application of these weights on
the input data (vector x) (Fig. 7.1). Under the hypothesis of disturbance having a
Gaussian probability density function and a target with a certain Doppler frequency
and direction of arrival, the output signal of the optimum processor is provided
by the linear combination of the LK echoes x (vector representing the physical
data cube at a certain range cell under test, CUT) with weights w D M�1s�.
M is the noise covariance matrix estimation, i.e., M D Efx�xT g where x
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Fig. 7.1 Simplified schema of the real-time STAP radar application

(dimension LK � 1) is the collection of the LK disturbance echoes in a range
cell, and s—the space-time steering vector—is the collection of the LK samples
expected by the target. The superscripts � and T stand, respectively, for complex
conjugate and transpose. Such a processing technique is highly demanding in terms
of computational power requesting the covariance matrix inversion for the weight
calculation [1].

From the computational viewpoint, the input data structure is a data cube, i.e., a
stream, of thousands of vectors of typically 512 or 1,024 complex single-precision
numbers that are used for calculating the covariance matrix estimation. The most
critical phase (bottleneck) in the application workflow is the weight calculation
through covariance matrix inversion, i.e., the resolution of a very large system of
N linear equations on complex numbers, of order O.N 3/. This computation is
applied to each covariance matrix calculated from each vector belonging to the
data cube, according to a streamlike behavior. As performance measures, we are
interested mainly in the throughput parameter, i.e., the average number of computed
cubes per second. Due to the computational characteristics of this application, this
throughput measure is obtained by the evaluation of the service time per matrix.
On a current machine, the sequential execution of a system of linear equations on
complex numbers, of the sizes indicated above, has a service time per matrix equal to
about 102–104 ms for single-precision numbers. For a true real-time exploitation of
STAP, our target service time per matrix is required to be of the order of 100–101 ms;
thus our requirement is a performance improvement of two orders of magnitude
to be achieved through parallelization strategies. This goal can be met only if
we are able to find almost linear scalable solutions for the parallelization (not a
simple task for our target problem due to the large problem size and to the heavy
data dependencies in a nested loop computation). With lower priority, we are also
interested in the latency per matrix. In some applications we could also accept a
latency of the same order of magnitude of the sequential version, while in other
cases a sensible latency decrease could be required too. All the other phases of the
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applications, though potential and interesting candidates for parallelization (e.g.,
Doppler processing), have much less stringent performance requirements (they are
at least one order of magnitude faster than the weight calculation) and, nowadays,
they can be implemented according to very efficient sequential algorithms and
libraries (e.g., FFT). However, in massively parallel implementation of the whole
application, also these phases could become candidates for parallelization [1].

7.1.1 Detailed Description of the Computational Phases

In the following, for the reasons discussed above, we will consider the weight
calculation phase only. For the resolution of the linear system of equations, we
use the Cholesky factorization direct method, which applies correctly to all the
occurrences of this problem in STAP applications and is characterized by lower
complexity compared to other direct methods (QR versions). For our purposes, the
Cholesky factorization is considered the application bottleneck. As discussed above,
the Cholesky factorization operates on matrices of 512 � 512 or 1; 024 � 1; 024

single-precision complex numbers organized in streams, where the generic stream
element is a vector of 512 or 1,024 single-precision complex numbers.

The classical Cholesky factorization transforms a hermitian positively defined
matrix A into the product of a lower triangular matrix L and of its conjugate
transpose upper triangular matrix LT :

A D LLT

The basic algorithm applies the method definition directly. It is described by the
following algorithmic pseudocode to generate matrix L from matrix A:

f o r ( j = 0 ; j < n ; j ++) {
sum = 0 ;
f o r ( k = 0 ; k < j ; k ++) {

sum += L2
jk ;

}
Ljj = s q r t ( Ajj � sum ) ;
f o r ( i = j + 1 ; i < n ; i ++) {

sum = 0 ;
f o r ( k = 0 ; k < j ; k ++) {

sum += Lik 	 Ljk ;
}
Lij = ( Aij � sum ) / Ljj ;

}
}
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In this nested control structure the size of data structures (notably, parts of
columns) varies at every computation step, though according to a statically recog-
nizable and predictable pattern. The literature contains several alternative versions
of the basic sequential algorithm for Cholesky factorization. Some block-based
versions have been studied in order to optimize the locality and reuse properties
of matrix parts accessed during the various computation steps. A is represented
as composed of smaller square blocks. This can improve the locality and reuse
exploitation: though paid in terms of a larger number of elementary operations on
matrix blocks, these properties are the key for potential optimizations of memory
hierarchy structures, especially in architectures where caching is not primitive. The
matrix representation can be the following:

�
A11 AT

21

A21 A22

�

D
�

L11 0

L21 L22

�

	
�

LT
11 LT

21

0 LT
22

�

where

A11 D L11 	 LT
11

A21 D L21 	 LT
11

AT
21 D L11 	 LT

21

A11 D L21 	 LT
21 C L22 	 LT

22

Denoting chol the application of the Cholesky basic algorithm:

L11 D chol.A11/

and iteratively

L21 D A11=LT
11

L22 	 LT
22 D A22 � L21 	 LT

21

A22 D L22 	 LT
22

L22 D chol.A22/

An algorithmic pseudocode for the block method applied to the Cholesky
factorization is (B denotes the number of blocks composing the original matrix):

f o r ( k = 0 t o B) do {
Lkk = c h o l ( Akk ) ;
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LT
kk= t r a n s p o s e ( Lkk ) ;

L�T
kk = i n v e r t ( LT

kk ) ;
f o r ( i = k + 1 ; i < B ; i ++) {

Lik = Aik 	 L�T
kk

}
f o r ( j = k +1 ; j < B ; j ++) {

LT
jk= t r a n s p o s e (Ljk ) ;

f o r ( i = j ; j < B ; i ++) {
Aij = Aij � Lik 	 LT

jk

}
}

}

Here we can statically recognize different patterns for data dependencies with
respect to other versions not operating on blocks.
According to the application environment, it is possible that the application operates
on cubes that are produced in storage subsystems accessible through I/O and/or files.
Owing to the order of magnitudes of the calculation times, the I/O latency for a cube
transfer can be overlapped with the internal calculation of previous cubes [2, 3].

7.1.2 Data-Parallel Cholesky Factorization

The block Cholesky algorithm can be expressed using several methods, but two of
them are the most used: the left-looking method and the right-looking method. Both
methods use the same kernel subroutine to do the numerical work. The differences
are mainly in the memory access pattern and in cache data locality exploitation.
From the parallelization point of view, the right-looking version expresses more
parallelism as the algorithm explores the data dependency graph breadth-first,
whereas the left-looking version is less parallel but more cache-oblivious.

In the following we outline in detail the communication pattern of the block-
based right-looking version for the Cholesky factorization.

Suppose an N � N input matrix A. By choosing a block size of m, the input
matrix can be split in a set of N

m
� N

m
blocks. Exploiting maximum parallelism in the

computation of the Cholesky algorithm, each block can be computed by a distinct
virtual processor, i.e., a concurrent entity which can be executed on an abstract
machine. This results in a set of virtual processors (VPs), which cooperate in getting
the factorization done by using explicit messages to resolve data dependencies (for
the sake of simplicity we assume a message-passing abstract machine). Without any
loss of generality, we also assume that the input matrix is distributed onto the set
of VPs row-wise, i.e., the VPij owns the matrix block data Lij in his local virtual
memory.
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Fig. 7.2 The pseudo code of the generic VP ij (left)

The pseudocode of the generic abstract executor VPij , and the communications
among VPs at each steps for the case N D 5, is sketched in the following figure
.B D N

m
/.

The abbreviated notation VP�k informally stands for “all valid VPs in the column
k”; in the same way VPk� stands for “all valid VPs in the row k”.

At each step of the main for loop, it is possible to identify four sets of distinct
VPs, each one with different data dependencies (i.e., activation condition). In
Fig. 7.2 we represent different sets with different colors.

At the k-th step, first the VPkk is executed by using only the local block data
values, and then the resulting block Lkk is sent to all VPs in the k-th column; thus,
upon receiving the block, each VP�k can be executed in parallel. The resulting Lik

block produced by the VPik is then sent in parallel to all VPs in the sets VP�i and
VPi�, i.e., to all VPs whose row index and column index is equal to the current
VP row index i . The VPs in the right-side submatrix of size ŒN � .k C 1/	, upon
receiving the blocks, update their local value Aij . It is worth noting that no explicit
barrier is needed to synchronize different sets of VPs during external loop iterations.

As the k index approaches B , the number of computing VPs decreases and the
communications stencil changes his shape (thus changing the number and the size
of the communications). A critical aspect to take into account is the mapping of the
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VPs onto the physical processors (generally a subset of the number of VPs) or, in
other words, the data distribution of the input matrix [4, 5].

7.2 Related Tool-Chain

The demonstrator leverages a tool-chain which includes:

• A front-end tool: SpearDE by Thales Research & Technology, which offers a
graphical interface for describing computation kernels interacting in a data-flow
model. It also allows to graphically model the target platform and the mapping
of the computation kernels onto this platform.

• A back-end tool: Par4All by SILKAN, which is a source-to-source parallelizing
compiler able to provide automatic parallelization of loops.

• A MCAPI layer by CEA which provides a number of low-level tools and run-
times for thread management, memory allocation, and communication.

The tool-chain used for the demonstrator is sketched in Fig. 7.3. It consists in
coupling SpearDE [6] (front-end tool), Par4All [7] (back-end tool) and a MCAPI
runtime. SpearDE is a graphical model-based design environment which pro-
vides the user with both domain-specific application interfaces and heterogeneous
execution platform description interface in order to help the implementation of
data-streaming applications on parallel machines. Par4All is a source-to-source
parallelizing tool generating tasks or parallel programs for various targets from
sequential code (C, Fortran, Scilab, Matlab). The MCAPI runtime is built on top
of STHORM.

Fig. 7.3 Tool-chain used for the demonstrator
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SpearDE allows rapid prototyping on the STHORM platform having the possi-
bility to generate the SMECY IR1 (called SME-C). SpearDE is suited for regular
data-streaming applications. It easily handles multidimensional arrays to partition
and distribute them onto the STHORM memories. Starting from IR1, the Par4All
tool is used to find parallelism in the computational kernels by discovering parallel
loop nests through data dependency analysis. This is done by relying on the
PIPS open source project [8] which is able to analyze the effects of the program
operations by using an abstract interpretation. Parallel loop nests can be replaced by
a corresponding kernel call on the low-level platform. The MCAPI layer provides
thread management, memory allocation and communication primitives.

The main design steps in this tool-chain are the following ones:

Modeling Both the application (RT-STAP) and the execution platform
(STHORM) have to be graphically modeled. The real-time STAP application
will be built from scratch here but SpearDE also accepts C99-based code with a
set of coding rules.

Parallelization First it consists in allocating computing tasks to hardware
resources. Then data parallelism is pointed out. Finally communication tasks
will be inserted where needed and scheduling may be refined.

Code generation All the previous parallelization steps are exploited to generate
the appropriate IR1 code. This guides Par4All to generate an efficient IR2 code
through several passes.

Execution The IR2 primitives rely on the MCAPI layer to ensure an efficient
execution on STHORM.

7.2.1 Application and Execution Platform Modeling

The application model of the demonstrator is shown in Fig. 7.4. The block Cholesky
algorithm (green dashed lines around the Chol module) has been decomposed into
several nodes. Each node in the graph matches a computing task (one step of the
Cholesky algorithm) that includes a (parallel) loop nest; it executes a so-called
elementary task that is usually iterated by several static affine nested loops. The
elementary task represents a basic operation (e.g., matrix multiply or inversion,
convolution) or a function already optimized or inherently sequential. The Cov
module (in blue) and the Wei module (in orange) were not decomposed in multiple
elementary nodes. The first and last tasks are artificial tasks that, respectively,
generate inputs and test results.

The SpearDE model of the STHORM platform is shown in Fig. 7.5. The platform
model gives a hierarchical representation of the target system which is not the
exact representation of the physical platform (the 16 cores of each cluster are
not detailed because the generated code will be executed at cluster level but the



7 Signal Processing: Radar 133

Fig. 7.4 SpearDE application model

Fig. 7.5 SpearDE model of the STHORM platform

number of cores is known under the form of an attribute) but is detailed enough to
allow automatic generation of communication nodes in case of distributed memory
data accesses or when data reorganization is needed between two existing nodes.
SpearDE relies on the described topology to compute communications between the
different memories.

Due to STHORM cluster memory constraints and considering the proposed
parallelization in SpearDE, the maximum input size for the demonstrator input data
cube is 128 � 128 � 20 complex float numbers (total size of 2.5 MB). The block size
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Fig. 7.6 Mapping of different application modules in SpearDE

is set to 16 � 16 elements in order to have a good balance between parallelism and
computation granularity.

7.2.2 Parallelisation on the STHORM Platform

Considering the STHORM platform which includes four clusters, each one with 16
processing elements and 256 KB of local shared memory, the following mapping of
modules has been applied:

• The Cov module is mapped on the host processor (the red coloured modules at
the bottom of Fig. 7.6).

• All modules composing the block Cholesky factorization (Chol) are replicated
on each cluster of the STHORM platform in order to be able to compute four
matrices at a time (all orange-colored modules).

• The Wei module is mapped on the host processor working in pipeline with the 4
Chol modules (the green-colored modules).

This allocation is quickly done thanks to a graphical interface (through drag
and drops). At the top of Fig. 7.6, computing tasks (flattened view) are listed on
the left-hand side and hardware resources on the right-hand side. An association
(depicted in the center by a color) between a subset of computing tasks and a part
of available computing resources means that these tasks will be executed by the
selected hardware resources (same color).
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Fig. 7.7 Hierarchical view of the parallelized application under SpearDE

Once this task parallelism decided, the user has to repeat the Chol tasks 16
times to cover the whole matrix (through a push-button mechanism again). The
next step consists in operating a task fusion around these tasks (including the
communication tasks) to implement a round-robin distribution. This task fusion
optimizes the memory occupancy (depending on the life duration of arrays) that fits
the STHORM memory sizes. Communications between the Host and the STHORM
are automatically inserted by pressing a button. This is done in order to send input
data to the accelerator and to receive results back from STHORM.

The resulting parallelized application is shown in Fig. 7.7.

7.2.3 IR Code Generation

7.2.3.1 SpearDE/IR1 and Par4All/IR2

SpearDE translates the results of these parallelization steps into an IR1 code. The
related Fig. 7.8 shows:

• Parallel loops (#pragma omp parallel) with other OpenMP directives
(e.g., schedule(static,1) means 1 thread per processor with a static
scheduling)

• Some SMECY-specific mapping directives (#pragma smecy map)
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• The round-robin distribution (num_threads(4) schedule(static,1))
• Some communication primitives (#pragma smecy communication) that

make this IR1 executable.

All these informations enable to guide Par4All in producing an efficient IR2
code. As Par4All is a source-to-source compiler, it refines this SME-C code through
several passes: it uses SMECY-specific macros (see below SMECY_*)

Listing 7.1 SMECY-specific macros generated by Par4All
v o i d smecy _ f u n c_ f u s i o n _ F_ F2 _ f f t _ C F_ 6 ( ) {

SMECY_set ( f u s i o n _ F_ F2 _ f f t _ C F , 6 ,STHORM, 1 , 0 ) ;
SMECY_send_arg_vector ( fu s i o n _ F_ F2 _ f f t _ C F , 1 , C p l f l o a t , ( ( C p l f l o a t (� ) [ 3 2UL ] ) (UG �> S e g C l u s t e r s . S2 . S3 .
F_X_4_out[ 0 ]
+ 0 ) ) , 1 9 3 � 3 2 ,STHORM, 1 , 0 ) ;
SMEC Y_ p r ep are_ g et _ arg _ v ec t o r ( fu s i o n _ F_ F2 _ f f t _ C F , 2 , C p l f l o a t , ( ( C p l f l o a t (� ) [ 3 2UL ] ) (UG �>

S e g C l u s t e r s . S2 . S3 . F_ Fi l t _ Do p _ o u t [ 0 ] + 0 ) ) , 1 9 3 � 3 2 ,STHORM, 1 , 0 ) ;
SMECY_launch ( f u s i o n _ F_ F2 _ f f t _ C F , 2 ,STHORM, 1 , 0 ) ;
SMECY_get_arg_vector ( fu s i o n _ F_ F2 _ f f t _ C F , 2 , C p l f l o a t , ( ( C p l f l o a t (� ) [ 3 2UL ] ) (UG �> S e g C l u s t e r s . S2 . S3 .

F_ Fi l t _ Do p _ o u t [ 0 ] + 0 ) ) , 1 9 3 � 3 2 ,STHORM, 1 , 0 ) ;
SMECY_cleanup_send_ arg_v ec to r ( fu s i o n _ F_ F2 _ f f t _ C F , 1 , C p l f l o a t , ( ( C p l f l o a t (� ) [ 3 2UL ] ) (UG �> S e g C l u s t e r s . S2 . S3 .

F_X_4_out[ 0 ] + 0 ) ) , 1 9 3 � 3 2 ,STHORM, 1 , 0 ) ;
SMECY_accelera tor_ en d ( fu s i o n _ F_ F2 _ f f t _ C F , 6 ,STHORM, 1 , 0 ) ;
/ / C a l l t o f u s i o n _ F _ F 2 _ f f t _ C F }

that are translated into SMECY MCAPI primitives (see SMECY_MCAPI_*).

Fig. 7.8 SpearDE IR1 piece of code
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Listing 7.2 SMECY MCAPI primitives generated by Par4All
v o i d smecy _ f u n c_ f u s i o n _ F_ F2 _ f f t _ C F_ 6 ( v o i d ) { {

m c a p i _ s t a t u s _ t SMECY_MCAPI_status ;
s i z e _ t P 4 A _ r e c e i v e d _ s i z e ;
C p l f l o a t �p4a_STHORM_1_0_fusion_F_F2_fft_CF_1_msg ;
mcap i _ p k t ch an _ r ec v ( P4 A_ r ece i v e , ( v o i d ��)&p4a_STHORM_1_0_fusion_F_F2_fft_CF_1_msg ,

&P4 A_ rece i v ed _ s i z e , &SMECY_MCAPI_status ) ;
SMECY_MCAPI_check_status ( SMECY_MCAPI_status , " acce l _ smecy _ g en co d e . c " , __func__ , 3 4 5 ) ;
C p l f l o a t �p4a_STHORM_1_0_fusion_F_F2_fft_CF_1 = p4a_STHORM_1_0_fusion_F_F2_fft_CF_1_msg ;
C p l f l o a t p4a_STHORM_1_0_fusion_F_F2_fft_CF_2[1 9 3 � 3 2 ] ;
f u s i o n _ F _ F 2 _ f f t _ C F ( p4a_STHORM_1_0_fusion_F_F2_fft_CF_1 , p4a_STHORM_1_0_fusion_F_F2_fft_CF_2 ) ;
mcap i _ p k t ch an _ sen d ( P4 A_ t r an smi t , p4a_STHORM_1_0_fusion_F_F2_fft_CF_2 , 193 � 32 � s i z e o f ( C p l f l o a t )

, &SMECY_MCAPI_status ) ;
SMECY_MCAPI_check_status ( SMECY_MCAPI_status , " acce l _ smecy _ g en co d e . c " , __func__ , 3 4 8 ) ;
m c a p i _ p k t c h a n _ r e l e a s e ( p4a_STHORM_1_0_fusion_F_F2_fft_CF_1_msg , &SMECY_MCAPI_status ) ;
SMECY_MCAPI_check_status ( SMECY_MCAPI_status , " acce l _ smecy _ g en co d e . c " , __func__ , 3 4 9 ) ; } }

The final MCAPI primitives then run on the GEPOP Posix simulator in this case.

Fig. 7.9 SpearDE IR2 piece of code

7.2.3.2 SpearDE/IR2

Note that SpearDE is also able to generate the MCAPI IR2 from the same (graph-
ical) parallelized application as seen in Fig. 7.7. Moreover SpearDE automatically
manages the different communication protocols between communication ports of
the host and the clusters (for instance no more than 16 ports per node are allowed by
the MCAPI implementation). SpearDE also allows computation / communication
overlapping (for latency optimization purpose).
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Figure 7.9 shows the kind of MCAPI code that has been validated under the
GEPOP Posix simulator.

7.3 Conclusion

This semiautomatic approach (through SME-C) brings some significant advan-
tages:

• The user masters the parallelisation at high level.
• The parallelized application can be functionally tested at early stage since SME-

C is executable (SME-C relies on pragmas that are close to standards like
OpenMP).

• The user can rely on the design space exploration facilities for rapid prototyping
purpose.

• A lot of parallelization information eases the back-end tool role (e.g., no need to
analyze loops that are already declared as parallel).

Hence SME-C (generated by the front-end tool) provides the back-end tool with
several hints that guide its work to generate an efficient low-level code on the target.
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Chapter 8
Image Processing: Object Recognition

Marius Bozga, George Chasapis, Vassilios V. Dimakopoulos,
and Aggelis Aggelis

8.1 The HMAX Algorithm

HMAX belongs to a class of feed-forward object recognition models inspired by the
primate ventral visual pathway and defined by [1, 2]. HAI1 serial (single threaded)
implementation of the algorithm in pure C is based on the “hmin” implementation of
HMAX algorithm in a CCC-MATLAB environment by [3]. This translation from
MATLAB-CCC code to pure C was accomplished with the help of the OpenCV
library which replaced the MATLAB “functionality” of “hmin” implementation.

In this implementation we start by reading an image either from a file or from a
network camera (Fig. 8.1, RI) and convert it to grayscale. This image is then scaled
to 12 different scales ranging from 256 � 256 to 38 � 38 pixels (Fig. 8.1, SI). Up to
this level all image reading and manipulation (conversion to grayscale and scaling)
is performed with the help of OpenCV library.
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Fig. 8.1 HMAX hierarchy model

After SI, we successively compute image features “F” in the alternating S and C
layers where:

• In Simple “S” layers the application of different local filters to the previous layer
is computed.

• In Complex “C” layer invariance is increased by pooling neighboring S1 scales
using the MAX operation. At the same time we subsample in both X and Y
directions.

In the following paragraphs we present in more details layers S1 to C2 in our
implementation.

S1 Layer: Gabor Filters

The S1 layer is the result of the application of 2D Gabor filters, of different
orientations, on every possible pixel (since we cannot center Gabor filters over
pixels near the edge of an image) on the scaled images (ranging from 256 � 256

to 38 � 38 pixels) of SI layer. In our specific model we use 12 Gabor filters with
orientations “equally separated” to cover the whole 360ı. 2D Gabor filters are
11 � 11 in dimension. Images have only one feature at each grid point which is
the image intensity.
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C1 Layer: Local Invariance

In this layer we pool nearby S1 units (of the same orientation) to create position
and scale invariance over larger local regions. We also subsample S1 to reduce the
number of units. S1 at its finer scale is Œ246 � 246 � 4	. For each orientation we
compute a local maximum (MAX filter) over (X, Y) and adjacent scales. We also
subsample by a factor of 5 in both X and Y. This results in S2 layer which at its
finest scale is Œ47 � 47 � 4	.

S2 Layer: Intermediate Feature

In this layer we compute the responses R of C1 layer at every position and scale to a
number of D D 4075 (dictionary) prototype patches Œ4 � 4 � 4	 (separately for each
scale). This dictionary of patches is created by randomly sampling the C1 layer of
training images. The resulting S2 layer at its finest scale is Œ44 � 44 � 4075	.

C2 Layer: Global Invariance

In this final layer a D-dimensional vector is created where each element is the
maximum response in every position and every scale to the corresponding prototype
patch. The result in our implementation is a 4075-D feature vector that can be used
with a classifier of our choice. We have to note here that in this resulting vector all
position and scale information is lost and we are left with a collection of features.

8.2 DOL/BIP-Based Parallelization

This section summarizes the experiments carried out on the HMAX algorithm
using the DOL/BIP design flow. A preliminary version of these results has been
presented in [4]. The DOL/BIP flow is a tool-supported flow for systematic and
component-based construction of mixed software/hardware system models. System
models are intended to represent, in an operational way, the set of timed executions
of parallel application software statically mapped on a multiprocessor platform.
As such, system models are used both for performance analysis using simulation-
based techniques and for code generation on specific platforms.

The DOL/BIP design flow is rigorous and automated and allows fine-grain
analysis of final hardware/software system dynamics. It is rigorous because it
is based on formal models described in the BIP (behavior interaction priority)
framework of [3], with precise semantics that can be analyzed by using formal tech-
niques. A system model in BIP is derived by progressively integrating constraints
induced on application software by the underlying hardware platform. The system
construction method has been introduced in [5]. At user level, the application
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software and the abstract model of the platform are specified using the DOL
(distributed operation layer) framework defined by [5]. In contrast to ad hoc mod-
eling approaches, the system model is obtained, in a compositional and incremental
manner, from BIP models of the application software and, respectively, the hardware
architecture, by application of (automated) source-to-source transformations that
are proven correct-by-construction. The system model describes the behavior of the
mixed hardware/software system and can be simulated and formally verified using
the BIP toolset. Moreover, it can be used as a basis for automatic code generation
for the target platform.

8.2.1 HMAX System Level Modeling in BIP

We briefly recall hereafter the construction of a mixed software/hardware system
model introduced in [5] and illustrate it using fragments of the HMAX algorithm.
The method takes as inputs representations of the application software, the hardware
platform, and the mapping expressed in DOL. The output is the system model
in BIP. The construction breaks down into several well-identified translation and
model transformation phases operating on DOL and BIP models.

DOL is a framework introduced in [5] and devoted to the specification and
analysis of mixed hardware systems. DOL provides languages for the represen-
tation of particular classes of applications software, multiprocessor architectures
and their mappings. In DOL, application software is defined using a variant
of KPN (Kahn process network) model. It consists of a set of deterministic,
sequential processes (in C) communicating asynchronously through FIFO channels.
The hardware architecture is described as interconnections of computational and
communication resources such as processors, buses, and memories. The mapping
associates application software components to resources of the hardware architec-
ture, that is, processes to processors and FIFO channels to memories.

Figure 8.2 presents the process network model constructed from the S1/C1 layers
of the HMAX models algorithm. It contains processes Splitter, GFilter1–GFilter12,
MaxFilter1–MaxFilter11, and Joiner. The Splitter builds the 12 scales of the input
image and dispatches them to Filters. Each GFilter1–GFilter12 implements a
2D-Gabor filter with different orientation. Their results are then sent, feature by
feature, to MaxFilters. Each MaxFilter convolves outputs produced by two adjacent
GFilters. The results are finally gathered by the Joiner. For the scope of this paper,
we target a simplified, preliminary version of the STHORM platform. This version
consists of a mono-cluster version of the STHORM fabric and an Encore engine
featuring 16 PEs.

BIP is a formal framework introduced in [4, 5] for building complex systems by
coordinating the behavior of a set of atomic components. Behavior is defined as
automata or Petri nets extended with data and functions described in C/CCC. The
description of coordination between components is layered. The first layer describes
the interactions between components. The second layer describes dynamic priorities
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Fig. 8.2 KPN model of the HMAX S1-C1 layers in DOL

between interactions and is used to express scheduling policies. BIP has clean
operational semantics that describe the behavior of a composite component as the
composition of the behaviors of its atomic components. This allows a direct relation
between the underlying semantic model (transition systems) and its implementation.
The BIP toolset includes a rich set of tools for modeling, execution, analysis (both
static and on the fly) and transformations of BIP models. It provides a dedicated
programming language for describing BIP models. The front-end tools allow editing
and parsing of BIP programs, followed by code generation (in C/CCC). The
code can be used either for execution or for performance analysis using back end
simulation tools.

As an example, Fig. 8.3 presents the model of a 2D-Gabor filter as an atomic
component in BIP. This component consists of six control locations (START,
S1,. . . , S4, DETACH) and two ports, DOL_read and DOL_write. NDPF_state,
size, and address are local data (variables) of the component. The variables
address and size are associated with the ports. The transitions are either internal
transitions (internal_step) where local computation and updates are made, or port
interactions, where the component exchanges data and synchronizes with the other
BIP components.

The system model embodies the hardware constraints into the software model
according to the mapping. The construction of the system model in BIP is obtained
by a sequence of translations and transformations of the DOL representations, as
follows:

1. Automatic translation of the application software in DOL into a BIP model. The
translation is structural: processes and FIFO channels in DOL are translated into
atomic components in BIP; connections in DOL are translated into connectors in
BIP.



144 M. Bozga et al.

Fig. 8.3 BIP model of a 2D-Gabor filter component

2. Automatic translation of the hardware architecture model in DOL into a BIP
model. The translation is also structural: hardware resources (processor, memory,
bus, etc.) are translated into BIP components; hardware interconnections are
translated into connectors in BIP.

3. Construction of an initial, abstract system model using source-to-source
transformation of the previous two models and composition according to the
mapping.

4. Refinement of the previous system model by including specific timing
information about the execution of the software on the platform.

All the transformations above preserve functional properties of the application
software model. Moreover, the system model includes specific timing constraints for
execution of the application software on the hardware platform. These constraints
are obtained by cross compiling the application model into executable code for the
target and measuring the execution time of the elementary blocks of code (e.g., BIP
transitions). The timing information is integrated in the system model through the
source-to-source transformation done in last refinement step (number 4 in the list
above).

For experiments, we restrict ourselves to the S1 layer of the HMAX models
algorithm. The process network in DOL consists of 14 processes and 24 FIFO
channels. This DOL model is about 700 lines of XML (defining the process network
structure) and 1,500 lines of C (defining the process behavior). The software model
in BIP is constructed automatically from the DOL model. It consists of 38 atomic
components interconnected using 48 connectors. The BIP software model is about
2,000 lines of BIP code. The system model obtained by deploying the S1 layer on
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a single STHORM cluster consists of 125 atomic components interconnected using
about 1,500 connectors. The total BIP description totalizes about 13,000 lines of
BIP code. This description is compiled into about 50,000 lines of CCC code, used
for simulation and performance analysis, as explained below.

8.2.2 Performance Analysis on the System Model

The system model captures, besides the pure functionality of the application
software, all the nonfunctional constraints induced on it by the target platform.
The system model can therefore be used to analyze nonfunctional properties such
as contention for buses and memory accesses, transfer latencies, and contention
for processors. In the proposed design flow, these properties are evaluated by
simulation of the system model extended with observers. Observers are regular
BIP components that sense the state of the system model and collect pertinent
information with respect to the properties of interest, i.e., the delay for particular
data transfers and the blocking time on buses. Actually, we provide a collection of
predefined observers allowing to monitor and record specific information for most
common nonfunctional properties.

Simulation is performed by using the native BIP simulation tool. The BIP system
model extended with observers is used to produce simulation code that runs on
top of the BIP engine, that is, the middleware for execution/simulation of BIP
models. The outcome of the simulation with the BIP engine is twofold. First,
the information recorded by observers can be used as such to gain insight about
the properties of interest. Second, with some cautions, the same information can be
used to build much simpler, abstract stochastic models. These models can be further
used to compute probabilistic guarantees on properties by using statistical model
checking. This two-phase approach combining simulation and statistical model
checking has been successfully experimented in a different context [6]. Moreover,
it is fully scalable and allows (at least partially) overcoming the drawbacks related
to simulation-based approaches, that is, the long simulation times and the lack of
confidence in the results obtained.

For example, the results obtained on the HMAX application are presented in
Fig. 8.4. The execution time of 2D-Gabor filters on STHORM PEs ranges from
220,106 to 068,106 cycles, depending on the size of the input image (ranging from
100 � 100 to 15 � 15 pixels). By using these values in the system model, the total
execution time of the S1 layer is estimated as 225,106 cycles. This overall execution
time is negatively impacted by the long access time (i.e., about 100 cycles) to
the L3 memory (where all FIFOs are mapped) as well as by the bus contention.
A slightly better result is obtained if the FIFOs are all mapped into the TCDM
memory. In this case, the memory access time is about 1 cycle and there is no more
contention. The total execution time reduces to about 220,106 cycles. However, such
a mapping is not feasible due to memory size constraints, that is, FIFOs cannot fit
all simultaneously within the TCDM memory.
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8.2.3 Implementation and Experimental Results

We are developing an infrastructure for generating code from the BIP system
models. We seek for portability and therefore, the generated code targets a particular
runtime that can be eventually deployed and run on different platforms, including
STHORM.

The runtime provides generic API for thread management, memory allocation,
communication, and synchronization. The generated code is not bound to any
particular platform and consists of the functional code and the glue code. The
functional code implements the application tasks, that is, processes in the original
DOL/BIP models. For each task, a C file is generated that contains the description
of the data and a thread routine describing the behavior. The behavior is a sequential
program consisting of computation statements and communication calls, that is,
invocation of particular API provided by the runtime. The glue code implements
the main routine that handles the allocation of threads to cores and the allocation of
data to memories. Threads are created and allocated to processors according to the
mapping description. Moreover, data allocation consists of allocation of the thread
stacks and allocation of FIFO queues for communication. All these operations are
realized by using the API provided by the runtime. The generated code is finally
compiled by the native platform compiler. The code is linked with the runtime,
hardware-dependent library, to produce the binary executable(s) for execution on
the platform.

For our experiments, we have used the native programming layer (NPL), a
common runtime implemented for both STHORM and MPARM platforms [7].
The generated code has been run on virtual platforms available in the STHORM
SDK 2011.1, namely, GEPOP—the STHORM POSIX-based simulator—and the
STHORM TLM simulator.

8.3 OpenCL-Based Parallelization

In Sect. 8.1 the HMAX algorithm was presented. It consists of four distinct layers of
processing, S1, C1, S2, and C2, each one receiving the output of the previous one.
The S1 layer involves filtering the input image, scaled into 12 different scales, using
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a Gabor filter, for 12 different orientations. The filters dimensions are 11 � 11.
The C1 layer is a MAX filter, selecting the maximum values for scale pyramids
for a certain orientation. The S2 layer applies a GRBF filter between the C1 layer
and a prototype set. Finally, the C2 layer is a global MAX filter of the S2 layer,
resulting in a feature vector which corresponds to the initial input image.

Within the framework of the SMECY project, the intensive S1 part of the HMAX
algorithm was programmed to run on a Gepop xp70 ISS multi-core STHORM
platform which was presented earlier in this book. The parallel program was
developed by using the OpenCL framework developed for the STHORM multi-
core according to the OpenCL 1.1 specification from [8], and its use is explained
in [9, 10]. We consider appropriate to present some basic concepts and terms
extracted from the OpenCL framework specification which will allow the reader
to comprehend the subsequent application program analysis and execution.

8.3.1 Basics of OpenCL

As it is stated in the OpenCL 1.1 specification:

OpenCL is an open industry standard for programming a heterogeneous collection of CPUs,
GPUs and other computing devices organized into a single platform. It is a framework
for parallel programming and includes a language, API, libraries and a runtime to support
software development.

The OpenCL framework uses a hierarchy of platform, memory, execution and
programming model. The platform model consists of a host processor connected
to a number of multicore computing devices, which are called “compute units".
The application submits commands from the host to execute computations on the
cores of the multicore compute unit. The syntax of these commands is defined
in the OpenCL specification. OpenCL framework is offered in different versions,
each being appropriate to support the runtime of a specific device, i.e., host or
compute unit. The host version includes all the APIs that it can use to interact with
the runtime, whereas the compute unit version is separate from the host runtime
and compiler. Also, for each device a different language version may be supported,
whereas in the case of multiple language versions the compiler selects the highest
supported language version.

The execution model considers the execution of program to occur in two parts.
The part that executes on one or more compute units and is called “kernel" and the
part that executes on the host. The host program defines the context for the kernels
and manages their execution. Instances of the kernel execute on the different cores of
a compute unit. Each instance is called “work-item" and is identified by its position
in an index space which is defined when a kernel is submitted for execution by
the host. Work items are organized into “work groups". The work groups provide a
more coarse-grained decomposition of the index space and are assigned IDs with
the same dimensionality as the index space of the work items. Similarly, work
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items are assigned local IDs within the work groups. In this way a single work
item in a work group can be uniquely identified either by its global ID or by the
combination of its local and work group IDs. The work items in a given work-group
execute concurrently on the cores of a single compute unit. The index space is called
“NDRange" and is an N dimensional index space where N is one, two, or three.

The work items have access to four distinct memory regions, that is, the global
memory, the constant memory, the local memory, and private memory. In the
global memory, all work groups and work items can read and write data; the
constant memory is a region of the global memory in which the host places memory
objects; in the local memory objects are placed that can be accessed by all the work
items of a work group, and this memory is implemented as a memory dedicated to a
compute device. The private memory is a memory region allocated to a work item.
The application which runs on the host can use the OpenCL API to create memory
objects in the global memory and to enqueue memory commands that operate on
these objects.

The OpenCL execution model supports data-parallel and task-parallel
programming models. The data-parallel model defines a computation in terms
of a sequence of instructions applied to multiple elements of a memory object and
the data are mapped to work items as the index space defines. In the task-parallel
model a single instance of a kernel is executed independently of any index space.

Synchronization between work items in a single work group is achieved by the
use of “work-group barriers". A prerequisite for a work item of a work group to
continue is the prior execution of its work-group barrier.

8.3.2 Parallelizing HMAX Using OpenCL

The parallel version of the algorithm builds upon the sequential C version of the
HMAX code, parallelizing the S1 layer of the algorithm, as it was mentioned
above, leaving the rest of the sequential code unaltered. The S1 layer of the HMAX
algorithm performs a convolution of the input image frames using a 2D-Gabor filter,
for different scales and orientations. In this particular implementation 12 different
image scales and 12 different Gabor rotations are used; thus we have 144 different
image convolutions. The use of multiple scales of the input image and filtering using
different orientations aims at achieving position and scale invariance by the pooling
operation performed at the C1 layer.

The S1 parallelization was based on the data parallelism method which is
the more efficient time-wise approach. The parallelization involves modifying the
original sequential code, by transferring the functionality of the Gabor filter inside
a kernel.

Three different versions of parallel code for the S1 layer have been written under
the following assumptions:
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• A different kernel object is placed in a queue for each scale defined in the host
code. Hence the parallelization takes place in a more fine-grain level within
an image scale, and consecutive computations for each image are executed
sequentially.

• All the parallel implemented versions attempt to balance the computation load
among the 16 available processing cores, by assigning as much as possible equal
amounts of data for each core to process.

• The STHORM fabric is considered to have one cluster available, thus 16 cores
which can execute parallel code. A possible extension would be to make the code
more scalable in order to take advantage of a multi-cluster execution.

• Within the host code a 1-D NDRange is considered; thus the kernel which
executes the Gabor filtering is called for 16 work items within one work group,
assuming that each work item corresponds to one core processor. Since we have
a mono-cluster execution, only one work group is defined.

• The Gabor filter mask itself is computed in the host code by GaborFilter_Init()
function, which serves as a constructor for the pure C implementation of the filter.

• From a functional point of view, all three parallel versions have been correctly
evaluated and the results from each case do not present any numerical deviations
from the serial code.

• The host code computes the different scales of the input image from precomputed
text files.

• Since the Gabor filter is a convolution, it involves computing an output pixel
by moving the filter window over an area of the input image and executing the
convolution at that particular position. The convolution computation itself for
a particular output pixel takes place in one core processor, which is the core
responsible for that very pixel.

8.3.3 First Version: Using Global L3 Memory

The first parallel version, which is the simpler one, employs only the global memory
(L3 in the STHORM architecture) without utilizing the local memory (L1 in the
STHORM architecture). The basic design principles are presented below:

• Within the kernel code, each work item is assigned a specific number of output
image pixels, for which it computes the Gabor filter convolution. Figure 8.5
illustrates which pixels (painted in orange) are assigned to work item for
processing. Image pixels for the other work items are assigned accordingly.

• No DMA memory transfers or explicit synchronizations whatsoever take place.
• Since each work item is responsible for transferring the needed data, no

synchronization between work items is necessary.
• For the first parallel version a 3-D instead of a 1-D NDRange was actually

employed, dividing the work items according to the vector .f; x; y/ D .2; 2; 4/,
where f refers to each Gabor rotation and x � y refer to the respective image
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Fig. 8.5 Processing using
only the L3 memory

dimension. Moreover, each work item is assigned pixels which are not adjacent
to one another, thus are not contiguous in memory. Although only the L3 memory
is utilized; this pixel assignment could have an impact on the performance, should
any implicit memory transfers take place at a lower level.

8.3.4 Second Version: Liberal Approach

The second parallel version is based on the liberal DMA transfers approach, as
mentioned in the STHORM programming guidelines for OpenCL document of [10].
In this version each work item defines private memory arrays and orders DMA
copies for the input image into the private memory area. Computation is dispatched
to each work item as follows:

• Each work item is responsible for computing a consecutive number of image
lines. Care has been taken so that the lines of the image are equally distributed
to work items, thus balancing computational load. To illustrate, in Fig. 8.6 each
work item is assigned two image lines, where each image line consists of two
DMA blocks.

• For every line assigned to it, each work item performs DMA transfers of the
input data corresponding to that line into the L1 memory. The block size that
is transferred with each DMA copy is defined inside the kernel code. Different
block sizes were chosen in such a way that the impact on the execution
performance to be visible.
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Fig. 8.6 DMA transferring with the private memory and PE mapping

• After the DMA copy is complete, the computation of convolutions for all the
pixels in the private memory space takes place. The code was tested with the
output lying on the global memory space only, as well as having the output
first computed in the private memory, then being copied via DMA to the global
memory L3.

• The above mentioned process has also been pipelined using double buffering,
thus allowing an asynchronous copy to take place for the next data block while
the work item computes the convolution for the current data block.

• Since the DMA transfers are more efficient when large chunks of contiguous
memory are copied, the chunk size in this version should be as large as possible.
However, due to the way the problem is partitioned, the largest possible chunk
size for a single DMA transfer is limited to the width of the image, thus the code
is not very flexible in terms of optimization.

8.3.5 Third Version: Collaborative Approach

The third parallel version is based on the collaborative DMA transfers, that is, the
single work group issues a DMA transfer between the global and the local memory,
where the local data will be used by all the work items. The basic strategies in this
version of the code are as follows:

• As one can observe in Fig. 8.7, the computation is divided vertically between
the work items, i.e., each work item computes the convolution for a number of
consecutive image columns within the image block in the L1 memory.
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Fig. 8.7 DMA transferring with the local memory and PE mapping

• The DMA block for the input in this approach was chosen to be as coarse-grained
as possible, in order to minimize the number of DMA transfers. As an illustration,
in Fig. 8.7, four contiguous image lines are transferred via a single DMA
transfer. Unlike the second parallel version, this version allows the programmer
to issue more efficient DMA copies, having of course the disadvantage that
synchronization is necessary before every new copy. Synchronization is achieved
by issuing work-group barriers.

• The Gabor filter data is also copied into the L1 memory before computation.
• At the end of each iteration, synchronization is ensured via a local memory

barrier.
• Given that the third approach requires significantly fewer DMA copies than the

second approach, the simulation traces showed a reasonable increase in execution
speed.

8.3.6 Experimental Results

The three aforementioned parallelization methods were executed using the Gepop
xp70 ISS simulator on the fabric side, in order to obtain more accurate trace results
that could reliably be compared to each other. The execution took place on an Intel
Core2Duo E6750 machine with 3 GB of RAM available. The execution time for
each parallel version was approximately 2.5 h.

The table below summarizes the kernel execution times for each implemented
parallel version. The times are given in machine cycles.

As one can easily infer from Table 8.1, the third parallel version of the
algorithm outperforms the other two in terms of execution speed, despite the fact
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Table 8.1 Execution times for all the parallel versions

Parallel Total kernel time DMA copy time Waiting for events Barrier synchronization
version (cycles) (cycles) time (cycles) time (cycles)

1 7; 516; 337; 152 0 0 0

2 3; 892; 169; 216 12; 576 503; 326 0

3 313; 308; 000 5; 497 652; 848 12; 602; 269

that a significant amount of time is spent during synchronizations. The superior
performance of the collaborative approach lies to some extent on the fact that the
number of DMA transfers is held relatively low, with each DMA transfer copying
as much data as possible.

8.4 OpenMP-Based Parallelization

In this section we present the parallelization efforts for the HMAX algorithm using
the OpenMP programming model. The presentation starts by visiting briefly the
OpenMP implementation on the STHORM platform and then continues with the
actual parallelization and its two variations.

8.4.1 OpenMP on STHORM

OpenMP [11] is the de facto model for programming shared-memory multicores.
It is an intuitive, directive-based model whereby simple annotations added to a
sequential C or Fortran program are enough to produce decent parallelism without
significant effort, even by non-experienced programmers. As such, we believe
OpenMP can form the basis for an attractive programming model beyond HPC,
for multicore embedded accelerators.

In order to provide an implementation of the OpenMP model for the STHORM
architecture we relied on source-to-source compilation. In particular we based
our implementation on the OMPi compiler [12], a lightweight OpenMP V3.1
infrastructure for C, composed of a source-to-source compiler and a flexible runtime
system. The compiler takes as input C code with OpenMP pragmas and outputs
an intermediate multithreaded code augmented with calls to the runtime system.
A native compiler is used to generate the final executable. We duly named our new
compilation infrastructure stOMPi.

An initial observation is that the STHORM fabric is not a stand-alone device—it
is rather a back-end system attached to a host, which could also be a multicore
processor. There is a conceptual difficulty as to where and how the OpenMP
programming model is to be applied: at the host side or at the fabric side? Our design
decision was to be as general as possible, so as to have the greatest flexibility, and as
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programmer friendly as possible, so as to let the programmer express parallelism in
any way convenient. Consequently the goal of our compilation chain was to support
OpenMP at both the host and the fabric levels.

From a programmer’s point of view the application consists of two parts to be
executed, respectively, by the host and the accelerator, which however are presented
in a unified code. The accelerator part is a collection of C functions that are
appropriately annotated. Function annotation occurs at the call site. The annotation
model we follow is based on the SME-C representation [13] that has been proposed
by the SMECY project consortium. In particular, a function call preceded by the
following pragma:

#pragma smecy map(PE,n) [arg[[,]arg]...]
<function call>

causes the called function (“kernel” in OpenCL terms) to be off-loaded to STHORM
and executed (mapped) at PE with id equal to n. The optional “arg” clauses
describe the size and direction of function arguments (input/output/both). In the
off-loaded function code, OpenMP directives are allowed which dynamically spawn
parallelism within the fabric. In addition, OpenMP in the rest of the user code
is translated as parallelism to be generated at the host. Multiple host threads may
off-load multiple functions for simultaneous execution on the fabric.

The stOMPi’s compilation chain is composed of three phases. During the first
phase, the compiler reads the source file and divides it into two new OpenMP files.
The first file contains the code to be executed by the host processor and the second
one has all the kernel functions to be off-loaded and executed on the MPSoC fabric.
During the second phase the separated files are transformed into intermediate C
code. The intermediate file for the host embeds calls to a standard OMPi runtime
designed for the support of shared memory systems, which has been extended to
provide the necessary primitives for communication with the STHORM fabric. The
intermediate file for the fabric is augmented with calls to a new runtime that supports
OpenMP execution within the accelerator. During the final phase, system back-end
compilers are used to link the intermediate object files with the appropriate runtime
libraries and create the two executables.

The parallelization techniques presented here target a single cluster because
currently, the stOMPi tool chain provides full OpenMP support for a single
STHORM cluster of 16 PEs while some limitations exist when utilizing more than
one cluster. A detailed presentation of the design of stOMPi is given by [14].

8.4.2 Parallelizing HMAX Using OpenMP

In order to parallelize HMAX using OpenMP, we followed the same principles
as presented in Sect. 8.3 for OpenCL. In particular, we focused our efforts exclu-
sively on the S1 layer, which performs a convolution of the input image frames
using a 2D-Gabor filter for 12 different scales and 12 different orientations,
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for a total of 144 different image convolutions. The heart of S1 is function
GaborFilter_ComputeLayerwhich performs the necessary computations.

In order to parallelize the S1 layer we started with the sequential version of
the code and added OpenMP directives, since OpenMP is renowned for promoting
incremental parallelism. The result is that the largest portion of the sequential pro-
gram was left almost unchanged. It is notable that in the first parallelization effort,
which we describe next, there was only one OpenMP line added to the sequential
code, inside the GaborFilter_ComputeLayer function. This clearly accounts
for high programmer productivity; of course, the obtained performance was not the
best possible, but it nevertheless shows the practicality of the OpenMP model.

Two parallelized versions using OpenMP were designed and implemented,
corresponding to the First version (Sect. 8.3.3) and Third version (Sect. 8.3.5) of
the OpenCL parallelization. For both versions, the original (sequential) function
GaborFilter_ComputeLayerwas designated as the kernel to be off-loaded to
the STHORM fabric for execution. This was implemented using the smecy map
construct of the first-level intermediate representation (IR-1) defined by the SMECY
consortium. In particular, the call to the function in question was simply preceded
by a #pragma smecy map (PE,0) directive, followed by a number of arg
clauses, describing the direction and size of the function arguments.

8.4.2.1 First Version: No DMA Transfers

In this version, similarly to the first version of the OpenCL-based parallelization,
(Sect. 8.3.3), we followed a straightforward approach. All associated data (input,
output, and filter mask matrices) are stored in L3 (or “shared”) memory. Thus
the corresponding data structures are equally accessible by the host and fabric.
Computation-wise, an OpenMP thread computes a portion of the output pixels.
We chose to distribute the load evenly to the 16 available threads in a way which
is somewhat different to the method used in the corresponding OpenCL code. In
particular, we started by letting each thread compute fully a number of output rows.
To balance the load, we assigned the loop iterations that traverse the output rows
using a static loop schedule, which divides the total number of iterations by the
thread count. However, because the output sizes were mostly integers that are not
divisible by 16 (the number of active OpenMP threads), in almost all cases a slight
load imbalance was present, where some threads were forced to compute one more
full row than the others. To alleviate this phenomenon, the collapse clause of
OpenMP V3.1 was used in order to unify the row-scanning and column-scanning
loops and balance the load evenly.

8.4.2.2 Second Version: Collaborative DMA Transfers

Corresponding to the third version of OpenCL parallelization, we followed a
collaborative DMA approach. The GaborFilter_ComputeLayer kernel was
modified in order to exploit the TCMD memory available locally to the cluster PEs.
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Table 8.2 Simulator execution times for the OpenMP experiments

Parallelization approach Cycles Time (ns) DMA transfer time (ns)

First version 19; 916; 432; 275 49; 791; 080; 689 0

Second version 1; 665; 365; 087 4; 163; 412; 717 13; 602; 204

In particular, PE 0 uses DMA to copy a Gabor filter mask from shared memory to
TCDM. After that the same PE issues DMA requests for a block of input lines.
The corresponding output block is then cooperatively computed by all 16 PEs.
To achieve this a parallel for directive is used to parallelize the column-
scanning loops. The computed output block is then copied back to shared memory
by PE 0 using the DMA mechanism.

In order for the OpenMP programmer to use the DMA facilities of the device,
stOMPi provides its own API for interfacing with the corresponding native platform
primitives; the implemented functions act mostly as wrappers.

8.4.3 Experimental Results

Each of the two aforementioned parallelized versions of the HMAX application was
compiled by the stOMPi compiler and linked with its runtime libraries. The first
one utilized only a single OpenMP directive plus an IR-1 smecy map directive
to off-load the kernel code to the fabric. The second one additionally needed some
(limited) code restructuring and two calls to the stOMPi API to utilize the DMA
facilities.

Both versions were executed in a server with a six-core AMD Phenom II X6
1055T processor with 4 GB of RAM, running Ubuntu Linux. The STHORM SDK
version was 2012.2 which is able to simulate both the host and the fabric sides
of the system. In Table 8.2 we summarize the execution times we obtained for
the two OpenMP-based parallelized versions based on the statistics produced by
the simulator. From the table, it should be clear that the second version results in
significantly faster execution as compared to the first version, due to the extensive
use of local memory instead of the quite slower shared (L3) memory. Another
observation is that the execution times are higher than the ones obtained by the
OpenCL-based parallelization. This is attributed to two factors:

1. The stOMPi OpenMP runtime is relatively “heavier” as compared to OpenCL.
In particular, because of the need to store thread stacks, among others things,
in TCDM, a portion of the TCDM is not available to the application, forcing a
smaller DMA block size and thus more transfers from/to shared memory.

2. A more important issue, however, is that the SDK version utilized does not offer
reliable timing measurements for all memory accesses. In particular, a portion
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of the issued memory requests were categorized as accesses to “other” memory
and were accounted as taking 30� the access time of TCDM, raising the total
execution time by a significant amount.

Because future versions of the SDK will provide better timing facilities, we
expect our timing results to drop sharply. Although we do not expect to surpass the
performance of the highly optimized OpenCL implementation, we envision quite
competitive timing. This fact, combined with the relatively low effort needed to
parallelize the code, confirms our belief that OpenMP is a very appropriate model
for multicore embedded accelerators.
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Chapter 9
Video Processing: Foreground Recognition
in the ASVP Platform

Petr Honzík, Roman Bartosiński, Martin Daněk, Leoš Kafka,
Lukáš Kohout, and Jaroslav Sýkora

9.1 Introduction

Current video surveillance systems belong to two classes based on two technology
concepts. The first and older concept is based on analog video systems that have
been widely used up till now. The second more recent concept is based on the
IP network technology, which enables much more variability in configuration and
communication among all components connected in a network. IP-based video
systems will slowly replace all analog video systems. In our approach we assume
that in the future any network type will be available anywhere in the public and
private space. All electronic appliances will be able to connect to each other over
the network. Because of this reason in our design we need to consider autonomous
equipment that can decide and connect to other devices in the network. In the future,
as the number of monitored areas increases, there will be no chance to keep the
current concept of video surveillance that relies on transferring complete image data
from a big pool of cameras to one remote processing unit that processes all the data
from the cameras as it would increase extremely the communication demands on
the network, and its reliability is limited by the central processing node. Moreover,
transferring all video data over a network brings in a big security risk. For this
reason we need to process video data and make decisions locally and send only
a minimum amount of data to the network to increase safety, processing capacity
and dependability of the whole system. To sum it up, significant features of modern
video surveillance systems are
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• Autonomous execution
• Local decision making
• Decentralization
• Increased privacy
• Cooperation with the outside world

Privacy is one of today’s biggest problems, and most video surveillance system
cannot meet strict rules dictated by privacy of personal spaces. Current video
surveillance systems collect, store and send image data, which all increases
the potential for illegal privacy intrusion. Because of this reason current video
surveillance systems cannot be used to detect dangerous situations in many places
like private rooms or social facilities, and there we have to count only on personal
involvement of persons present there. If we are able to process video data locally
and send out just detected events, we will be able to increase the use of video
surveillance systems in these private spaces.

Modern video surveillance systems built to respect privacy issues must be based
on smart cameras. A smart camera consists of an input device (mostly represented
by a digital camera chip) and input video processing chain. These parts have crucial
impact on the quality of outputs (events) generated by the system.

Figure 9.1 shows an example of an input video processing chain that we will
consider in the remainder of the text. The input video processing chain consists
of several processes that can be seen as three processing levels [1]. Generally, the
amount of data in the chain decreases and the algorithm complexity increases with
a switch to a higher processing level. Processes on the low and middle levels are
usually where the data throughput bottleneck is. On the other hand, processes on
the lower levels can be often parallelized.

The low-level processing usually contains simple operations that are repeated for
each pixels (e.g. color transformations, filtering). As these processes do not need
any additional memory to store contextual data or they need to store only several
common parameters, they can be implemented as high-speed pipelined IP cores in
an FPGA.

On the other hand, mid-level processes (e.g. object segmentation and tracking)
require more complex and iterative or recursive algorithms with additional
contextual data. In general, mid-level algorithms still operate on the whole video
data. More sophisticated algorithms need higher amount of contextual history data
than can be extracted from a single input frame.

The core block in the mid-level processing of video surveillance applications
is motion detection. This process creates a mask of moving objects from a
sequence of time-delayed input frames. The mask is usually computed using
statistical algorithms. The noise in such a result is usually cleaned in the next
operation; traditionally morphological opening is employed. Then connected pixels
are identified as objects by a labelling algorithm. The output from this processing
level is a mask of foreground objects and a table with parameters of individually
identified objects.
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Fig. 9.1 Possible structure of an input video processing chain. Arrangement of component blocks
in hardware resources used in our case

The high-level processes (e.g. object analysis and recognition) often involve
complex sequential algorithms that usually execute on small regions determined
in the middle level; these are best suited to be implemented in a CPU.

9.2 Platform

The implementation platform shown here is the application-specific vector
processor (ASVP) described in [2, 3]. In traditional workflows based on direct
implementation in hardware description languages hardware accelerators must be
recompiled and re-synthesized each time to generate a new FPGA configuration
(bitstream) that can be verified. The drawback of the traditional approach is the
long synthesis time caused mainly by a slow place and route process of the low-
level tools. This also limits the end user to minor changes of the implemented
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Fig. 9.2 A system-level
organization of an
ASVP-based core

algorithm such as tuning of coefficients. In our approach we abstract the custom
accelerator into a specialized programmable architecture based on a network of
programmable data-streaming computing nodes with local memory. To design for
the platform, in the first step the high-level source code is analysed and domain
features are extracted. Based on the required domain features new computing
kernels are implemented in the computing nodes or the existing ones are modified.
The architecture is programmable by firmware to the extent that the sequencing
of basic processing kernels can be changed without resynthesizing the hardware;
hence source code modifications that do not change the problem domain can be
tested quickly for they require only fast firmware recompilation.

The system-level view is presented in Fig. 9.2. Similar to the streaming
architectures (Stanford Imagine [7], IBM Cell [1]), the execution control is
hierarchical:

1. Task scheduling is executing in the Host CPU (e.g. MicroBlaze). Optional
inter-core synchronization is handled by the Communications Backplane (ı).

2. Scheduling of the vector instructions is realized in a simple scalar control
processor (sCPU) embedded in each ASVP core. The sCPU forms and issues
wide instruction words (˛) to the vector processing unit (VPU).

3. Data path multiplexing and vector processing are realized autonomously in the
VPU. The unit handles both the vector-linear and vector-reduction operations, as
well as local memory banks access scheduling (ˇ). The VPU contains data flow
unit (DFU) which performs vector operations.
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9.3 Application

9.3.1 Requirements

We have performed several tests to measure the speed of video processing required
in real-world situations. The main parameter for video surveillance is the frame rate
of the video processing block and video surveillance camera. The minimal frame
rate of the video surveillance camera can be set according to the setting. Five feet
per second is valid for common use in public spaces with people walking. In the
case of moving cars or objects moving faster than pedestrians we need a higher
frame rate. From our tests and experience it is desirable that in two subsequent
frames the distance objects travel be 0.3 m for people and 0.6 m for cars. Table 9.1
shows the frame rate in three most common scenarios.

The next parameter is the minimal required resolution of the input video. The
increasing demands on video quality imply the increase in the resolution of the
input video stream. Currently cameras with the full HD resolution are often used
as input of video stream. Hence we need to consider image resolutions starting at
640 � 480 pixels.

Another strong requirement is that the used algorithm must not exhibit
faulty behaviour with varying external conditions such as time-varying lighting.
The implemented algorithms should be adjustable by the user.

The main idea is that the application should respect privacy issues and provide
image information only if a monitored event occurs.

To fulfil the stated requirements and in line with [1] we have selected the FPGA
technology for implementing the low- and mid-level processes (shown in Fig. 9.1);
the high-level analyses will be executed in a CPU.

As it is not efficient to design, implement and debug complex function cores
directly on an FPGA (i.e. in a hardware description language), we have developed
and analysed all algorithms in Matlab, and then we have implemented them in
hardware. The next subsections analyse algorithms used in the processing blocks
in our video chain.

9.3.2 Motion Detection

The motion detection process detects changes in an input video stream and
returns mask of presently changed regions in the frame. This process is often

Table 9.1 Required frame
rate versus object motion
speed

Type of object Speed (km/h) Frame rate (fps)

People 5 5
Cars in a city 50 23
Cars on a highway 130 60
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Table 9.2 The analysed algorithms for motion detection and memory required to store their
contextual data normalized w.r.t the size of the input video frame

Algorithm Normalized size of contextual data Size for 640� 480

Simple background subtraction 1 900 kB
Spatial temporal entropy image [4] N+1/3 (for N quantization levels) 23.7 MB
Mixture of Gaussians [8] 8*K (for K Gaussian models) 37.5 MB
Modified mixture of Gaussians 5*K (for K Gaussian models) 23.4 MB
Bayes classifications [5] 3*N+4*M+3 (for N color vectors 247.5 MB

and M co-occurrence vectors)

The last column shows the size of contextual data for the recommended settings and video
resolution 640� 480

called foreground/background segmentation, where static regions are marked as
background and changes as foreground objects. There are many algorithms for
motion detection, from simple background subtraction to complex algorithms which
are based on statistical models of the background. In general, simpler algorithms
are faster and need smaller amount of memory to store their contextual data. More
robust and sophisticated algorithms are more computationally intensive and require
higher amount of data memory. All algorithms use one or more parameters (mainly
thresholds) that are adjustable and must be set by the user, but the quality of
their values is crucial to get useful results. These parameters are commonly set
experimentally.

We have analysed several algorithms for their computation complexity, data
consumption and robustness. In the analysis we used the settings recommended
in papers [4, 5, 8] where the algorithms have been described. The algorithms and
the required memory size for their contextual data are listed in Table 9.2. The
table also contains calculated sizes for the recommended parameters and color input
video with resolution 640 � 480 pixels. Figure 9.3 demonstrates the basic quality
of analysed algorithms; it shows the number of false-positive errors each algorithm
produced in relation to the video resolution. The algorithms have been tested on
artificial video sequences prepared in a scene modelling program.

Except simple background subtraction all tested algorithms require floating-point
arithmetic.

Based on the analysis we have selected the algorithm based on the mixture of
Gaussians (MoG) as a compromise between computational complexity, required
memory for contextual data, used operations and the possibility to transform the
algorithm to a vector form. The selected algorithm has been modified to decrease its
memory requirements. The algorithm is based on [8] without shadow detection. This
algorithm belongs to the class of pixel motion detection algorithms which consider
all pixels as independent.

The algorithm is executed for each new frame from an input video in RGB or
another three-component color space. The output of the algorithm is a mask of
foreground objects in the frame.
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Fig. 9.3 False-positive error frequency for a testing video sequence

The decisions if pixels from the current frame represent foreground or
background depend on statistical models and their mixture for each pixel. Each
pixel is modeled by a mixture of K strongest Gaussians models of the background
in the pixel (K D 4 in our implementation). Each Gaussian model defined by
its mean value and variance represents one state (color) of a pixel. Each model
also contains a parameter weight which represents how often the particular model
classified the pixel as the background.

Four models are sufficient to describe basic and repeating changes of the scene
background such as trees in air and moving escalators.

The algorithm tests if the current pixel value belongs to one of the already
existing pixel models. It tests models sequentially from the strongest to the weakest
one. If there is an appropriate model, the model is updated with the new value (the
mean value and variance are updated and the weight of the model is increased).
The model is updated with a given learning rate to perform progressive adaptation
to new conditions. If none of the models describes the pixel, the weakest model is
replaced with a new one which is built based on the current pixel value and with the
default weight. After updating the models, they are reordered from the strongest to
the weakest one, and their weights are normalized. Then the algorithm tests if the
weight of the model (or mixture of stronger models) that describes the new pixel
value is higher than the user’s threshold; if so, the pixel is classified as background.
Otherwise it is classified as a foreground object.
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9.3.3 MoG Implementation

In its basic form the algorithm is suitable for sequential processing. For processing
on the proposed ASVP architecture and with respect to the requirements it has been
modified and transformed to a vector form. The main parts changed are conditional
branching, reordering of the models, replacement of the operations divide and
square root.

Each model in the original version is described by its mean value and variance
in each color channel, weight and sort key. Thus each model is represented by
eight single-precision floating-point (FP) numbers. In our modified version of the
algorithm we reduced the model data to weight, mean value in each color channel
and a common sum of variances, which is five FP numbers that equal to the
reduction of the transferred contextual data by about 37.5%.

In the original version the operation sqrt was used to compute sort keys as a
relation between the weight and variances of a model. Our modified algorithm uses
only the weight to find the strongest and the weakest models. The modified version
does not use the division to normalize weights; this is possible because the algorithm
is recursive, and the weights of the models are updated in each step (with each new
frame) by multiplying them with the forgetting factor that is always smaller than
1; thus the sum of weights for a given pixel cannot be greater than the number of
models (four in our case).

The behaviour of both the original and the modified algorithms can be tuned with
several parameters: background threshold, variance threshold, learning rate, initial
weight, and initial variance.

The modifications of the algorithm have impact on the behaviour of the algorithm
and its convergence, but the impact can be partially compensated by slightly
adjusting parameters of the algorithm. The modified algorithm returns results with
a slightly higher error constituent; it returns about 1% more false positive and about
1% fewer false-negative errors.

9.3.4 Morphological Opening

The second block in the mid-level processing (Fig. 9.1) performs morphological
opening. It cleans the mask of foreground objects from the smallest objects which
are mostly manifestations of noise or statistical errors. The opening algorithm is the
dilation of the erosion of an input image. These operations are well known, and their
description is included in many image processing textbooks (see, e.g. [6]).

9.3.5 Object Labelling

The input to most object labelling algorithms is a binary mask of objects. Some
of the more complex algorithms use both the binary mask and the original colour
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(or greyscale) image as their input. Each algorithm produces either a color mask
where each separate object has a unique color, or it produces a table of objects with
their description. The minimal description should contain a bounding box of each
object (object position and its size) and its centre of mass. To generate a colour
mask object colouring must be executed in two sequential steps. In the first step the
algorithm marks objects with consecutive colours and produces a table of equivalent
colours. In the second step the objects are re-mapped to the colour that described
the particular object in the previous step. After that other characteristics can be
computed for each object. Common labelling algorithms based on colouring the
input image is processed by lines, pixel by pixel. The eight-neighbourhood is used
in most cases while the four-neighbourhood is used rarely. If a pixel is neighbouring
with another pixel that has already been assigned a colour, the pixel is coloured
with the same colour, otherwise a new colour is assigned to the pixel. If the pixel
has more pixels with different colours in its neighbourhood, the algorithm selects
one colour and saves all the other colours to a temporary table of colours assigned
to each object.

If we need only the basic characteristics (bounding box, centre of mass,
volume), we can use a simplified algorithm that colours objects and computes
their characteristics in just one step. All these characteristics can be computed and
updated recursively; therefore the labelling algorithm can also compute the other
characteristics. The algorithm is based on a static table of object characteristics,
where one of the characteristics is the colour used in the algorithm, and objects are
coloured with more colours saved in the table separately.

The output of the algorithm is a table that contains the bounding box, mass centre,
object volume, and colour of each object.

9.4 Implementation and Results

The ASVP approach first constructs a programmable architecture customized for
a given application, then employs software techniques to develop firmware that
implements the algorithm.

In this methodology we need to describe the algorithm as a sequence of vector
operations running in the computing nodes because the synthesized hardware must
support all the required operations. Then the algorithm is written as a firmware
with a sequence of set-up and computing operations in the VPU. The firmware also
controls data transfers between the off-chip shared memory and local memories
through the streaming DMA. Because the ASVP uses dual-port local memories,
operation processing and data transfers from or to the shared memory can overlap.
The data throughput can be maximized by optimizing this overlap. The speed of
computation and data transfer minimization depends on the mapping of the data
vectors to the accelerator local memory. The best performance of the accelerator is
achieved for long data vectors that minimize data transfers between the local and
shared memories.



168 P. Honzík et al.

Fig. 9.4 Diagram of
mapping process

The mapping problem can be solved through colouring of the data-dependency
graph constructed from the sequence of operations and their variables. As the graph
colouring is an NP-complete problem, the mapping is solved by heuristic algorithm.

If a solution is not found or if we want to optimize vector lengths, we can either
insert the VCOPY operation to the operation sequence or use the time domain access
scheduling in the VPU crossbar or try a different colouring.

Figure 9.4 depicts the mapping process. After all variables are mapped to the
local memories, the data transfer schedule can be derived and a firmware program
with operations and data transfers can be designed. In the future the firmware will
be generated automatically from the input sequence of vector operations.

The whole video processing chain is developed and implemented on a Xilinx
SP605 development board with a low-cost, low-power Xilinx Spartan 6 FPGA. The
MicroBlaze soft-core processor is employed as the host CPU. Each algorithm is
implemented in a separate ASVP. The entire system runs at 50 MHz except the
DFUs that run at 100 MHz. All accelerators are synthesized with four memory banks
with 1024 � 32-bit words.

9.4.1 Foreground/Background Segmentation

The architecture of the accelerator contains small local memories relative to the size
of the input frame; therefore each frame must be processed in tiles with N pixels. In
our implementation, each tile contains 50 pixels. The size of the tile is the maximal
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Fig. 9.5 Mapping of variables to local memory A

possible in order to reduce data transfers. Mappings and lifetimes of variables in the
implemented MoG algorithm are shown in Figs. 9.5–9.8. In the figures, the X -axis
represents the time in the execution steps of the algorithm, and the vertical axis
corresponds to the offset in memory. The second memory bank (Fig. 9.6) is occupied
mainly by the pixel models of the background. Our version of the algorithm uses
four models for each pixel. Each model is defined by its mean value for R, G, B
color components, common variance (placed in the first memory bank) and model
weight.

The input data and models for pixels in each tile must be transferred from the
shared off-chip memory to the local memories. Then the accelerator executes the
modified MoG algorithm for all pixels in the tile treated as vectors, then the updated
models are saved back to the shared off-chip memory.

We have modified the algorithm to eliminate conditional branches, hardware-
expensive operations (division, square root) and reordering. We also had to extend
the basic ASVP platform with a number of instructions described below (also
see Table 9.3). Branches are reimplemented so that the algorithm speculatively
computes both possibilities (branch taken and not taken), and with a special
operation VSELECT it selects the proper result from both branches according to
the condition. Reordering of the models has been replaced with a selection of the
strongest and the weakest models from all pixel models. The operations INDEXMAX
and INDEXMIN have been added for this reason. These operations return the integer
index of the element where the maximal/minimal value is located. The integer index
can be used in subsequent operations that work only with a selected model.

Another example of application-specific vector instructions required by the MoG
algorithm is the group of VCONVR / VCONVG / VCONVB instructions. These
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Fig. 9.6 Mapping of variables to local memory B

Fig. 9.7 Mapping of variables to local memory C

instructions take a 32-bit word that represents one pixel, extract a given 8-bit
colour (R, G, or B), and convert the colour to a floating-point value. The VCMPLT
(compare less than) operation compares two vectors element-wise and returns a
vector of boolean values. The VSELECT operation is a vectorized conditional
ternary operator as defined in the C language.

Given a set of operations and their high-level specifications in Table 9.3, the
hardware implementation of the customized DFU can be generated. Currently this
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Fig. 9.8 Mapping of variables to local memory D

Table 9.3 Specific
operations implemented in
the DFU for motion detection

Operation Definition

VMAX A0 �Max.Bi /

VMIN A0 �Min.Bi /

INDEXMAX A0 Argf�MaxBi g
INDEXMIN A0 Argf�MinBi g
VCMPLT Ai  .Bi < Ci / ‹ T W F
VSELECT Ai  .Bi ¤ 0/ ‹ Ci W Di

VGTE Ai  .Bi < Ci /‹Ci W Bi

VBOR Ai D bitwiseOR.Bi ; Ci/

VBNOT Ai D bitwiseNOT .Bi /

VCONVR Ai  int2f loat..Bi >> 16/& 0xFF/

VCONVG Ai  int2f loat..Bi >> 8/& 0xFF/

VCONVB Ai  int2f loat.Bi & 0xFF/

is done mostly manually in VHDL; however, it should be possible to synthesize the
DFU automatically in a tool (this is our future work).

9.4.2 Morphological Opening

In our implementation, we want to be able to set the size of the structure element
for morphological operations. Therefore we use a 3 � 3 square with the origin in
its centre as a structure element. It has a feature that a sequence of N repetitions of
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Table 9.4 Operations implemented in the DFU for morphological opening

Operation Definition

VCOPY Ai  Bi

VAND3H Ai  and.Bi ; BiC1/I i D 0

Ai  and.Bi�1; Bi ; BiC1/I i 2 .0; N � 1/

Ai  and.Bi�1; Bi /I i D N � 1

VAND3V Ai  and.Bi ; Ci ; Di/

VOR3H Ai  or.Bi ; BiC1/I i D 0

Ai  or.Bi�1; Bi ; BiC1/I i 2 .0; N � 1/

Ai  or.Bi�1; Bi /I i D N � 1

VOR3V Ai  or.Bi ; Ci ; Di /

AND and OR are logical operations, i.e. the result of the AND operation is
TRUE if all operands are TRUE

morphological operation with the basic structure element can be substituted for an
operation with an N times bigger structuring element.

The opening operation consists of the erosion and the dilation operations. We
work with binary images, that is, in binary morphology. This means we can
replace the erosion operation with the logical AND among neighbouring elements,
and similarly we can replace the dilation operation with the logical OR among
neighbouring elements.

To maximize the ASVP utilization we have implemented four new operations in
the VPU. These operations allow the VPU to treat each line in the image as one
vector, each line will be read from and written to the shared memory only once.
As the morphological operations described here are fixed-point by nature, they are
executed in a separate computing node that implements just these new operations
to save resources (compared to the floating-point computing nodes with operations
described in the previous section).

Table 9.4 shows the instructions implemented in the DFU that are used in the
opening function. Operations VAND3H and VOR3H get three consecutive elements
from an input vector (line of image) and set the corresponding element in the
output vector if all three elements are set (VAND3H) or one of them is set at
least (VOR3H). On the contrary, operations VAND3V and VOR3V process three
elements with the same index from three vectors (consecutive lines of the input
image).

Figure 9.9 shows the firmware pseudocode for one part of the opening
function. It performs the erosion operation on an input image in Input Buffer
(resolution W � H ) with a full square structure element of size 1 C 2 	 N .

9.4.3 Results

The data path of the implementation is shown in Fig. 9.10. The labelling process is
implemented in software executed in MicroBlaze in the current version.



9 Video Processing: Foreground Recognition in the ASVP Platform 173

Fig. 9.9 ASVP firmware
pseudocode for the erosion
operation used in opening
function

As mentioned above the video application has been implemented in the system
on a chip with hardware compute cores on a Xilinx SP605 development board.
The board contains power management chip accessible through PMBus. Power
consumption has been measured by this chip on power rail that supplies power to
the FPGA internal logic.

The average power consumption of the entire system on a chip with disabled
accelerators is P avg D 433:2 mW. Table 9.5 contains performance data for the
motion detection algorithm executed on one, two, and three floating-point compute
cores for an input video stream with resolution of 640 � 480 pixels. It is shown
that the time required to process one frame is a multiple of the number of used
compute cores, but the consumed energy is the same. The initial requirements for
the minimal frame rate 5 FPS can be reached with three cores running in parallel;
each core computes one-third of each frame.

Table 9.6 shows average of consumed energy for processing one frame in
opening function. The current implementation of opening function reaches frame
rate 11.51 FPS. Consumed energy is 1.67 mJ for one frame and it is only one-tenth
of energy consumed by motion detection operation.
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Fig. 9.10 The data path of
the video chain

Table 9.5 Motion detection

Number of used ASVP

Parameter 1 2 3

FPSŒs�1	 2.07 4.14 6.21
PSoC ŒmW	 460.26 487.58 509.68
PASVP ŒmW	 27.061 54.38 76.48

Computation of one frame
t Œs	 0.436 0.218 0.146
EŒmJ	 11.81 11.87 11.13

Implementation parameters measured on Xilinx SP605

9.5 Summary

We have described an implementation of a video processing chain to be used
in smart camera-based video surveillance applications. The implementation is
based on the Xilinx SP605 development board. The implementation of the video
processing chain is based on the ASVP platform, with the MicroBlaze running
at 50 MHz and the computing nodes running at 100 MHz. Performance results
for motion detection and morphological opening have been shown to meet the
initial design requirements, and the power consumption data indicate that our
implementation is suitable for low-power embedded devices.
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Table 9.6 Morphological opening process

Parameter Value

FPSŒs�1	 11.51
PSoC ŒmW	 452.419
PASVP ŒmW	 19.219

Computation of one frame
t Œs	 0.0868
EŒmJ	 1.67

Implementation parameters measured on Xilinx SP605
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