
Chapter 28
End Users Developing Mashups

Nikolay Mehandjiev, Abdallah Namoun, Freddy Lécué, Usman Wajid
and Georgia Kleanthous

Abstract Mashups can open up access to the wealth of on-line information, allowing
information-providing services to be discovered, integrated and presented in a man-
ner tuned to current user needs. Their uptake is hindered by the fact that most informa-
tion consumers do not have programming background and thus find it difficult to work
with the current systems which are technology-driven. Many researchers attempt to
help such non-programmers by replacing programming scripts with interactive visual
representations to connect different information-providing service components into
an assembly. However, the underlying programming techniques such as event-driven
processing still shape the visual interface and make it difficult to understand for
non-programmers. In contrast, we did not start with the technology but with the
users—service producers and consumers, and studied the core issues which should
be resolved before non-programmers can assemble meaningful mashups, over and
above the presentation-level integration offered by current mashup environments.
The result is an approach to assisted service composition designed for end users,
which uses semantic technologies to shield users from the irrelevant complexity of
service technology, from the heterogeneity of the information and from the need to
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manually resolve dependencies between services. A tool has been developed to help
us validate the approach through two observational studies of non-programmers. The
studies confirmed the enabling effect of the approach, and generated suggestions for
further work at the levels of both the approach and the tool.

28.1 Introduction

The empowering influence of the World Wide Web in terms of fast and convenient
access to information and services from all areas of human knowledge and culture,
and from any corner of the globe, is universally accepted. This is taken a step fur-
ther with the idea of mashups, allowing users to combine information from different
sources, process it and present it in a finely-tuned manner by composing information-
providing services. These have developed from simple web pages aggregating
information from different sources and presenting it side-by-side without any integra-
tion, such as iGoogle and myYahoo!, to sophisticated mashups where information is
passed through a number of processing steps in a workflow-type fashion, for example
Gravity1 and MarcoFlow [11].

Given the clear potential for benefiting from such activities in terms of unleash-
ing creativity and providing services at the point of need, the limited uptake of
mashup environments is somehow puzzling. A closer look at the currently available
commercial environments and research systems reveals one potential reason—the
technology-driven approach underpinning them. The design of such systems would
typically start from an integration technique such as event-driven processing, and a
visual front-end would be constructed to present this technique to the users through
a (hopefully) easy-to-understand metaphor.

However, people trained in programming and able to manage the complexity of
contemporary software technologies are a small fraction of all the users who can
benefit from mashup technology. Mashup environments constructed around an inte-
gration technique such as event-driven processing would not be easily accessible for
the latter type of general users, despite the visual front-ends. Indeed, from the existing
mashup systems (a selection of which is reviewed in Sect. 28.2), the successful ones
(such as iGogle and myYahoo!) are the simplest, presenting information side-by-side
in separate panels without any integration between different information sources.

In contrast to the majority of existing mashup approaches, we started from a
user-driven perspective, and studied the mental models of general users with regards
to mashup activities, and the issues which prevent them from assembling services
into meaningful compositions processing information in a non-trivial manner. The
results, reported in Sect. 28.3 of this paper, suggest we need to reduce learning costs
by making the composition as transparent as possible, hide any technical details
which are not relevant to the task of the user, and provide immediate feedback in

1 Available from http://www.sdn.sap.com/irj/scn/weblogs?blog=/pub/wlg/17826.

http://www.sdn.sap.com/irj/scn/weblogs?blog=/pub/wlg/17826
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respect to any design decisions by end users. We also gained insight into our users’
mental models regarding software services and their composition.

These activities helped us to create a novel task-oriented approach to composing
services into mashups, where users are shielded from the underlying technology and
from the heterogeneity of the information processed, and only asked to select from
a number of alternative information-providing or processing services for different
parts of the composition. Semantic reasoning takes over mundane technical details
such as aligning service inputs and outputs and resolving inter-service dependencies,
and composition templates allow “best-practice” sharing of mashups specific to the
application domain and to the tasks which are to be supported by the mashup.

The approach, called assisted service composition for end users and described in
detail in Sect. 28.4, comprises the following two contributions:

1. A template-based process with three stages: assisted composition, template adap-
tation and learning (generalising user-adapted innovative applications into tem-
plates). Here we focus on the stage of assisted composition since it targets the
widest audience of general users.

2. A semantic technique of service alignment, alleviating the need for data integra-
tion between constituent services, and shielding users from inter-service depen-
dencies and from the technical complexity of service technology.

To validate the approach, we have developed a prototype tool which supports the
approach and allows users to compose mashups by using “point and click” to select
services. The tool uses semantic (monotonic) reasoning to resolve the dependencies
between services, and advises the user regarding compatability between services. We
used this tool in two observational studies with non-programmers. The observational
studies, reported in Sect. 28.5, confirmed the enabling effect of the approach, and
generated suggestions for further work at the levels of both the approach and the
tool.

28.2 Related Research

28.2.1 Mashups and Service Composition Environments

A number of environments exist which allow the composition of information-
provision services in some form of a mashup. The simplest are from presentation-
level mashups which display information from different services side-by-side in
widgets. The widgets support uniform user interface framework and allow the cre-
ation of personalised portal pages. These environments are mainlstream and enjoy a
large number of users, for example iGoogle and myYahoo.

The next level of sophistication supports the exchange of data between differ-
ent components of the mashup such as RSS data sources, information process-
ing services, search services and display components, allowing the creation of
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functionality over and above the capabilities of the individual reusable compo-
nents. Some researchers start their mashup classifications from this category of data
mashups, omitting the previous presentation-level maships, for example Daniel et al.
consider them in the “Simple Mashups” category [10], where we have a single page, a
single user and no support for processing workflow. Often cited examples here are the
commercial environments Yahoo!Pipes2 and MashMaker [13]). Yahoo!Pipes uses
pipe-and-filter-style composition where information sources and processing compo-
nents are linked with dataflow pipes, and focuses on facilitating reuse of composition
templates by allowing users to publish the pipes they have created and to adapt the
pipes of others. Intel’s MashMaker takes a more direct approach, analysing the web
sites visited by users to extract data which are being displayed, and suggesting how
this data can be combined to achieve new output. There are also some research sys-
tems of varying degrees of maturity in this space, for example MashArt [9] uses
event-based mechanisms and dataflow between different types of components to
allow the construction of complex applications. Other systems using dataflow-based
integration include [26, 47, 49] and others, including systems advising on appropri-
ate next steps for the composition [18], and supporting navigation through complex
mashups [12].

In contrast to the first two groups, the third group of process mashups focus on the
flow of control between the different components of the mashup, using visual repre-
sentation of BPEL or BPMN-style constructs linking these components. Examples
of such systems are [11, 27]. At the process composition level, bpmn.org reports
62 tools for wiring services together using the Business Process Modelling Notation
(BPMN). The approach reported here belongs to this group, yet the process repre-
sentations used are hidden from the naive users. In common with other approaches
in this group, we focus on the way mashup components interact in the course of a
business process, and presume that the presentation integration will be handled using
another existing approach.

Inspired by the underlying implementation technology and often validated by case
study implementations, only a few of these systems have been evaluated in terms of
usability and cognitive effectiveness. We focus on these criteria in the next section.

28.2.2 User-Centric Approaches to Service Composition

The academic field of End User Development (EUD) [25, 44] takes a user-centric
approach to creating tools which can enable non-technical users to develop sophisti-
cated applications. Main EUD results include theoretical models such as the tradeoff-
based “Attention Investment Model” [4] and the lifecycle model of Meta-Design [16].
There are also a number of well-known practical successes such as spreadsheets and
database form painters.

2 http://pipes.yahoo.com/pipes/

http://pipes.yahoo.com/pipes/
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Service-focused work in this field, however, is focused on professional program-
mers [2], or on web mashups rather than fully fledged service composition [51].
An exemplary user-driven design process is reported in [41], yet it is focused on
conventional web applications rather than web services.

Interesting conclusions in this field include the need for supporting end users
by hiding irrelevant technical details and complexity from them, providing them
instead with task-oriented languages [37]; and the view of end user environments as
a medium of continuous collaboration between end users and developers, resulting
in the evolution of the environment itself to reflect evolving user skills and require-
ments [33]. The concept of “Power Users” (technology-savvy end users) as a third
side to this collaboration is also important since they are often leaders of user-driven
application innovation. Our studies, reported in Sect. 28.3, confirmed the validity of
some of these conclusions for the domain of user-driven service composition.

28.2.3 Automating Service Composition

Taken to its extreme, the idea of supporting end users in service composition would
translate into the aim of fully automating the composition. Indeed, many AI-inspired
approaches [3, 20, 28, 40] address the issue of automated web service composition.
Full automation, however, even if it were feasible, would miss the chance for user-led
innovation and fine-tuning services to user needs.

Only a handful of approaches have the users in the driving seat and support them
by resolving technical details such as data integration and other service dependen-
cies. For example, Carlson et al. [7] introduce an approach where users can drag a
service onto a canvas, and this narrows down all discovered services to only those
which have compatible inputs and outputs with the service thus selected by the user.
A more structured support of the composition process is provided by the composi-
tion tool reported in [42], where the process is step-by-step, guided by the tool. Both
approaches use semantic tagging of services, and limited semantic reasoning with
the data thus available. However, neither of them uses templates and thus cannot
support reuse of composition knowledge.

Semantic reasoning underpins such selection of compatible services. This can use
basic semantic matching types [24, 39], the difference operator [5, 45] or Concept
Abduction [8]. Different approaches differ in performance and scalability, and we
need to consider the correct approach based on the expected scale of compositions
and number of candidate services. This paper does not address research challenges
related to ontology matching [14], which is out of the scope of this paper.
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28.3 Challenges to Users Attempting to Compose Services

Our user-centric approach to enabling mashup composition by general users necessi-
tated gaining insight into the mental models of services and service composition held
by our target user groups, and understanding the main issues which may impede their
uptake of service composition. This was achieved through a number of focus groups
involving 64 users of mixed background—technical and non-technical. Whilst details
of the full study are published elsewhere [30, 36], here we focus on the main chal-
lenges faced by users from non-programming background when attempting service
composition into mashups.

28.3.1 Realistic Complexity is Overwhelming

Participants quickly extrapolated the simplistic examples used to ones of realistic
complexity, which may involve up to “2000 services for each task”, and a sizeable
number of tasks involved. Our target end users did not consider themselves able (or
indeed interested) to handle such complexity, and to manage the complex dependen-
cies existing between different tasks. Some users also did not consider themselves
at ease with having to “think in sequence”.

The use of “best practice” applications and composition templates was suggested
to address some of the complexity issues and allow the sharing of process knowledge
between users. A further challenge associated with this approach would be to manage
the evolution of both the task and the available services, indeed a successful mashup
tool should be able to accommodate frequent new tasks and services.

28.3.2 Heterogeneous Data and Dependencies Between Serviecs

When participants were presented with diagrams showing the flow of data between
services in a mashup, a number of them pointed out that the high number of con-
nections linking services makes the interactions “difficult to understand” and hard
to figure out “what is going on”. The “spaghetti”-like nature of such diagrams made
it diffucult to work out where “to put a new service”. Also some participants com-
mented on data dependencies as being not “natural”.

The alternative of control-flow-based diagram connecting services was felt to
“lack the level of detail that is required to make it work”. Abstracting away data
from these diagrams was felt by the technical users to introduce potential for errors
in terms of data mismatch between services. Indeed, a number of users pointed
out the different standards and formats of data (XML versus text for example),
and the potential for error this would create. These problems were not foreseen by
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non-technical users who ranked control flow very high and disliked the complexity
which stems from explicitly representing data flow between services.

Related discussion points covered the need to specify the semantics of the services
using standard semantic notations. This, however, was expected to bring complexity
to service descriptions, so we also need to have different ways of representing the
composition to people with different skill levels. We need the tool to be “flexible
enough to allow composition without worrying about low-level details”, whilst we
need some “expert mode” for people with technical skills. The tool should support
the users by validating the services chosen, ensuring there are no mistakes.

28.4 The Assisted Composition Approach

The approach we have developed can support non-technical end users in creating
actual service compositions starting from abstract descriptions of the composition in
a template. Those “power users” who are happier to engage with software are then
enabled to further customise such compositions by changing the abstract templates
and creating innovative variations of standard service composition tasks, customised
to specific application domain or social context. In the third stage, a number of
similar innovative variations would be generalised into a new reusable template by
software developers, thus ensuring the growth of the overall system, allowing inno-
vative compositions to be reused by non-technical users. This three-stage lifecycle
of user-driven composition is shown in Fig. 28.1. Here we focus on the left side of
the cycle, which involves end users binding concrete services to reusable templates.

Our work with end users (see Sect. 28.3) asserts that users should be shielded from
technical details of service assembly such as data dependencies between services. We
therefore hide from end users both control flow dependencies and data dependencies
between tasks within the template processes. These aspects of the composition are
instead considered behind the scene using semantic reasoning.

This section describes in further detail these aspects of our approach, using a
formal model of semantic connections between services. The process of assisted
composition is then presented. But first we describe a short motivating example.

Fig. 28.1 Lifecycle of user-
developed service applications
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28.4.1 Motivating Scenario

The following scenario is one of the several we used within SOA4All. It targets the
arrival of an overseas student to the UK. Students search for suitable universities
and register for a course upon arrival. They use the acceptance letter to open a bank
account and submit tax exemption letters. The bank account is then used to set up
payment for University fees.

There are dependencies between the different registration tasks, often unknown
to the arrivals, which cause delays and repeated visits, leading to frustration. A
composite reusable service can alleviate this by guiding the process and passing the
relevant data through.

Here is a list of tasks required to achieve student registration:

• SearchForAUniversity that returns some Universities and their
descriptions (e.g., UniversityID, Name, Postcode, Course and their
Fees) given a PostCode as a location and some subjects of courses Subject;

• RegisterForACourseInUK that returns an AcceptanceLetter and a
StudentID given a Person and an UKUniversity;

• OpenBankAccount that returns a BankAccount given a Person and an
AcceptanceLetter;

All input and output parameters above refer to concepts from a domain ontology, an
example portion of which is shown in Fig. 28.2. The particular ontology, which is
based on the Description Logics DLs ALE—Attributive language with Atomic nega-

Fig. 28.2 Part of an ALE TBox
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Fig. 28.3 Template-based composition view of the motivating scenario

tion, Concept intersection, Universal restrictions and Existential quantification [1],
is part from a larger pair 〈T ,A〉. T and A refer respectively to a Terminological Box
(or TBox i.e., intentional knowledge) and an Assertional Box (or ABox i.e., exten-
sional knowledge) in DL systems. In the following, we will focus on the TBox T that
supports inference on service parameters by means of DL reasoning. An example of
inference models concept is subsumption (i.e., concept-based hierarchy checking)
for evaluating specialization and generalization of services parameters.

This scenario illustrates the need for user involvement at the level of service cus-
tomisation. Even if the mashup application was developed by software professionals,
each student will have different requirements in terms of need to register with the
police, desire to obtain work permit, children to enroll in local schools, etc. This
variability motivates direct user control of the composition in terms of user tailoring
of the tasks included and which services should be used for each task.

28.4.2 Template-Based Service Composition

An intuitive view to service composition would see it as aiming to satisfy the need
for a (non-existing) service by bringing together existing ones. This integration can
be done manually, yet this would involve the alignment of numerious inputs and
outputs, considering a number of pre- and post-conditions, and dealing with other
technical issues of grounding, etc, which are clearly outside of the skills and interests
of our end users. Since we allow end users to tune a composition to their own needs,
we do not need to have complete automation “from scratch” using program synthesis
and AI planning techniques [28].

Instead we opt to reuse composition knowledge and provide a starting template for
the users. This composition knowledge can be based on past successful compositions,
and can be seeded by formalising domain-specific knowledge about how the problem
addressed by the sought service would decompose into sub-problems [46], and task-
specific knowledge about the core types of information processing activities [43].

Example 1 (Template-Based Service Composition)
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Figure 28.3 presents the template-based composition view of the motivating sce-
nario in Sect. 28.4.1. Tasks (or “service slots”) are designed along rectangles while
simple arrows are used to model a partial order on these services (i.e., its control
flow). Dashed arrows refer to data flow description as possible interdependencies
between tasks.

Here we focus on the stage of template instantiation [34, 48], where we need to
allocate a specific service for each of the generic “service slots” in the template, using
knowledge about the data connections and pre- and post-conditions of services. This
is the ‘Assisted Composition’ arrow in Fig. 28.1. Note that the overall approach also
includes the stages of template adaptation, where power users can create innovative
solutions; and generalisation, or converting the useful innovative adaptations into
new templates, helping the library of templates grow. The last stage addresses the
issue of feasibility of providing a realistic library of templates—once the library is
seeded for a particular domain using generic task scripts, user community will “fill
the gaps” by creating numerious innovative applications, mirroring the processes
currently underway on Facebook and Yahoo!Pipes.

The focus of supporting end users means that, contrary to existing work in the area
(e.g. [22, 29]), we leave control in the hands of our users, and aim to provide expert
guidance regarding three parts of the process: selecting suitable services for each
task, ranking them according to user profile and working out compatibilities between
services in terms of data flow, pre- and post-conditions. The users are involved in
selecting one or more services from the shortlist for each task, according to their
preferences and knowledge. Because we ensure that users have chosen compatible
services, and because these services are tagged semantically, we can automate the
mapping of data from one service to the other at execution time behind the scenes,
without having to involve users in this.

In this paper we focus only on the aspects of selecting a set of appropriate service
candidates for each task, and on working out compatibilities between services in
terms of data flow in order to show to the end user the consequences of them selecting
a given instance. We use semantic reasoning for both aspects, for example once a
user selects a service s j

i for task Ti , we use semantic reasoning to tag as eligible
for further selection only those service candidates for the other tasks in the template
which are compatible with si

j . Before providing further details in Sect. 28.4.4, we
need to describe the semantic reasoning taking place behind the scene.

28.4.3 Semantic Connections of Services

Using tasks specifications of inputs, outputs, pre- and post-conditions of templates,
we should be able to infer additional dependencies between tasks, for example we
can infer data flow dependencies between tasks using their input and output specifica-
tions. In the following we present such dependencies as semantic links [22] between
services. Then we describe our semantic-link-based composition model.
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Fig. 28.4 A semantic link sli, j and its illustration on the motivating scenario

28.4.3.1 Semantic Links

Since input and output parameters of semantic web services are specified using
concepts from a common ontology3 or Terminology T (an example of such is given
in Fig. 28.2), retrieving links between output parameters Out_si ∈ T of services si

and input parameters I n_s j ∈ T of other services s j could be achieved by using a
DL reasoner such as Fact++4 [19]. Such a link, also known as semantic link [22]
sli, j (Fig. 28.4) between two functional parameters of si and s j is formalized as

〈si , SimT (Out_si , I n_s j ), s j 〉 (28.1)

Thereby si and s j are partially linked according to a matching function SimT . This
function expresses which matching type is employed to chain services. The range of
SimT is reduced to the four well known matching type introduced by [39] and the
extra type Intersection [24]:

• Exact If the output parameter Out_si of si and the input parameter I n_s j of s j

are equivalent; formally, T |= Out_si ≡ I n_s j .
• PlugIn If Out_si is sub-concept of I n_s j ; formally, T |= Out_si � I n_s j .
• Subsume If Out_si is super-concept of I n_s j ; formally, T |= I n_s j � Out_si .
• Intersection If the intersection of Out_si and I n_s j is satisfiable; formally, T �|=

Out_si � I n_s j � ⊥.
• Disjoint If Out_si and I n_s j are incompatible i.e., T |= Out_si � I n_s j � ⊥.

Following the definition of semantic links sli, j between web service instances si

and s j , we also define abstract semantic links sl A
i, j between tasks Ti and Tj .

Example 2 (Semantic Link and Subsume Matching Type) Suppose T1 and T2
are respectively tasks related to SearchForAUniversity and RegisterFor
ACourseInUK in Fig. 28.4 (right part) of the motivating scenarion in Sect. 28.4.1.
In such a case, the output parameter University of T1 is semantically linked to

3 Distributed ontologies are not considered here but are largely independent of the problem addressed
in this work.
4 http://owl.man.ac.uk/factplusplus/

http://owl.man.ac.uk/factplusplus/
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the input parameter UniversityUK of T2. According to the example ontology in
Fig. 28.2, this abstract semantic link sl A

1,2 is valued by a Subsume matching type
since Universi t y � U KUniversi t y.

28.4.3.2 Semantic Link Composition Model

When composing services in mashups, we need to be able to reason about the quality
of composition, using aggregation from the quality of individual semantic links. We
conceptualise the process model of web service composition as a directed graph
which has the web service specifications si as its nodes, and the semantic links sli, j

(data dependencies) as its edges.
We can generalise this model to template-based compositions, pre-computed for

instance by template-based and parametric-design-based approaches [34, 48]. The
composition graph there has the tasks specifications Ti as its nodes, and abstract
semantic links sl A

i, j as its edges.

28.4.4 Helping Users Choose Services Through Semantic
Reasoning

Given a template-based composition, semantic descriptions of the tasks in the tem-
plate and of the candidate services, our approach can help users to instantiate tem-
plates with candidate services to optimise the quality of the composition. This is done
using the semantic link composition models, where the data flow in the composition
is automatically inferred from the DL descriptions of services parameters and from
the template of how the composition breaks down into tasks. Optimising the com-
position models is done at the background and remains hidden from the end users,
following [23]. However existing state-of-the-art approaches can be employed for
performing optimization using different techniques [6, 52] on different parameters
e.g., QoS only [50]. The quality estimate generated is used to provide feedback to
users about their selection decisions as follows:

Once a user selects a service, the tool will grey out all service candidates which
are incompatible (have a low quality of the semantic links with the selected service
instance), and highlight the compatible ones (the instances for which the quality
model computes high values). As illustrated in Fig. 28.5, our abstract visualisation
hides all details related to control and data flow in the composition, and deals with
them in the background.

Example 3 (Abstract Visualisation of Composition) Figure 28.5 illustrates a tem-
plate-based composition where the user has selected a goal from the taxonomy on
the left panel. All related details to data and control flow are abstracted away, and
end-users could simply interpret compositions as a list of tasks (first row in Fig. 28.5)
wherein each tasks could be instantiated by services (columns in Fig. 28.5). This is a
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Fig. 28.5 Abstract visualisation of composition

snapshot from a low-tech mock-up we developed early on to test the idea with users,
a snapshot of the actual tool is provided in Fig. 28.8.

The overall approach is descibed from two different perspectives: end users inter-
acting with our tool, and actual back-end reasoning.

28.4.4.1 From the End-User Perspective

First of all, the user is responsible for selecting a template from a set of available
ones, all organised in a domain taxonomy. The abstract visualisation of the template is
then automatically generated by simply extracting its tasks and discovering relevant
candidate services for each of them.

The user will proceed to select any service in any column. This selection step
assigns the selected service(s) for the considered task. The system reduces the list
of candidate services for each task to those which are compatible with the selection
and gets back to the users with (only) services that could be assigned to other tasks.
This reduction is based on both the previous selection and how the selected services
can be semantically linked to candidate services of other tasks. This is repeated until
each task is assigned to a service.

Example 4 (Assisted Composition from the End-User Perspective) Figure 28.5
illustrates the instantiation procedure of template after the selection of service s1
for task SearchForAUniversity. Services CollegeApps and s2 of task
RegisterForACourseInUK are highlighted (in blue) because of (semantic)
compatible data flow (Sect. 28.4.3) between them and s1, while GradeSavers
(in grey) is not because of its incompability with s1.

During each step of the template instantiation, the end-user can backtrack and
even manually remove some services from any candidates’ list.
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28.4.4.2 From the Back-End Perspective

Once the template is selected by the end-user, our system aims to discover candidate
services that could be assigned to tasks of the template. Note that all services and
templates are annotated with goals, pre- and post-conditions, and input- and output-
parameter types. The addition of goals as a separate tagging element allows us to
estimate their semantic proximity and differentiate between tasks and services having
same inputs and outputs but achieving different things.

A task T of a template can be instantiated by a service s if and only if:

1. The service s achieves the same goal as T , assuming an ontology of goals [15].
2. The pre-conditions of s are implied by the pre-conditions of T .
3. The post-conditions of s imply the post-conditions of T .
4. The matching type between the input specification I n_T of T and the input

specification I n_s of s i.e., SimT (I n_T, I n_s) is PlugIn.
5. The matching type between the output specification Out_s of s and the output

specification Out_T of T i.e., SimT (Out_s, Out_T ) is PlugIn.

Conditions (1)–(3) above ensure the candidate service s has the desired effect of
the target task T , whilst conditions (4) and (5) ensure the semantic (functional) fit
between the candidate service and the target task. Condition (4) ensures that all the
data which can be passed onto T can be procesed by s. Condition (5) ensures that
the output of s fits within the output specifications of T .

Once a service is selected by the user, our system retrieves its semantic descriptions
and computes all its potential incoming and outgoing semantic links with services of
other tasks. The computation is based on the abstract semantic links in the template
and the actual service descriptions. Services can be then linked with many services
depending on the data flow description of the composition. As previously mentioned,
only services linked with a semantic link of value Exact or PlugIn are consided for
robustness reasons. Therefore, these services are highlighted, others are greyed out
in the abstract visualisation of the composition.

Example 5 (Assisted Composition from the Back-end Perspective) According to
Example 4 and Fig. 28.5, s1 has been selected to achieved task Search-For
AUniversity. Our system dynamically reduces the candidates’ list of other tasks
such as RegisterForACourseInUK or OpenBankAccount depending on
quality of semantic links between services. For instance, the service GradeSavers
(for RegisterForACourseInUK task) is discarded because T �|= Out_Search
For AUniversi t y � I n_Register For ACourseI nU K � ⊥ while the service s2
is highlighted because T |= Out_SearchFor AUniversi t y � I n_Register For
ACour -seI nU K .

In our approach, the user can assign more than one service to a task, implying
parallel execution of services from the back-end perspective. Therefore, the control
flow of the template can be even modified on the fly, by adding new parallel branches.
Such a modification is transparent to the end user, who are not interested in interacting
with real control flow model of composition.
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Fig. 28.6 Final composition

In case of parallel branches in the composition, the back-end tool is able to filter
and merge data from these branches and connect them to the correct services. The
latter is supported by the semantic link presented in (1).

Once the user has assigned services to every task of the template-based compo-
sition, the instantiation procedure is complete. Then, the composition is ready to
be deployed and executed according to the the control and data flow information
automatically elaborated respectively by the template description and the semantic
links. Figure 28.6 depicts the final composition we obtain in our motivating scenario
i.e., services in black are used to achieve the composition in Fig. 28.3.

Once the template is instantiated by the services selected by the user, the final
process is ready to be deployed and then executed. In our approach the process is
generated in BPEL4SWS [38] for subsequent analysis and processing by the service
orchestrator. The orchestrator is responsible for scheduling, initiating, and monitoring
the invocations to the tasks of the composite service during its execution, and for
routing events and data items between these components.

28.5 Summative Evaluation of User Assisted
Composition Tool

We have implemented a proof-of-concept implementation of the approach pre-
sented in the previous section as a module within the EC-funded integrated project
SOA4All.5 Following the technical development, we opted to test the usability and
suitability of the User Assisted Composition tool (for short, UAC tool) for our target
end users, non-programmers. These are people whose primary function in their jobs
is not writing programming code; nonetheless, they might be involved in customising
a software application to serve their personal or professional needs.

5 More information on http://www.servicedesign.org.uk, last accessed on 30th Sept 2012.

http://www.servicedesign.org.uk
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Our selection of the participants was driven by (a) their profile which should match
closely the target group of non-programmers developing process-oriented mashups,
and (b) their familiarity with the applicaton domains of University enrollment and
shopping. We have therefore aimed to recruit students from the Manchester Business
School ensuring their IT competences are minimal. We hypothesise that with the
sufficient domain knowledge and expertise other non-programmers will also be able
to operate the tool comfortably, yet this requires further testing for which we need
to develop specialised scenarios and services that fit with these settings.

Once we recruited participants, we have conducted two consecutive evaluation
studies with the following objectives in mind:

• Assess the effectiveness of the User-Assisted Composition approach by analysing
composition performance.

• Test the applicability and suitability of the tool in two differing scenarios, a shop-
ping scenario and a university scenario.

• Gauge users positive views and negative views following direct interaction with
the UAC tool; thus identifying the merits of user-assisted composition approach
on the one hand and the limitations and problems on the other hand.

• Capture user impressions, satisfaction and acceptance of the UAC tool through a
usability questionnaire.

The UAC approach provides a number of unique features as follows:

• The composition uses activity-based templates.
• Only simple user interface interaction skills, such as clicking, selecting etc, are

required to operate the tool.
• The composition is mainly system-driven using semantic reasoning.
• Services are represented via boxes. No user interface is attached to them.
• No data flow or process flow connections are required. Instead the user can

re-arrange the order of activities, and assign services for each activity through
“point-and-click” interaction.

• User friendly error messages are displayed in case of mistakes.

28.5.1 Evaluation Tasks

Each evaluation session in both studies took approximately 50 min, and participants
went through the same steps with the only variation to the evaluation scenario, where
the first study focused on a shopping context and the second study focused on an
education context. In our evaluation strategy, we selected scenarios that suit the
profile of our target end users by recruiting participants who have sufficient knowl-
edge about the tasks composing the shopping and university scenarios but who have
no software programming or development experience. Our participant sample con-
tained students from Manchester Business School enrolled for undergraduate and
postgraduate courses. It is worth noting that for each study we recruited a different
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set of participants to ensure no learning effects are carried over to the second study.
All studies were moderated by the same researcher.

The evaluation studies consisted of three common phases: training, task-underta-
king, and debriefing interview phase.

• Training phase: in 10 min the moderator demonstrated the UAC tool, explained its
various features, and encouraged participants to ask questions in case of ambiguity.

• Task-undertaking phase: in this phase participants read the scenario and per-
formed the designed tasks. During the interaction with the tool, participants com-
municated their mental thoughts using the think-aloud protocol [21]. Think-aloud
protocol is a research technique used to capture users inner thinking about the way
they undertake tasks and the type of problems they encounter. Participants spent
around 30 min to complete the designated tasks.

• Debriefing interview phase: in this phase participants reported their individual
views and opinions about the UAC tool, and rated their satisfaction toward numer-
ous aspects of the UAC tool by scoring a set of questions on a 5-point Likert
scale.

28.5.2 Analysis Methods

Throughout the two studies we recorded participants opinions and interaction using
SnagIt software, a screen capturing program, and their ratings using a paper ques-
tionnaire. The video recordings were reviewed and transcribed into Microsoft Word
for follow-up thematic analysis [17], whilst rating scores were inserted into SPSS
(i.e. a statistical software package) for calculating descriptive statistics such as the
mean and standard deviation.

28.5.3 Evaluation Study One

In the first study, we recruited a total of six students who included five males and
one female (mean age = 26.5). These participants were enrolled for a postgraduate
degree in Manchester Business School. This study aimed to gauge initial qualitative
impressions and reactions from potential end users which justifies the small sample.
A pre-test questionnaire to capture participants software development background
showed that our sample fits well the definition of non-programmers as depicted in
Fig. 28.7. Five participants had no or basic software development background whilst
one participant had a strong software development background. Participants rated
pre-test questions on a 5-point Likert scale where ‘1’ signifies ‘none’, and ‘5’ signifies
‘expert’. Average scores for all programming and software development experience
questions were less than 2.33.
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Fig. 28.7 Average scores of pre-test questionnaire

Next, each participant was instructed to go through two scenarios of varying
complexity and perform the subsequent tasks:

1. Scenario One: suppose you own a reseller business/web shop. Your aim is to
create a composition which gets the updated catalogues from clothing suppliers,
aggregates the catalogues and publishes them in social networks and/or web
shops. Your task is to compose a simple application which allows you to do the
following:

• Select the clothing suppliers whose catalogues you want to update.
• Select the social networks(s)/web shop(s) where you want to aggregate and

publish the desired catalogues.

2. Scenario Two: this time you want to build a composition which allows you to
retrieve product descriptions and prices from specific suppliers and aggregate
updated catalogues accordingly. Your task is to compose an application which
allows you to achieve the following activities:

• Update and aggregate catalogues from various clothing suppliers.
• Get list of products from the desired footwear suppliers.
• For each product get the product data and product price.
• Aggregate the footwear products to the catalogue.
• Retrieve list of product descriptions and prices and aggregate them to the

catalogue.

In both scenarios, concurrent think-aloud protocol [21] was followed to get rich
insights into the mental models of our users.

28.5.4 Results of Study One

In respect to user performance, all participants successfully completed the two sce-
narios using the UAC tool. It is worthwhile to note that in this study we were not
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Fig. 28.8 User-assisted composition tool showing aggregate catalog products template

too concerned about the time taken to complete the tasks of the two scenarios but
rather focused on user comments in relation to the composition approach and specific
problems and ways to improve the tool.

Participants’ feedback praised the ease by which they could operate the tool and
navigate through the different sections. Also of increasing interest is the ability to
compose service using the tool with no need to master programming concepts and
paradigms, thus saving money and time. Instead participants were able to manage
the composition with only a small number of clicks.

On the negative side participants were confused about the names of the services
and activities, and found it difficult to match that to the requirements of the tasks.
They also were unsure about why certain incompatible services can still be selected.

Following the composition, participants provided recommendations to help improve
the tool. Among which were:

• Add a rating and description to services to empower end users to make an educated
selection.

• Sort services alphabetically to facilitate search.
• Use self-explanatory names for the activities of templates to clarify their purpose.
• Enable end users to customise templates by re-arranging the sequence of activities.
• Use clear and distinct colours for selecting and de-selecting incompatible services.

Finally, participants rated their agreement with a number of statements to assess
the usability of the UAC tool and their overall experience with service composition
on a 5-point Likert scale, where ‘1’ signifies disagree, ‘3’ signifies neutral and ‘5’
signifies agree. Indeed participants perceived the UAC tool as easy to use (with a
mean m = 3.83) and navigate (m = 3.66), and did not find the notations used
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Fig. 28.9 Average rating scores of UAC tool

within the tool difficult to use. This experience improved user confidence that the
tool allows end users to create composite applications which facilitate job functions
(m = 3.83). However, participants expressed uncertainty in regard to the look and
feel, and behaviour of the final application as depicted in Fig. 28.9. Similarly it was
difficult for participants to evaluate how rewarding service composition is for they
did not see the final application.

28.5.5 Evaluation Study Two

In the second study, we recruited a total of 12 Manchester University students by
sending a screening questionnaire to the University student mailing list. The ques-
tionnaire collected information about programming and development experience,
service modelling experience, background knowledge of software development envi-
ronments and modelling tools, and general demographic information. We purpose-
fully selected participants whose questionnaire scores match our requirements. Our
sample included seven males and five females who study for non-Computer Science
degrees such as: Business and Management, International Human Resource Man-
agement, Marketing, and Managerial Psychology. Participants rated their experience
in respect to seven software development questions of the screening questionnaire on
a 5-point Likert scale where ‘1’ signifies Extremely poor, ‘3’ signifies Average, and
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Fig. 28.10 Average scores of software development background questionnaire

‘5’ signifies Excellent. All scores averaged less than 1.9 as depicted in Fig. 28.10,
indicating that our selected participants truly represent people who are not program-
mers.

We created a scenario with which our participants are familiar as it envisages the
process they go through when applying to study at a particular UK university. The test
scenario details the registration process overseas students go through while getting
admission in UK universities as follows: Your goal is to complete an overseas student
registration process. For this you need to develop a software application which allows
you to search for a UK university, register for a course in the university and find an
accommodation. There are two ways for paying the university fee, the first way is to
open a bank account and get funds transferred into that account. The bank account
can be used to make payment for the university fee. In the second way you can request
a letter from a sponsor and submit that letter to the university. You must choose only
one way to pay the university fee. After paying the university fee you will register
with the NHS.

To accomplish the above scenario, participants were instructed to complete three
primary tasks:

• Task One: Navigate to and load the appropriate activity-based template.
• Task Two: Remove the police registration activity from the template.
• Task Three: Select relevant services for each activity in the template according

to the requirements of the test scenario.

During these development tasks, participants were continuously encouraged to
express their views.

28.5.6 Results of Study Two

The objective evaluation of the UAC tool focused on measuring the average time taken
to complete each task, along with the number of participants who have successfully
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Table 28.1 Task completion time in seconds and number of participants who completed the task

Task Average completion time (s) # of users who
completed the task

Finding and navigating to the
right activity-based
template Student
Registration

21.25 (std = 12.99) 12

Removing ‘Police Registration’
activity from template

47.33 (std = 39.29) 11

Selecting appropriate services
for activities

192.75 (std = 88.29) 12

Table 28.2 Average number
of problems, positive
comments and suggestions
for the user assisted
composition tool (STD:
Standard Deviation)

Task Average STD

Positive comments 3.25 2.22
Overall problems 1.83 1.70
Conceptual problems 0.92 1.24
Usability problems 0.92 1.24
Suggestions 1.25 1.86

completed the tasks. The descriptive statistics revealed that participants spent the
longest time inspecting the available services and selecting a relevant service for each
template activity. However, participants were quicker to find the relevant template,
and remove the police registration activity as summarised in Table 28.1. Of major
interest is the ability of all of our participants to successfully complete the three tasks
apart from one participant who did not manage to perform task 2 primarily due to
the location of the remove button which was encapsulated within a pop-up menu.
This high task completion rate reflects the effectiveness of the tool.

In regard to self-reported data, participants feedback and comments were analysed
using thematic analysis [17], and classified into four categories; conceptual problems,
usability problems, positive comments, and suggestions. Thematic analysis technique
is qualitative in nature as a researcher goes through textual representation of an
interaction, codes data segments, and creates general themes for the specific codes
[17]. The results showed that, on average, participants were positive about the UAC
tool, with 3.25 positive comments per participant as summarised in Table 28.2. As
for problems, participants reported the same number of conceptual and usability
problems, with an average of 0.92 negative comment per participant. Each participant
provided at least one comment for ameliorating the UAC tool.

The positive feedback appreciated the presence of a ‘how to use’ section within
the tool to help novice users grasp an understanding of the user assisted composition
approach. They also found the tool intuitive, e.g. “it is easy to follow the logical steps”,
and easy to operate, e.g. “I just need to select the right services”. The clickable nature
of services and the ability to remove activities as well as services were appreciated



28 End Users Developing Mashups 731

by our end users. Finally, participants praised the structure and the way services are
laid out within the tool.

Among the conceptual problems that emerged was the ambiguity of how to start
the composition process which could be attributed to participants unfamiliarity with
the tool, e.g. “What should I do now? I do not know”. A total of 5 participants
read the how-to-use section to help them get started with the tool. Another issue
participants brought up was the inability to view the outcome of their development
efforts and test the developed application, e.g. “I can not see the results”, “It was
easy but I wish I could see the end result so I could understand what I have done”.
This is aligned with the findings of [35] where users emphasised the need to see
runtime results as the development process unfolds. It is quite important to inspect the
behaviour of the application and debug any unapparent problems. Some participants
proclaimed that the terminology and language used in the ‘help and how to use the
tool’ sections were somewhat technical and complex, for instance: “press execute to
deploy composition”. Finally, participants highlighted that the tool does not provide
any explanation as to why certain services get excluded upon selecting others.

In respect to usability problems, participants complained about the lack of text
to describe the purpose of each service. This could greatly enhance their choice
of target services and allocation of those to template activities. Some participants
were uncertain as to why some services were greyed out upon selecting a particular
service. However, this confusion diminished as soon as the experimenter explained
that the greying out feature is used to highlight any incompatible services. The
context menu for removing activities from the template was not apparent to one
participant, and it proved to be cumbersome to find its location. Another aspect that
worried our participants is the inconvenience that could be caused by the presence
of many activities and their associated services in which case they would have to
scroll horizontally and vertically to view them. Table 28.3 summarises the issues
participants encountered when using the UAC tool.

To resolve the aforementioned issues and improve the overall composition expe-
rience using the UAC tool, participants recommended and discussed a number of
potential solutions as follows:

R1 Supplement the activities and services with further details (e.g. service proper-
ties and provider information) to allow users to differentiate between services
and make an educated selection of services. These details could be shown, for
example, in the form of tool tips when mouse hovering upon services. Indeed

Table 28.3 Conceptual and
usability issues emerging
from UAC tool

Conceptual Usability

Runtime effect Lack of text description
Terminology and Invisible options (e.g. removal

language of activities)
Compatibility of services Scalability of the service template

Unclear use of colour codes
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Fig. 28.11 Average rating scores of user-assisted composition tool

the composition process is highly-reliant on the careful selection of relevant ser-
vices which, in turn, necessitates direct comparison of the features of multiple
services accomplishing the same activity.

R2 Simplify the terminology used in the how to use section, and make it as close as
possible to end user language.

R3 Provide explanation as to why certain services are incompatible, and couple this
with distinct and clear use of colours.

R4 Provide a wizard to guide developers through the selection process of services
and activities, especially at the start of the composition.

R5 Add a quick option (e.g. x in windows or a removal button) on the right corner
of each activity column to allow fast removal of activities.

R6 Include runtime effects in the composition to empower end users to debug and
test their application on the go.

Finally, participants concluded their user-assisted composition interaction tasks
by rating a number of usability questions to assess ease of use, ease of learning, ease
of navigation, user interface, help and documentation, and overall satisfaction with
the tool on a 5-point Likert scale, where ‘1’ signifies disagree, ‘3’ signifies neutral,
and ‘5’ signifies agree.

There was a common consensus among our participants that the User Assisted
Composition tool is easy to learn (m = 4.27, std = 0.90) and easy to use (m = 4.16,
std = 0.93) as shown in Fig. 28.11. Similarly, participants agreed that the UAC tool is
easy to navigate (m = 4.25, std = 0.96) and did not think that support from technical
people is required to operate the tool (m = 3.00, std = 1.04). These scores confirm
that end users can exploit the advantages of user-assisted composition approach
without the need to master the underlying technical details of service composition
and process modelling. Our participants also expressed strong willingness to use the
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UAC tool more frequently in the future (m = 3.75, std = 1.28), and overall were
satisfied with the tool (m = 3.75, std = 0.86).

28.6 Conclusion

We have established, through two summative evaluation studies, the effectiveness
and suitability of the user assisted composition approach for non-programmers. The
simplicity of point and click approach enabled our participants to complete the com-
position tasks with no major issues despite the short training they received. A number
of interesting points emerged, including R1 to R6 listed above and especially the vis-
ibility of runtime operation. These will shape our future research directions. Every
time participants were to select a service for an activity of the template, they expressed
uncertainty and indicated that more service information should be displayed to assist
them. In our view, text description of what the service does alone is not sufficient
to overcome this issue, but rather more quality characteristics and criteria, such as
reliability, reputation, and usability, should be exposed to enable informed service
selection.

Our studies including the findings, however, have some limitations. First, it was
not possible to demonstrate and test the final composite application which we believe
would have strongly influenced user perception in regard to the overall composition
experience. Indeed our participants found the composition process easy to perform
and straight forward using the UAC tool; however, participants primary concern
focused on showing runtime effects and ability to examine the final application.

Secondly, it is quite challenging for the moment to achieve a meaningful compar-
ison between the UAC tool and other existing mashup and service development tools
due to a number of qualifying reasons. First experimental design necessitates chang-
ing one variable whilst keeping the rest constant to study the influence of the variable.
This means creating two similar versions of the UAC tool and varying one feature
to test its influence. Testing the UAC tool against another totally different service
development tool would not allow us to establish causal relationships but instead
inspect mainly user interface issues. Moreover, the selected tools for comparison
should be able to accomplish the same scenario and employ the same services for the
comparison to be valid, or at least recruit scenarios of similar complexity. In addi-
tion, the purpose of this paper was to detail the approach and validate its feasibility
with representative end users as an initial step rather than to compare the proposed
tool against other tools. We argue that comparing different tools which support the
same type of composition (e.g. service composition using service frond-ends) would
not yield interesting results, but rather shed light on only usability issues. For the
comparison to be scientific and valid, the plan is to extend the current UAC tool
with other composition approaches. Thus, we intend in the future to conduct a series
of comparative studies where we contrast overall service development experience
using differing service development paradigms within a single tool. In particular we
aim to investigate user interface based composition, process based composition, and
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dataflow based composition. The concepts behind these paradigms and how they
support the service development process are indeed interesting and worthwhile to
explore.

In light of these limitations, we plan to undertake various steps to improve and
qualify our research in the future in addition to these comparative studies. To start
with, we will recruit participants who are domain experts and practitioners in vari-
ous sectors such as the public and health sector, and increase our sample size to a
satisfactory number. Moreover, in the next evaluations we will empower end users
to see and test the final application of their composition, interact with it, and debug
it throughout the composition.

In summary, the qualitative and the quantitative feedback obtained demonstrate
that our end users understood the principles of the assisted composition approach,
were positive about it and were able to accomplish the tasks set to them. Following
our earlier work [31, 32], we believe that this is partially due to the benefits expected
from service composition in terms of producing mashups which are finely tuned to
the user needs, and partially due to the reduction of the learning costs as perceived by
the user. The reduction in learning costs is attributed to our two main contributions
presented in this paper: the approach of hiding technical complexity using semantic
reasoning, and the reuse possible by the template-based development process.
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