
Chapter 1
Introduction

Abstract The primary goal of this book is to advance the use of formal techniques
for the development of computing systems with high integrity. Specifically, the
book makes an analysis of critical system software that the formal methods are not
well integrated into established critical systems development processes. This book
presents formalism for a new development life-cycle, and a set of associated tech-
niques and tools to develop the highly critical systems using formal techniques from
requirements analysis to automatic source code generation using several intermedi-
ate layers with rigorous safety assessment approach. The approach has been verified
using the Event-B formalism. The efficacy of formalism has been evaluated through
a “Grand Challenge” case study, relative to the development of a cardiac pacemaker.

In this chapter, we present the motivation of this work and main concepts of our
proposed approach for developing a new methodology for system development, and
associated techniques and tools.

1.1 Motivation

Nowadays, software systems have penetrated into our daily life in many ways.
Information technology is one major area, which provides powerful, and adapt-
able opportunities for innovation. However, sometimes computer-based developed
systems are producing disappointed results and fail to produce the desired re-
sults according to work requirements and stakeholder needs. They are unreliable,
and eventually dangerous. As a cause of system failure, poor developments prac-
tices [10, 16, 32, 38, 39] are one of the most significant. This is due to the complex
nature of modern software and lack of understanding. Software development pro-
vides a framework for simplifying a complex system to get a better understanding
and to develop the higher-fidelity system at a lower cost. Highly embedded crit-
ical systems, such as automotive, medical, and avionic, are susceptible to errors,
which are not sustainable in case of failure. Any failure in these systems may be
two types of consequences: direct consequences and indirect consequences. Direct
consequences lead to finance, property losses, and personal injuries, while indirect
consequences lead to income lost, medical expenses, time to retain another person,
and decrease employee moral, etc. Additionally, and most significantly potential
loss is customer trust for a product failure. In this context, a high degree of safety
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and security is required to make amenable to the critical systems. A system is con-
sidered to accomplish the current task safely in case of a system failure. A formal
rigorous reasoning about algorithms and mechanisms beneath such a system is re-
quired to precisely understand the behaviour of systems at the design level. How-
ever, to develop a reliable system is a significantly complicated task, which affects
the reliability of a system.

Formal methods-based development [9, 14, 37] is a standard and popular ap-
proach to deal with the increasing complexity of a system with assurance of cor-
rectness in the modern software engineering practices. Formal methods-based tech-
niques increasingly control safety-critical functionality in the development of the
highly critical systems. These techniques are also considered as a way to meet the
requirements of the standard certificates [6, 8, 12, 13] to evaluate a critical system
before use in practice. Furthermore, critical systems can be effectively analysed at
early stages of the development, which allows to explore conceptual errors, ambigu-
ities, requirements correctness, and design flaws before implementation of an actual
system. This approach helps to correct errors more easily and with less cost. We
formulate the following objectives related to a critical system development:

• Establishing a unified theory for the critical systems development.
• Building a comprehensive and integrated suite of tools for the critical systems

that can support verification activities, including formal specification, model val-
idation, real-time animation and automatic code generation.

• Environment modelling for the development of a closed-loop system for verifica-
tion purposes.

• Refinement-based formal development to achieve less error-prone models, easier
specification for the critical systems and reuse of such specification for further
designs.

• Model-based development and component-based design frameworks.
• System integration of critical infrastructure. Possibility of annotating models for

different purposes, (e.g., directing the synthesis or hooking to verification tools).
• Evidence-based certification through animation.
• Requirements and metrics for certifiable assurance and safety.

The enumerated objectives are covered in this book through developing a new
development life-cycle methodology and a set of associated techniques and tools
for developing the critical systems. The development life-cycle methodology is a
development process for the systems to capture the essential features precisely in
an intuitive manner. A development methodology including a set of techniques and
tools is developed for handling the stakeholders requirements, refinement-based sys-
tem specification, verification, model animation using real-time data set through a
real-time animator, and finally automatic source code generation from the verified
formal specification to implement a system.

The formal verification and model validation offers to meet the challenge of
complying with FDA’s QSR, ISO, IEEE, CC [6, 8, 12, 13] quality system direc-
tives. According to the FDA QSR, validation is the “confirmation by examination
and provision of objective evidence that the particular requirements for a specific
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intended use can be consistently fulfilled”. Verification is “confirmation by exam-
ination and provision of objective evidence that specified requirements have been
fulfilled” [11, 21]. All the proposed approaches may also help to obtain the certifi-
cation standards [6, 8, 12, 13] in the area of critical system development.

1.2 Approach

In this book, we present a development life-cycle methodology, a framework for
real-time animator [19], refinement chart [31], a set of automatic code genera-
tion tools [7, 18, 22] and formal logic based heart model for closed-loop mod-
elling [25, 29]. The development methodology and associated tools are used for
developing a critical system from requirements analysis to code implementation,
where verification and validation tasks are used as intermediate layers for provid-
ing a correct formal model with desired system behaviour at the concrete level. Our
approach of specification and verification is based on the techniques of abstraction
and refinement. Introducing a new set of tools helps to verify the desired proper-
ties, which are hidden at the early stage of the system development. For example,
a real-time animator provides a new way to discover hidden requirements accord-
ing to the stakeholders. It is an efficient technique to use the real-time data set, in
a formal model without generating the source code in any target programming lan-
guage [19], which also provides a way for domain experts (i.e. medical experts) to
participate in the system development process (medical device development). A ba-
sic description about development methodology and all associated techniques and
tools are provided in the following paragraphs:

We propose a new methodology, which is an extension of the waterfall model [3,
5, 34, 35] and utilises rigorous approaches based on formal techniques to produce a
reliable critical system. This methodology combines the refinement approach with
a verification tool, model checker tool, real-time animator and finally generates the
source code using automatic code generation tools. The system development process
is concurrently assessed by the safety assessment approaches [15, 33, 36] to comply
with certification standards [6, 8, 12, 13]. This life-cycle methodology consists of
seven main phases: first, informal requirements, resulting in a structured version of
the requirements, where each fragment is classified according to a fixed taxonomy.
In the second phase, informal requirements are formalised using a formal modelling
language, with a precise semantics, and enriched with invariants and temporal con-
straints. The third phase consists of refinement-based formal verification to test the
internal consistency and correctness of the specifications. The fourth phase is the
process of determining the degree to which a formal model is an accurate represen-
tation of the real world from the perspective of the intended uses of the model using
a model-checker. The fifth phase is used to animate the formal model with real-time
data set instead of toy-data, and offers a simple way for specifiers to build a domain-
specific visualisation that can be used by domain experts to check whether a formal
specification corresponds to their expectations. The six phase generates the source
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code from the verified system specifications and final phase is used for acceptance
testing of the developed system. This approach is useful to verify complex proper-
ties of a system and to discover the potential problems like deadlock and liveness at
an early stage of the system development.

According to the development life cycle of a critical system, we emphasise the
requirements traceability using a real-time animator [19]. Formal modelling of re-
quirements is a challenging task, which is used to reasoning in earlier phases of the
system development to make sure completeness, consistency, and automated veri-
fication of the requirements. The real-time animation of a formal model has been
recognised to be a promising approach to support the process of validation of re-
quirement’s specification. The principle is to simulate the desired behaviours of a
given system using formal models in the real-time environment and to visualise
the simulation in some form which appeals to stakeholders. The real-time environ-
ment assists in the construction, clarification, validation and visualisation of a formal
specification. Such an approach is also useful for evidence-based certification.

Refinement techniques [1, 2, 4] serve a key role for modelling a complex system
in an incremental way. A refinement chart is a graphical representation of a complex
system using a layering approach, where functional blocks are divided into multiple
simpler blocks in a new refinement level, without changing the original behaviour
of the system. The final goal of using this refinement chart is to obtain a specifi-
cation that is detailed enough to be effectively implemented, but also to correctly
describe the system behaviours. The purpose of the refinement chart is to provide
an easily manageable representation for different refinements of the systems. The
refinement chart offers a clear view of assistance in “system” integration. This ap-
proach also gives a clear view about the system assembly based on operating modes
and different kinds of features. This is an important issue not only for being able to
derive system-level performance and correctness guarantees, but also for being able
to assemble components in a cost-effective manner.

Another important step in the software-development life cycle is the code im-
plementation. In this context, we have developed an automatic code generation
tool [7, 18, 22, 23] for generating an efficient target programming language code
(C, C++, Java and C#) from Event-B formal specifications related to the analysis of
complex problems. This tool is a collection of plug-ins, which are used for translat-
ing Event-B formal specifications into different kinds of programming languages.
The translation tool is rigorously developed with safety properties preservation. We
present an architecture of the translation process, to generate a target language code
from Event-B models using Event-B grammar through syntax-directed translation,
code scheduling architecture, and verification of an automatic generated code.

A closed-loop model of a system is considered as a de facto standard for crit-
ical systems in the medical, avionic, and automotive domains for validating the
system model at the early stages of system development, which is an open prob-
lem in the area of modelling. The cardiac pacemaker and implantable cardioverter-
defibrillators (ICDs) are key critical medical devices, which require closed-loop
modelling (integration of system and environment modelling) for verification pur-
pose to obtain a certificate from the certification bodies. In this context, we propose
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a methodology to model a biological system related to the heart system, which pro-
vides a biological environment for building the close loop system for the cardiac
pacemaker [27]. The heart model is mainly based on electrocardiography analy-
sis, which models the heart system at the cellular level. The main objective of this
methodology is to model the heart system and integrate with a medical device model
like the cardiac pacemaker to specify a closed-loop model. Industries have been
striving for such a kind of approach for a long time in order to validate a system
model under the virtual biological environment [27].

Assessment of the proposed framework, and techniques and tools are scrutinised
through the development of a cardiac pacemaker. The cardiac pacemaker is a pilot
project of the international “Grand Challenge”. This book covers a complete devel-
opment process of a cardiac pacemaker using the proposed life-cycle framework and
developed tools [17, 20, 24] from requirements analysis to code implementation.

Formal techniques are useful not only for critical-systems, but it can be used
to verify required safety properties in other domains, for example, in the clinical
domain to verify the correctness of protocols and guidelines [26, 27, 30]. Clinical
guidelines systematically assist practitioners with providing appropriate health care
for specific clinical circumstances. Today, a significant number of guidelines and
protocols are lacking in quality. Indeed, ambiguity, and incompleteness are com-
mon anomalies in the medical practices. Our main objective is to find anomalies
and to improve the quality of medical protocols using well-known mathematical
formal techniques, such as Event-B. In this study, we use the Event-B modelling
language to capture guidelines for their validation for improving the protocols. An
appropriateness of the formalism is given through a case study, relative to a real-
life reference protocol (ECG Interpretation) that covers a wide variety of protocol
characteristics related to several heart diseases.

1.2.1 Outline

The book is structured in 11 chapters. Chapter 2 presents a basic background and de-
velopment life-cycle related to the safety critical systems. Chapter 3 describes mod-
elling techniques using the Event-B modelling language. In Chap. 4, we propose
a development life-cycle methodology for developing the highly critical software
systems using formal methods from requirements analysis to code implementation
using rigorous safety assessments. In Chap. 5, we propose a novel architecture to
validate the formal model with real-time data set in the early stage of develop-
ment without generating the source code [19]. This architecture can be used for
requirement traceability. In Chap. 6, the refinement chart is proposed to handle the
complexity and for designing the critical systems. In Chap. 7, we present a tool
that automatically generates efficient target programming language code (C, C++,
Java and C#) from Event-B formal specification related to the analysis of complex
problems. In this chapter, the basic functionality as well as the design-flow is de-
scribed, stressing the advantages when designing this automatic code generation
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tool; EB2ALL [7, 18, 22, 23, 28]. In Chap. 8, we present a methodology to model
a biological system, like the heart. The heart model is mainly based on electrocar-
diography analysis, which models the heart system at the cellular level. The main
objective of this methodology is to model the heart system and integrate it with the
medical device model like the cardiac pacemaker to specify a closed-loop system.
Chapter 9 presents a complete formal development of a cardiac pacemaker using
proposed techniques and tools from requirements analysis to automatic code gen-
eration. In Chap. 10, we present a new application of formal methods to evaluate
real-life medical protocols for quality improvement. An assessment of the proposed
approach is given through a case study, relative to a real-life reference protocol
(ECG Interpretation) which covers a wide variety of protocol characteristics related
to several heart diseases. We formalise the given reference protocol, verify a set of
interesting properties of the protocol and finally determine anomalies. Chapter 11
summarises this book.
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