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Abstract. Consistent query answering (CQA) is an approach to query-
ing inconsistent databases without repairing them first. This invited talk
introduces the basics of CQA, and discusses selected issues in this area.
The talk concludes with a summary of other relevant work and an outline
of potential future research topics.

1 Introduction

The notion of inconsistency has been extensively studied in many contexts. In
classical logic, an inconsistent set of formulas implies every formula (triviality).
In databases, a database instance is inconsistent if it does not satisfy integrity
constraints (constraint violation). Those two kinds of inconsistency are closely re-
lated: an inconsistent database instance, together with the integrity constraints,
may be represented as an inconsistent set of formulas. However, triviality is not
a problem in the database context because the semantics of query answers does
not take integrity constraints into account.

Nowadays more and more database applications have to rely on multiple,
often autonomous sources of data. Even if the sources are separately consis-
tent, inconsistency may arise when they are integrated together. For example,
different data sources may record different salaries or addresses of the same em-
ployee. At the same time, the application may require that the integrated, global
database contain a single, correct salary or address. Similarly, different sensors
may register inconsistent readings of the same quantity that need to be resolved.

In order to deal with inconsistency in a flexible manner, database research
and practice have developed different approaches that we will illustrate using a
simple example.

Example 1. Consider a database schema consisting of two unary relations P1
and P2, and the denial integrity constraint ∀x. (¬P1(x) ∨ ¬P2(x)). Assume a
database instance consists of the following facts: {P1(a), P1(b), P2(a)}. Under
prevention (usual constraint enforcement), such instance could not arise: only
one of P1(a) and P2(a) could be inserted into the database. Under ignorance
(constraint non-enforcement), no distinction is made between P1(a) and P1(b),
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despite that the latter, not being involved in a constraint violation, appears to
represent more reliable information. Under isolation [18], both P1(a) and P2(a)
are dropped (or ignored in query answering). Under weakening [6,49], P1(a) and
P2(a) are replaced by P1(a) ∨ P2(a). Allowing exceptions [15] means that the
constraint is weakened to ∀x. (¬P1(x) ∨ ¬P2(x) ∨ x = a), but query answering
is not affected.

A seperate class of responses to inconsistency is based on the notion of re-
pair: a consistent instance minimally different from the original one, in this case
{P1(a), P1(b)} or {P2(a), P1(b)}. Such repairs can be materialized [30] or virtual.
Virtual repairing, which is usually called consistent query answering [3], does
not change the database but rather returns query answers true in all repairs
(consistent query answers). So the query asking for all such consistent x that
P1(x) is true, returns only x = b.

Example 2. Consider the following instance of a relation Location, which records
the current location of employees. Such a relation may be built from active-badge
sensor readings, employee calendars, and other data sources.

Name Campus Building

Mary North Bell

Mary North Knox

John South Hayes

and the functional dependency Name → Campus Building . Note that for both
employees the database contains a single campus, while two different buildings
are recorded for Mary, violating the functional dependency.

There are two (minimal) repairs: one is obtained by removing the first tuple,
the other by removing the second tuple. (Removing more tuples violates repair
minimality.) The consistent answer to the query Q1:

SELECT * FROM Location

is just the tuple (John,South,Hayes), because neither of the first two tuples
appears in the result of the query in both repairs. On the other hand, the query
Q2:

SELECT Name, Campus FROM Location

has two consistent answers: (Mary,North) and (John,South), because Q2 returns
those two tuples in both repairs. Using Q2 the user can extract reliable infor-
mation about the campus location of both employees, despite the fact that the
information about the building where Mary is located is inconsistent.

Consistent query answering was first proposed by Arenas et al. [3]. That pa-
per was followed by numerous further papers that explored several different
dimensions of consistent query answering:
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– different notions of repair minimality (leading to different semantics for con-
sistent query answers);

– different classes of queries and integrity constraints;
– different methods of computing consistent query answers.

What follows is a collection of short essays about consistent query answer-
ing (CQA). They address the following topics: the basic concepts and results
of Arenas et al. [3] (Section 2), computational complexity of CQA (Section 3),
referential integrity (Section 4), and improving the informativeness of CQA in
the presence of aggregation or probabilistic information (Section 5). The last
essay (Section 6) briefly summarizes other research on CQA and outlines some
directions for future work. The essay topics were chosen to introduce the central
concepts of CQA and illustrate the breadth of the area. By no means is this arti-
cle a comprehensive survey of CQA research; such surveys are already available
elsewhere [8,11,25].

2 The Basics

We use the standard setting of relational databases. We assume the existence of
a database schema R, which is a finite set of relation names and the associated
arities. Database instances are mappings from the database schema to finite sets
of tuples of the appropriate arity. We also assume that relation columns can
be labelled by attributes and typed by associating with them one of the two
domains: uninterpreted constants or rational numbers.

Given a database schema R and the built-in predicates over the numeric
domain (=, �=, <, >, ≤, ≥), we define the first-order language LR in the standard
way. Database instances can be viewed as first-order structures over LR. The
built-in predicates have infinite, fixed extensions.

2.1 Integrity Constraints

Integrity constraints are closed first-order LR-formulas. In the sequel we will
denote: relation symbols by P, P1, . . . , Pm, atomic formulas by A1, . . . , An, tuples
of variables and constants by t̄, x̄, . . ., and quantifier-free formulas referring to
built-in predicates by ϕ.

In this paper we consider the following basic classes of integrity constraints:

1. Universal integrity constraints: ∀∗. A1 ∨ · · · ∨ An ∨ ¬An+1 ∨ · · · ∨ ¬Am ∨ ϕ.
2. Denial constraints: ∀∗. ¬A1 ∨ · · · ∨ ¬Am ∨ ϕ.
3. Binary constraints: universal constraints with at most two occurrences of

database literals.
4. Functional dependencies (FDs): ∀x̄, ȳ, z̄, ȳ′, z̄′. (¬P (x̄, ȳ, z̄) ∨ ¬P (x̄, ȳ′, z̄′) ∨

ȳ = ȳ′). A more familiar formulation of the above FD is X → Y where X is
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the set of attributes of P corresponding to x̄ and Y the set of attributes of
P corresponding to ȳ (and ȳ′).

5. Referential integrity constraints, known as inclusion dependencies (INDs):
∀x̄, ȳ. ∃z̄. (¬P2(x̄, ȳ)∨P1(ȳ, z̄)). Again, this is often written as P2[Y2] ⊆ P1[Y1]
where Y1 (resp. Y2) is the set of attributes of P1 (resp. P2) corresponding
to ȳ.

Given a set of FDs and INDs IC and a relation P1 with attributes U , a key of
P1 is a minimal set of attributes X of P1 such that IC entails the FD X → U .
In that case, we say that each FD X → Y ∈ IC is a key dependency and each
IND P2[Y ] ⊆ P1[X ] ∈ IC is a foreign key constraint . If, additionally, X is the
only key of P1, then both kinds of dependencies are termed primary.

Definition 1. Given an instance I of a database schema R and a set of integrity
constraints IC, we say that I is consistent if I � IC in the standard model-
theoretic sense; inconsistent otherwise.

Queries are formulas over the same language LR as the integrity constraints.
Conjunctive queries [23,1] are queries of the form ∃∗. A1 ∧ · · · ∧ An ∧ ϕ where ϕ
is a conjunction of built-in atomic formulas.

Definition 2. A tuple t̄ is an answer to a query Q(x̄) in an instance I iff I |=
Q(t̄).

2.2 Repairs and Consistent Query Answers

We introduce now the framework of Arenas et al. [3]. It is based on two fun-
damental notions: repair and consistent query answer. The symmetric difference
Δ is used to capture the distance between two instances I and I ′: Δ(I, I ′) =
(I − I ′) ∪ (I ′ − I)1.

We assume that we are dealing with satisfiable sets of integrity constraints.

Definition 3. Given a set of integrity constraints IC and database instances
I and I ′, we say that I ′ is a repair of I w.r.t. IC if I ′ � IC and there is no
instance I ′′ such that I ′′ � IC and Δ(I, I ′′) ⊂ Δ(I, I ′).

We denote by RepairsIC(I) the set of repairs of I w.r.t. IC. This set is nonempty
for satisfiable sets of constraints.

Given a query Q(x̄) to a database instance I, we want as consistent answers
those result tuples that are unaffected by the violations of IC , even when I
violates IC .

Definition 4. A tuple t̄ is a consistent answer to a query Q(x̄) in a database
instance I w.r.t. a set of integrity constraints IC iff t̄ is an answer to the query
Q(x̄) in every repair I ′ of I w.r.t. IC. We can define true being a consistent
answer to a Boolean query in a similar way.

1 The difference is defined component-wise for every relation symbol in the schema.
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Note: If the set of integrity constraints IC is clear from the context, we omit it
for simplicity.

The notion of consistent query answer corresponds to the notion of certain an-
swer, developed in the context of incomplete databases by Lipski and Imieliński
[45,42], because repairs can be viewed as possible worlds. In some cases, as in Ex-
ample 1, one can represent the set of repairs w.r.t FDs as a disjunctive database
or a table with OR-objects [43]: disjunctive information is used to model resolved
conflicts. The correspondence in the other direction breaks down, however, al-
ready in very simple cases [5].

2.3 Query Rewriting

Arenas et al. [3] propose a method to compute consistent query answers based on
query rewriting. Given a set of integrity constraints IC, a query Q is rewritten
into a query QIC such that for every instance I the set of answers to QIC in I is
equal to the set of consistent answers to Q in I. Typically, we expect Q and QIC

to belong to the same class of queries, for example first-order queries or SQL. In
such a case, the computation of consistent query answers can be done using the
same query engine.

The method proposed in [3] is relatively simple and draws on earlier work in se-
mantic query optimization [22]. The rewriting applies to and produces first-order
queries. When a literal in the query can be resolved with an integrity constraint
the resolvent forms a residue. All such residues are then conjoined with the lit-
eral to form its expanded version. If a literal that has been expanded appears in
a residue, the residue has to be further expanded until no more changes occur.
For denial constraints, however, only a single expansion is necessary.

Example 3. Consider Example 2, the FD f1 : Name → Building and the query
Location(x, y, z). The rewritten query Qf1 :

Qf1 ≡ Location(x, y, z) ∧ ∀y′, z′.
(
Location(x, y′, z′) ⇒ z = z′

)
.

Clearly, the rewritten query can be formulated in SQL.

2.4 Limitations

The notion of repair (Definition 3) has been revisited many times since the
publication of [3]. For instance, one can minimize the cardinality of the set of
changes [50], as opposed to minimizing the set of changes under set inclusion, as
in Definition 3. Moreover, attribute-based changes were considered in [14,58,59]
(this issue is discussed further in Section 6). Surprisingly, the notion of consistent
query answer (Definition 4) has been almost universally adopted in the recent
literature of the subject (but see Section 5).

The scope of the query rewriting method detailed above (and further devel-
oped in [21]) is quite limited. It applies to first-order queries without disjunction
or quantification, and binary universal integrity constraints. So, for example,
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the query Q2 from Example 2 cannot be handled. A rewriting method that
can handle a rather large subset of conjunctive queries at the price of limiting
integrity constraints to primary key FDs was recently proposed by Fuxman and
Miller [38]. This method, which can handle Q2 from Example 2, is discussed in
more detail in the next section. Adding quantification and disjunction has proved
to be much harder: the approach of [38] has been extended in that direction by
Lembo et al. [47]. The paper [38] was further generalized to include exclusion
dependencies by Grieco et al. [41].

3 Computational Complexity

We note first that already in the presence of a single primary key dependency
there are inconsistent relation instances with exponentially many repairs [5].
Thus Definition 4 does not yield a practical method for computing consistent
query answers. Below, we show a number of cases in which the latter problem
can be solved in polynomial time, and later we characterize the intractable cases
in detail. We limit ourselves to universal constraints here; inclusion dependencies
are discussed in Section 4. We consider two basic decision problems:

– repair checking: Is a database instance a repair of another instance w.r.t. the
integrity constraints?

– consistent query answering (CQA): Is a tuple a consistent query answer to
a query in a database instance w.r.t. the integrity constraints?

The motivation to study repair checking, in addition to CQA, comes from data
cleaning where a single, consistent database instance needs to be constructed.
The repair-checking algorithms can typically be adapted to yield such an in-
stance.

We adopt here the data complexity assumption [1,46,57], which measures the
complexity of the problem as a function of the number of tuples in a database
instance. The query and the integrity constraints are considered fixed.

3.1 Tractable Cases

It is easy to see that for denial constraints repair checking can be done in poly-
nomial time: check whether a potential repair I ′ is a subset of the database
instance I and satisfies the integrity constraints, and whether adding any other
tuple from I − I ′ to I ′ leads to a constraint violation.

Query rewriting approaches that produce first-order queries provide poly-
nomial-time algorithms for CQA: rewrite the query and evaluate the rewrit-
ten query on the original database. Note that the rewriting of the query is
done independently of the database instance, and therefore does not affect data
complexity.

However, the original query rewriting approach of [3] was applicable only
to very restricted classes of queries and constraints (see the previous section).
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Recently, that approach was generalized by Fuxman and Miller [38] to allow
restricted existential quantification in queries in the context of primary key FDs.
The rewriting method of [38] applies to a class of conjunctive queries Cforest,
defined using the notion of the join graph of a query. The vertices of the join
graph are the query literals; an edge runs from a literal Ai to a different literal Aj

if there is an existentially-quantified variable which occurs in a nonkey attribute
of Ai and any attribute of Aj . The class Cforest consists of those conjunctive
queries that have a join graph which is a forest, and which have no repeated
relation symbols or built-in predicate symbols.

Example 4. Consider the following query Q:

Q ≡ ∃x, y, z.P1(x, y) ∧ P2(y, z).

Assume that the first attributes of both P1 and P2 are primary keys. Then Q
expresses a foreign-key2 join and belongs to Cforest. Then the rewritten query
Q′ is:

Q′ ≡ ∃x, y, z.P1(x, y) ∧ P2(y, z) ∧ ∀y′.
(
P1(x, y′) ⇒ ∃z′.P2(y′, z′)

)
.

Another way to obtain tractability is through the notion of conflict graph[5,26].
The vertices of the conflict graph are the tuples in the database; an edge connects
two vertices if they violate together an integrity constraint (we assume binary
constraints for the moment). A conflict graph is a compact, polynomial-size
representation of the set of all repairs of the database: the repairs correspond
to maximal independent sets of the graph. The conflict graph can be used to
compute consistent answers to queries. Chomicki and Marcinkowski [26] describe
a polynomial-time algorithm for CQA that is applicable to quantifier-free queries
and denial integrity constraints3. The algorithm enumerates repairs, trying to
show that a tuple is not a consistent answer. The crucial observation is that only
fixed-size fragments of repairs need to be considered.

3.2 Intractable Cases

Computational complexity analysis helps to delineate the boundary between
the tractable and the intractable cases. We start the discussion of the relevant
complexity results by recalling one of the fundamental results in this area.

Theorem 1. For conjunctive queries and primary key FDs, CQA is co-NP-
complete.

2 Note that while the variable y plays here the role of a foreign key, the corresponding
foreign-key constraint is not taken into account in CQA. We discuss such constraints
in Section 4.

3 To deal with denial constraints, conflict graphs are generalized to conflict
hypergraphs.



8 J. Chomicki

Proof. We describe here the proof of [26] because it is the simplest and was – to
our knowledge – chronologically the first. A different proof appears in [19].

The proof is by reduction from MONOTONE 3-SAT. Let β = φ1 ∧ . . . φm ∧
ψm+1 . . .∧ψl be a conjunction of propositional clauses, such that all occurrences
of variables in φi are positive and all occurrences of variables in ψi are negative.
To encode such formulas, we use two binary relation schemas P1 and P2, each
with two attributes of which the first is the key. We build a database instance
I such that I(P1) contains the tuple (i, p) if the variable p occurs in the clause
φi, and I(P2) contains the tuple (i, p) if the variable p occurs in the clause ψi.
The query Q ≡ ∃x, y, z.

(
P1(x, y) ∧ P2(z, y)

)
. Now there is an assignment which

satisfies β iff there exists a repair of I in which Q is false.

In the above proof, the query Q does not belong to Cforest because it contains
a join between nonkey attributes, which produces a cycle in the join graph.
In the full version of [38], Fuxman and Miller show that several other natural
relaxations of the Cforest property also lead to co-NP-completeness of CQA.
For a class C∗ of conjunctive queries, they prove a dichotomy result: CQA for
each query in C∗ is in P iff the join graph of the query does not contain a
cycle.

For universal constraints, repair checking is co-NP-complete and CQA Πp
2 -

complete in most cases, as recently shown by Staworko et al. [53]. The computa-
tional complexity of consistent query answering is summarized in Figure 1. For
the purpose of exposition, we refer there to subsets of relational algebra instead
of sublanguages of first-order logic. For each result, we cite the primary source,
except for those that follow from the definitions or other results.

Primary keys Arbirary keys Denial Universal

σ, ×,− P P[3] P Πp
2 -complete[53]

P(binary)[3]

σ, ×,−, ∪ P P P[26] Πp
2 -complete

σ, π P[26] co-NPC[26] co-NPC Πp
2 -complete[53]

σ, π,× co-NPC[26] co-NPC co-NPC Πp
2 -complete

P(Cforest)[38]

σ, π,×, −, ∪ co-NPC co-NPC co-NPC Πp
2 -complete

Fig. 1. Complexity of CQA: relational algebra

Proving co-NP-completeness of CQA for a class of first-order queries C is
sufficient to show that unless P=NP there is no query rewriting method that (a)
returns first-order queries, and (b) is applicable to all queries in C.
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4 Referential Integrity Constraints

For denial constraints, integrity violations can only be removed by deleting tu-
ples, so all the repairs are subsets of the given database instance. The picture
changes when we consider general universal or referential integrity constraints.
Violations of such constraints can also be removed by adding tuples.

Example 5. Consider a database schema with two relations P1(AB) and P2(C),
the inclusion dependency P1[B] ⊆ P2[C], and the key dependency A → B.
Consider I ′ such that I ′(P1) = {(a, b), (a, c)} and I ′(P2) = {b}. Then we have
the following repairs:

I ′1(P1) = {(a, b)}, I ′1(P2) = {b}

I ′2(P1) = {(a, c)}, I ′2(P2) = {b, c}

Allowing repairs constructed using insertions makes sense if the information in
the database may be incomplete4. The latter is common in data integration ap-
plications where the data is pulled from multiple sources, typically without any
guarantees on its completeness. On the other hand, if we know that the data in
the database is complete but possibly incorrect, as in data warehousing applica-
tions, it is natural to consider only repairs constructed using deletions. Current
language standards like SQL:1999 [51] allow only deletions in their repertoire of
referential integrity actions.

The above considerations have lead to the definition of two new, more re-
stricted classes of repairs:

– D-repairs, constructed using a minimal set of deletions [26] (I ′1 in Example 5),
– I-repairs, constructed using a minimal set of deletions and some, not neces-

sarily minimal set of insertions [19] (in Example 5, this includes I ′1 and I ′2,
as well as any consistent supersets of those).

Each of those classes of repairs leads to a different notion of consistent query
answer. We consider first D-repairs. Note the following properties of this class
of repairs:

1. Every database instance has a single D-repair w.r.t. any set of INDs, which
is obtained by deleting the tuples violating the constraints.

2. Given a set of primary key FDs F and a set of foreign-key constraints IN ,
every repair of a database instance w.r.t. F ∪IN may be obtained as a repair
of the single D-repair of the instance w.r.t. IN (this is because repairing w.r.t.
F does not lead to any new violations of IN).

4 Incompleteness here does not mean that the database contains indefinite information
in the form of nulls or disjunctions [56]. Rather, it means that the Open World
Assumption is adopted, i.e., the facts missing from the database are not assumed to
be false.
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The second property implies that one can adapt any polynomial-time method
for CQA w.r.t. primary key constraints, for example [38], to compute consistent
query answers w.r.t. any set of primary key and foreign-key constraints in poly-
nomial time. However, if one goes beyond this simple setting, the interactions
between FDs and INDs get complex, and both repair checking and CQA become
quickly intractable [26]. Ultimately, for arbitrary FDs and INDs repair checking
is co-NP-complete and CQA ΠP

2 -complete. (All of those results hold under the
definition of CQA in which D-repairs are substituted for repairs.)

We consider now I-repairs. Cal̀ı et al. [19] show that for such repairs in the
presence of primary key FDs and arbitrary INDs CQA becomes undecidable.
This is shown by a reduction from the implication problem for those constraints
which is known to be undecidable [1]. Cal̀ı et al. [19] define a class of INDs,
called non-key-conflicting, for which the interaction between FDs and INDs is
limited and consequently CQA is co-NP-complete. Technically, they relate CQA
to conjunctive query containment under integrity constraints [44]. Cal̀ı et al. [19]
also analyze repairs (in the sense of Definition 3) in the same setting, obtaining
undecidability of CQA in the general case and Πp

2 -completeness of CQA for
non-key-conflicting INDs.

5 More Informative Consistent Query Answers

In the previous section we considered varying the notion of repair. Here we
keep the original notion of repair but slightly adjust the notion of consistent
query answer. The motivation comes from aggregate queries and probabilistic
databases.

Example 6. Consider the following instance of the relation Emp(Name, Salary)
with the key Name:

Name Salary

John 50K

John 60K

Mary 55K

Now the query

SELECT MAX(Salary) FROM Emp

returns 55K in one repair and 60K in the the other. So there is no consistent
answer in the sense of Definition 4.

To provide more informative query answers to aggregation queries, Arenas et
al. [4] propose to return the minimal interval containing the set of the values
of the aggregate function obtained in some repair. In Example 6, the inter-
val [55K,60K] is returned. The paper [4] contains a detailed analysis of the data



Consistent Query Answering: Five Easy Pieces 11

|F | = 1 |F | ≥ 2

MIN(A),MAX(A),SUM(A),AVG(A),COUNT(*) P NP-complete

COUNT(A) NP-complete NP-complete

Fig. 2. Complexity of scalar aggregation queries

complexity of computing interval answers in the presence of FDs, and showed
the influence of the cardinality |F | of the given set of FDs F . The results are
summarized in Figure 2.

The tractable cases are typically obtained by query rewriting. The exception
is AVG(A), which is computed by an iterative algorithm.

Example 7. The query

SELECT MAX(Salary) FROM Emp

is rewritten as

SELECT SUM(P.MinS), SUM(P.MaxS)
FROM (SELECT MIN(Salary) AS MinS, MAX(Salary) AS MaxS

FROM Emp GROUP BY Name) P

Fuxman and Miller [37] develop a comprehensive framework for rewriting SQL
queries with aggregation by combining the methods of [38] and [4]. The frame-
work also allows grouping constructs in queries.

The notion of repair and consistent query answer has been generalized to
the context of probabilistic databases by Andritsos et al. [2]. In such databases
probabilities are associated with individual tuples. Assume the presence of a
primary key FD. Then the probabilities of the conflicting tuples sum up to
one. A repair also has an associated probability, which is the product of the
probabilities of the tuples belonging to the repair. There is a natural way to
compute the probability of an answer: sum up the probabilities of the repairs in
which the answer appears in the query result. Such answers, with the associated
probabilities, are called clean answers [2]. Clearly, consistent answers are those
clean answers that have probability one. Andritsos et al. [2] present a way to
compute clean answers through query rewriting. Their method applies to a class
of conjunctive queries closely related to Cforest (see Section 3).

Example 8. Figure 3a contains a probabilistic version of the relation Emp with
the key Name. The clean answers to the query

SELECT Name FROM Emp WHERE Salary > 52K

are shown in Figure 3b. The rewritten query that computes the clean answers is

SELECT Name, SUM(Probability) FROM Emp WHERE Salary > 52K
GROUP BY Name
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Name Salary Probability

John 50K 0.6

John 60K 0.4

Mary 55K 1

(a)

Name Probability

John 0.4

Mary 1

(b)

Fig. 3. (a) Emp with probabilities; (b) Clean answers

6 Other and Future Work

A major line of work on CQA involves capturing repairs as answer sets of logic
programs with negation and disjunction [4,39]. Such approaches are quite gen-
eral, being able to handle arbitrary universal constraints and first-order queries.
Determining whether an atom is a member of all answer sets of such a logic
program is Πp

2 -complete [28]. Therefore, a direct implementation of CQA using
a disjunctive logic programming system like dlv [48] or smodels [52] is practical
only for very small databases. Recently, special optimization techniques in this
area have been developed by Eiter et al. [29]. Answer-set-based techniques have
been particularly effective in addressing the semantic problems of data integra-
tion, where the main issue is how to reconcile repairing the violations of integrity
constraints with satisfying the rules describing the mappings between different
databases. This issue was addressed in the context of LAV-mappings by Bravo
and Bertossi [16,9], and in the context of peer-to-peer mappings by Calvanese
et al. [20].

It is natural to consider preferences or priorities in repairing. For example, if a
database violates an FD because of conflicting data coming from different sources
such conflicts may be resolved if the sources have different reliability. Similarly,
new information may be preferred to old information. In a data cleaning process,
preferences are typically encoded using conflict resolution rules. In CQA, more
declarative approaches have been pursued. Staworko et al. [55] consider priority
relations defined on atoms and discuss various ways in which such relations could
be lifted to the level of repairs, yielding preferred repairs. Typically, optimization
with respect to an additional criterion, represented by the priority, increases the
complexity of repair checking and CQA. Flesca et al. [40] define preferred repairs
directly, using a numeric utility function.

Repairs in the sense of Definition 3 have been criticised as too coarse-grained:
deleting a tuple to remove an integrity violation potentially eliminates useful
information in that tuple. More fine-grained methods seek to define repairs by
minimizing attribute modifications [10,14,58]. In particular, Bertossi et al. [10]
and Bohannon et al. [14] use various notions of numerical distance between
tuples. In both cases the existence of a repair within a given distance of the
original database instance turns out to be NP-complete. To achieve tractability,
Bertossi et al. [10] propose approximation, and Bohannon et al. [14], heuristics.
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Wijsen [59] has recently shown how to combine tuple- and attribute-based repairs
in a single framework. To achieve the effect of attribute-based repairing, his
approach decomposes an inconsistent relation using a lossless-join decomposition
and subsequently joins the obtained projections 5. PJ-repairs are defined to be
the repairs (in the sense of Definition 3) of the resulting relation. Thus, query
evaluation methods of Section 3 can be readily applied in that framework.

Another direction is repairs with nulls. A repair with nulls can represent a set
of ground repairs. This is particularly useful when dealing with INDs.

Example 9. Consider a slightly modified database schema from Example 5, con-
sisting now of two relations P1(AB) and P2(CD), and an inclusion dependency
P1[B] ⊆ P2[C]. Assume an instance I is as follows: I(P1) = {(a, b)} and I(P2) =
∅. This instance has a repair I1 where I1(P1) = ∅, I1(P2) = ∅. However, there
are also infinitely many repairs I ′ of the form I ′(P1) = {(a, b)}, I ′(P2) = {b, α}
where α is a constant. All such repairs can be represented as a single repair Inull

where Inull(P1) = {(a, b)}, Inull(P2) = {(b, null)}

Notice that nulls can also be used to represent a resolved version of an incon-
sistency associated with an FD, as in Example 2: there would be a single repair
consisting of the tuples (Mary,North,null) and (John,South,Hayes). Since the
formal semantics of nulls [56] is based on possible worlds that are closely re-
lated to repairs, it should be feasible to incorporate repairs with nulls into the
CQA framework, using a common semantic basis. This has not been done yet,
however. Bravo and Bertossi [17] take a different, more syntactic approach that
simulates SQL nulls (whose semantic problems are well known [56]) within a
logic programming approach to repair specification.

For the CQA framework to be applicable to XML databases, the basic notions
of repair and consistent query answer need to be redefined. This is done for DTDs
only in [54] and DTDs with functional dependencies in [34]. Staworko et al. [54]
propose to base repair minimality on tree edit distance [13], while Flesca et al.
[34] use an approach more akin to that of [3]. More expressive integrity constraint
languages for XML, for example [32], should be considered next.

There are now several prototype CQA systems: CONQUER [37] (based on
query rewriting), HIPPO [27] (based on conflict hypergraphs), and INFOMIX
[29] (based on answer set programming). Those systems are capable of handling
databases with several million tuples.

Considering the number of researchers, projects, and publications involved,
consistent query answering seems to be enjoying significant interest as a research
topic. Below we identify some of the current and future challenges in this area
(in addition to those mentioned earlier):

Coping with semantic heterogeneity. The number of different repair semantics
proposed so far, particularly when one considers variations involving nulls and
priorities, may overwhelm a potential user. The ways need to be found to provide
guidance which semantics are appropriate for specific applications. Also, methods

5 For a consistent relation such transformation is an identity but for an inconsistent
one this is usually not the case.
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that unify various approaches within a single framework, as for example [59],
should be studied.

Integration with other tools. Ultimately, repairing and CQA should become
tools in data integration toolboxes. We have already mentioned incorporating
CQA in several data integration frameworks [16,9,20] but still more work is
needed in the context of data exchange [31]. Also, integration of CQA with
data cleaning seems to be in order. CQA is unnecessarily conservative in the
presence of data errors and duplicates. Moreover, integrity violations in an in-
tegrated database are often due to structural or semantic discrepancies between
the sources, and thus the quality of schema matching/mapping clearly influences
the usefulness of CQA [24]. In a broader sense, CQA fits within the framework
of data quality management [7].

Applications. Very few real-life applications of repairing and consistent query
answering have been reported so far. Franconi et al. [36] summarize an applica-
tion of attribute-based repairing in the area of census data. Flesca et al. [35,33]
describe a tool for acquiring and repairing balance-sheet data. That work is
notable for its use of aggregation constraints. Generally, it seems that most po-
tential applications find repairing more useful than CQA. In many cases, the
data in the database is relatively static, so it makes sense to invest a consid-
erable effort into its cleaning and repairing. Such data can then be repeatedly
used. CQA appears to be more suitable to dynamic environments, particularly
those that require real-time decisions based on the available data.
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