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Abstract. This paper proposes a GPU-based approach to real-time
skinning animation of large crowds, where each character is animated
independently of the others. In the first pass of the proposed approach,
skinning is done by a pixel shader and the transformed vertex data are
written into the render target texture. With the transformed vertices,
the second pass renders the large crowds. The proposed approach is at-
tractive for real-time applications such as video games.
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1 Introduction

In the real-time application areas such as video games, the most popular tech-
nique for character animation is skinning[1]. The skinning algorithm works effi-
ciently for a small number of characters. On the other hand, emerging techniques
for rendering large crowds[2, 3] show satisfactory performances, but do not han-
dle skinning meshes. The skinning algorithm can be implemented using a vertex
shader[4]. Due to the limited number of constant registers, however, the vertex
shader-based skinning is not good for rendering large crowds. There has been no
good solution to real-time skinning animation of large crowds, where each char-
acter is animated independently of the others. This paper proposes a GPU-based
approach to independent skinning animation of large crowds.

2 Pixel Shader-Based Skinning

This paper proposes a two-pass algorithm for rendering large crowds[5, 6]. In the
first pass, skinning is done using a pixel shader and the transformed vertex data
are written into the render target texture. With the transformed vertices, the
second pass renders the large crowds.

The skinning data for a vertex consist of position, normal, bone indices and
weights, and bone matrices. Fig. 1-(a) shows that position, normal, bone indices
and weights are recorded in 1D textures. A vertex is influenced by up to 4 bones.
The bone matrices are computed every frame, and each row of the 3×4 matrix
is recorded in a separate texture, as shown in Fig. 1-(b).
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(a) vertex textures (b) bone matrix textures

Fig. 1. Texture structures for vertex and matrix data

Fig. 2. Skinning and render target texture

Through a single drawcall, all vertices of all characters are transformed into
the world coordinates, and then written into the render target texture. Shown
in the middle of Fig. 2 is the render target texture for n characters each with
m vertices. For implementing the skinning algorithm in the pixel shader, the
vertex shader renders a quad covering the render target. Then, the pixel shader
fills each texel of the render target texture, which corresponds to a vertex of a
character.

The render target texture in Fig. 2 is filled row by row. All vertices in a row
have the identical vertex index. Therefore, the vertex data from the vertex tex-
tures are fetched just once, and the cached data are repeatedly hit for processing
n-1 characters.

When skinning is done, the render target texture is copied to a vertex buffer
object (VBO)[7], and then each character is rendered by the vertex shader using
a given index buffer. For all of the render target texture, VBO and pixel buffer
object (PBO)[8], 32-bit float format is used for each of RGBA/xyzw for the sake
of accuracy.

3 Implementation and Result

The proposed algorithm has been implemented in C++, OpenGL and Cg on
a PC with 3.2 GHz Intel Pentium4 CPU, 2GB memory, and NVIDIA Geforce
7800GTX 256MB. Table 1 compares the frame rates of the vertex shader skin-
ning and the proposed 2-pass skinning. For performance evaluation, view frustum
culling is disabled and ‘all’ characters are processed by GPU. Fig. 3 shows snap-
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Table 1. FPS comparison of vertex shader (VS) skinning and proposed 2-pass skinning

soldier horse
# characters VS 2-pass VS 2-pass

1 2340 1545 2688 1571
16 580 1057 575 1179
64 200 565 163 649
256 56 200 42 219
1024 14 55 10 58
2048 7 27 5 29
4096 3 13 2 14

Fig. 3. Rendering 1,024 soldiers without LOD and frustum culling

Fig. 4. Rendering 10,240 soldiers with LOD and frustum culling

Fig. 5. Rendering 5,120 horses with LOD and frustum culling

shots of rendering 1,024 soldiers. The average FPS is 55, as shown in Table 1. In
the current implementation, 3 LOD meshes are used: each with 1,084, 544 and
312 polygons, respectively. Fig. 4 shows snapshots of rendering 10,240 soldiers
with LOD applied. The average FPS is 60 with view frustum culling enabled.
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Finally, Fig. 5 shows snapshots of rendering 5,120 horses with LOD applied. The
average FPS is 62 with view frustum culling enabled.

4 Conclusion

This paper presented a pixel shader-based approach to real-time skinning anima-
tion of large crowds. The experiment results show that the proposed approach
is attractive for real-time applications such as games, for example, for rendering
huge NPCs (non-player characters) such as thousands of soldiers or animals.
With appropriate adjustments, the proposed approach can be used for imple-
menting MMOGs (Massively Multi-player Online Games).
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