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Abstract. We present a new long-lived, efficient, adaptive collect algo-
rithm. Namely, our algorithm adapts to K-contention - it has the prop-
erty that if during an operation the interval contention k exceeds a pre-
determined constant K the step complexity is O(N). If, it falls below K,
the processors executions will eventually have adaptive step complexity
of O(k3). Moreover, for K such that K3 ≤ N our algorithm requires only
O(N2) shared memory registers.

1 Summary

To solve many well known problems such as atomic snapshot or renaming, it
is essential that processors are able to gather information about each other. A
simple way in which communication can be established is through the use of an
array of Single-Writer Multi-Reader (SWMR) registers where each processor has
a unique array entry assigned to it. Only a fixed processor is allowed to write
to each array location while all processors can read all array entries. To update
information about itself a processor writes into its array entry and to collect
information about the other processors it reads all entries in an arbitrary order.
Such a collect algorithm with step complexity O(N), however, where N is the
total number of processors in the system, is possibly inefficient if only few of the
N processors are actually participating. This motivated researchers to look for
adaptive algorithms whose step complexity only depends on the number of the
concurrently participating processors.

Motivated by Lamport’s MX algorithm [5], many adaptive algorithms have
since been designed. Recently, a number of different adaptive collect algorithms
were presented [1,2,3,4]. The algorithm by Attiya, Fouren and Gafni [3] for ex-
ample, has an asymptotically optimal O(k) step complexity, but it is a one-shot
algorithm and the memory consumption is exponential in N . More recently
Attiya, Kuhn, Wattenhofer and Wattenhofer [4] presented a new randomized
adaptive collect algorithm with asymptotically optimal step complexity and
polynomial memory overhead. For any constant γ > 1 they also presented a
new deterministic collect algorithm with O(k2/((γ − 1) logn)) step complexity
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and O(nγ+1)/(γ − 1) logn) memory complexity. However, their algorithms are
one-shot, not long-lived and hence adapt only to total contention with respect
to shared memory operations. On the other hand the collect algorithm by Afek,
Stupp and Touitou [1] is long-lived and adapts to the point contention (and hence
to interval contention) k. It is designed for low contention, has step complexity
O(k3) and uses O(N3) shared memory registers. As a result, if the interval con-
tention k during the execution of a collect is high such that k3 >> N , where N
is the number of processors in the system, their algorithm [1] is less efficient than
a ”straightforward” collect algorithm where processors read all N SWMR regis-
ters in any order. Moreover, since such a ”naive” algorithm only requires O(N)
shared memory cells but the long-lived adaptive collect algorithm by Afek, Stupp
and Touitou [1] requires O(N3) shared memory registers, a significant memory
overhead is encountered. In this sense it is very desirable to have an algorithm
that itself can ”adapt” to low or high (interval) contention.

We call such an algorithm adaptive to K-contention. The constant K can be
determined in advance. For example, if, as in [1], the adaptive step complexity is
O(k3), we can let K be the largest integer such that K3 < N . Our new algorithm
provides a mechanism to switch back and forth between the two approaches solely
based on the interval contention a processor encounters.

Our paper makes the following contributions:

– We present a new long-lived adaptive collect algorithm. Previous algorithms
[1] were designed for low contention and their performance suffers if the
contention encountered exceeds K such that K3 > N . Our algorithm is
efficient since it guarantees that a processor never needs to perform more
than O(N) steps in a collect operation. Moreover, our algorithm guarantees
that if the interval contention k of two successive operations by a processor p
is less than K and the contention of all other operations by other processors
that occur or are active between these two operations is also less than K,
then the step complexity of the second operation by p is O(k3).

– Our algorithm introduces a mechanism that allows processors to switch back
and forth from operation to operation between reading the registers of all
other processors and an adaptive execution.

– Our algorithm requires only O(N2) shared memory registers (instead of
O(N3) [1]) thereby reducing the memory complexity overhead encountered
by long-lived adaptive collect algorithms.
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comments.
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