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Abstract. This paper presents a user-oriented view of RoSy, a Rough
Knowledge Base System. The system tackles two problems not fully
answered by previous research: the ability to define rough sets in terms
of other rough sets and incorporation of domain or expert knowledge. We
describe two main components of RoSy: knowledge base creation and
query answering. The former allows the user to create a knowledge base
of rough concepts and checks that the definitions do not cause what we
will call a model failure. The latter gives the user a possibility to query
rough concepts defined in the knowledge base. The features of RoSy are
described using examples. The system is currently available on a web site
for online interactions.

1 Introduction

The rough set framework [1] is relevant from the knowledge representation and
data mining perspectives. The ability to handle vague and contradictory knowl-
edge makes rough sets an important technique that can be incorporated in knowl-
edge base systems. In addition, rough set methods can also be used to perform
data exploration, which makes them relevant from a data mining point of view.

This paper presents a Rough Knowledge Base System, called RoSy. The
system is accessible on the web page: http://www.ida.liu.se/rkbs .
RoSy tackles two problems not fully answered by previous research in the

field of rough set theory. The first problem is related to defining rough sets in
terms of other rough sets. For instance, we may wish to express that a rough set
is obtained as a projection of another rough set over a subset of its attributes.
The second problem deals with incorporation of domain or expert knowledge.
A question arises of how concept approximations can be derived by taking into
account not only the examples provided explicitly by one or more tables but also
domain knowledge.

In RoSy, the user can create a knowledge base of (non-recursive) vague con-
cepts. Vague concepts are represented as implicitly or explicitly defined rough
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sets. Implicitly defined rough sets are obtained by combining different regions of
other rough sets, e.g. lower approximations, upper approximations, and bound-
aries. The system also allows defining rough sets in terms of explicit examples.
An important feature is that RoSy handles some basic numerical measures and
that they can be used in the implicit definition of rough sets. The system de-
tects whether the defined vague concepts do not introduce “conflicts” leading
to a so-called model failure. Finally, a knowledge base of rough concepts can
be queried. Hence, the system supports the user in reasoning about the defined
rough concepts and in data exploration.

As we show in this paper through some examples1, RoSy allows users to
describe in an declarative and concise way solutions to problems that otherwise
would require constructing specific programs in some language.

To our knowledge, besides RoSy, only the CAKE system [2] addresses the
problem of implicitly defining rough sets. There are two major differences be-
tween the two systems. Firstly, our system distinguishes tuples for which there
is no information available from the tuples for which there is contradictory evi-
dence. The latter case corresponds to tuples in the boundary region. CAKE does
not support this distinction: the boundary region includes tuples about which
there is no information at all and tuples about which there is contradictory in-
formation. Secondly, RoSy supports quantitative measures. This feature seems
less obvious to achieve in CAKE. A more detailed comparison between both
systems is included in [3].

2 A Knowledge Base System for Rough Sets

In this section we present the rough knowledge base systemRoSy. We start with
presenting the online user interface of RoSy . The notion of rough sets used in
our framework and a proposed language for defining rough sets are presented
in Section 2.2. Finally, a rough query language is discussed in Section 2.3. For
a detailed and technical description of the system and its main components
consult [4].

2.1 The Online User Interface

The online user interface of RoSy is a simple tab-navigation system, where
each tab corresponds to a different mode. The main mode is Compile Rules
or Queries, described below. Besides this mode, RoSy provides a mode for
overviewing the defined rough knowledge base and a tool for query construction.
Fig. 1 shows the main page of RoSy’s web interface.

The first step in using the system (Fig. 1) is to create a rough knowledge
base (RKB). An RKB can be typed directly in RoSy in the text area or loaded
from local or remote files. The second step is to compile the RKB by clicking
the Compile Rules button. Errors detected during compilation, such as syntax
1 All examples presented in this paper are available from:
http://www.ida.liu.se/rkbs/examples.html .
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Fig. 1. RoSy’s web interface, http://www.ida.liu.se/rkbs

errors, are displayed in the Feedback area. If the compilation procedure succeeds
then the message Rules compiled is displayed in the feedback area. An RKB can
be deleted from the system via the Clear KB button. The third step is to
reason with the knowledge in the (compiled) RKB by querying it. Queries can
be typed directly in the text area or loaded from local or remote files. Queries
are evaluated via the Query KB button and answers to the queries are output
in table format in the feedback area.

2.2 Defining Rough Relations in RoSy

We start with presenting the notion of rough sets used in our framework [3, 5].
Consider an information system I = (U, A), in the sense of [6], where U is a
universe of objects and A is a set of attributes. Every object in U is associated
with a tuple of conditional attributes. We assume that such a tuple is the only
way of referring to an object. Hence, different individuals described by the same
tuple are indiscernible. For simplicity, we write t to designate a general tuple
〈t1, . . . , tn〉. Let k be a positive integer. A pair t : k is called a supported tuple,
where k is called the support. Intuitively, t : k represents k individuals which all
have their conditional attribute values as indicated by the tuple t. A rough set
(or rough relation2) S is a pair of sets (S,¬S) of supported tuples, such that
for any tuple t at most one supported tuple t : k appears in each of the sets S

2 The expressions “rough set” and “rough relation” are used interchangeably in this
paper.
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and ¬S3. An element t : k ∈ S or t : k ∈ ¬S indicates that the indiscernibility
class described by t belongs to the upper approximation of a rough set S or
¬S, respectively, and that this class contains k > 0 individuals that are positive
examples of the concept described by S or ¬S.

The lower approximation and the boundary region of a rough set S is defined
as:

S = {t : k1 ∈ S | ∀ k2 > 0, t : k2 /∈ ¬S} (1)

S = {t : k1 : k2 | ∃ k1, k2 > 0, t : k1 ∈ S and t : k2 ∈ ¬S} (2)

A decision table D = (U, A = {a1, . . . , an}, {d}), where d /∈ A is a binary
decision attribute, represents a rough set D = (D,¬D). Any decision table can
be encoded by rough facts that describe the rows in the table. A rough fact
describes a tuple in the upper approximation of a rough relation D and is in one
of the following forms:

upper(d(t1,...,tn)) : k. (3)
upper(∼d(t1,...,tn)) : k. (4)

where the predicate symbols d and ∼d denote the positive and negative outcome
of the decision attribute respectively, each ti (1 ≤ i ≤ n) is an attribute value
corresponding to attribute ai, and k denotes the support of the tuple.

As an example, consider decision table Walk [6] and its corresponding rough
facts encoding rough relation Walk in Table 1.

Table 1. Decision table Walk and its corresponding collection of rough facts defining

rough relation Walk

Age LEMS Walk

o1 16to30 50 Yes ⇒ upper(walk(16to30,50)) : 1.

o2 16to30 0 No ⇒ upper(∼walk(16to30,0)) : 1.

o3 16to30 26to49 Yes ⇒ upper(walk(16to30,26to49)) : 1.

o4 31to45 1to25 No ⇒ upper(∼walk(31to45,1to25)) : 1.

o5 31to45 1to25 Yes ⇒ upper(walk(31to45,1to25)) : 1.

o6 46to60 26to49 No
}

⇒ upper(∼walk(46to60,26to49)) : 2.
o7 46to60 26to49 No

Note that objects o6 and o7 are indiscernible and they belong to the same
decision class, which yields the support 2. From Table 1 it is easy to see that:

Walk = {〈16to30,50〉 : 1, 〈16to30,26to49〉 : 1} (5)
¬Walk = {〈16to30,0〉 : 1, 〈46to60,26to49〉 : 2} (6)

Walk = {〈31to45,1to25〉 : 1 : 1} (7)

3 Intuitively, this restriction requires that the support of each tuple t is specified only
once, rather than as the sum of different supports.
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Rough facts explicitly define the upper approximation of a rough relation.
However, the lower approximation and the boundary region of that relation are
implicitly derived from (1) and (2). RoSy also allows specific regions of rough
relations to be defined implicitly by regions of other rough relations. This can
be accomplished by rough clauses.

Consider again decision table Walk in Table 1. Its corresponding rough rela-
tion Walk can be used to define a new rough relation Walk2, which corresponds
to Walk but ignores the attribute Age. The following rough clauses define Walk2 :

upper(walk2(LEMS)) :-[1,_] upper(walk(Age,LEMS)). (8)
upper(∼walk2(LEMS)) :-[1,_] upper(∼walk(Age,LEMS)). (9)

A rough clause is an implication on the general form Head ← Body, e.g.
upper(walk2(LEMS))← upper(walk(Age,LEMS))., meaning that the tuples of
Walk are defined to be members of Walk2. The body and head of clause (8) con-
tain rough literals that denote upper approximations of rough relations. A head
rough literal refers to the rough relation being defined and can denote either the
upper or lower approximation of that relation, while the body can contain one
or more rough literals that can also denote boundary regions. A general rough
literal is on the form reg(p(T1,. . .,Tn)) , where p (possibly negated) denotes a
rough relation P, reg ∈ {upper, lower, boundary}, and Ti (1 ≤ i ≤ n) denotes
an attribute term representing attribute i in that relation. Attribute terms can
either be constants, starting with lower-case letters or digits, or variables, start-
ing with upper-case letters. A constant denotes a specific attribute value, e.g.
16to30, while a variable can denote any attribute value in the domain of the
corresponding attribute, e.g. variable Age above can denote any of the values
16to30, 31to45, or 46to60.

Besides rough literals, certain quantitative measures, such as support (supp),
accuracy (acc), coverage (cov), and strength (strength) can optionally be in-
cluded in the body as constraints. All variables occurring as their arguments
should also appear in some rough literal in the body.

The body and the head of a rough clause is separated by the implication
operator :-[τ,F]. F is the support-combining function sum, min or max, that
specifies how the support of the newly defined rough relation is obtained from
the support of the rough relations in the body of the clause. If the body only
has one rough literal then F is auxiliary and often set to ([τ,_]). The constant
τ ∈ [0, 1] (often set to 1) is a rational number representing the trust in the body
of the clause. The trust is the fraction of the calculated support of the body that
should be considered as support for the rough region being defined.

A rough clause defining the lower approximation of a rough relation must
fulfill condition (1). If the user tries to define a rough relation P such that a
tuple t ∈ P and t ∈ ¬P then, RoSy reports a model failure [4], the current
compilation stops, and the definition is retracted. For more details see [4].
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2.3 Querying RoSy

RoSy provides a rough query language for retrieving information about defined
rough relations. For instance, it may be desirable to monitor the changes in the
regions of Walk when excluding the attribute Age. Such information may be
retrieved by, for example, asking the following rough query.

boundary(walk2(LEMS)), K1 = supp(walk2(LEMS)), K2 = supp(∼walk2(LEMS)).

The above compound query asks for all the tuples in the boundary region of
Walk2 and their support. In other words, the query requests all instantiations
of the variables LEMS, K1 and K2 for the tuples in the boundary of Walk2. The
received answer is given below.

K1 K2 LEMS
1 1 1to25
1 2 26to49

The answer states that tuples 〈1to25〉 : 1 : 1
and 〈26to49〉 : 1 : 2 are members of Walk2.

A rough query can be any combination of rough literals and quantitative
measures (constraints or assignments). Moreover,RoSy provides a classification
procedure written on the form K = classify(p(T1,. . .,Tn)), where K denotes
a variable to be instantiated with the classification results, p denotes some (de-
fined) rough relation P, and Ti (1 ≤ i ≤ n) denotes an attribute term representing
attribute i of P. The classification query requests a prediction for the decision
class to which a new individual described by tuple 〈T1,. . .,Tn〉 may belong. The
answer to such a query is either yes, no or unknown together with the certainty
of the prediction. For more details see [3].

A rough query can either be ground (all attribute terms are constants) or
non-ground (some attribute terms are variables). If a query is ground then it
requests the truth value, yes or no, of the query. If the query on the other hand
is non-ground then it requests all instantiations of the attribute variables in the
query that make it true.

3 A Medical Informatics Application in RoSy

We now illustrate the use of RoSy with a data set that previously was analyzed
with classical rough sets in [7].

Study [8] has shown that the single most important independent predictor
for future hard cardiac events (cardiac death or non-fatal myocardial infarction)
is an abnormal scintigraphic scan pattern. However, performing such a test is
expensive, and may sometimes be redundant with respect to making a prognosis.
It is therefore desirable to identify patients who are in need of a scintigraphic
scan and avoid it for patients who can be prognosticated without such a test.

Table 2 describes information about patients observed in [8]4. A group of 417
patients has been examined and each patient has an associated set of medical
4 The number of attributes were reduced by Komorowski and Øhrn in [7] from the

original data in [8].
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Table 2. Attribute definitions

Attribute Definition

Age > 70 years old
Oldmi Prior Infarction
Hypert Hypertension
Dm Diabetes
Smok Smoking
Chol Hypercholesterolemia
Gender Male or female
Hfmed History of dec. cordis
Angp History of angina
Apstress Angina during stress
Stt Level of ST-T changes
Scanabn Abnormal scintigraphic scan
Deathmi Cardiac death or infarction

information. Attribute Deathmi is the decision attribute. The data is captured
by rough relation Deathmi that is encoded by 335 rough facts.

Following the approach suggested in [7], identification of the patients who are
in need of a scintigraphic scan requires monitoring changes in Deathmi when
considering only the set of attributes A \ {Scanabn}, i.e. removing the attribute
Scanabn. Next, we show how the problem can be formulated and solved inRoSy.
A detailed comparison between our approach and the approach by [7] is outside
the limits of this paper, but can be found in [3].

3.1 Avoiding the Expensive Test

The knowledge of a scintigraphic scan outcome is strictly required for the pa-
tients for whom excluding conditional attribute Scanabn causes migration into
the boundary region from either Deathmi or ¬Deathmi . In the following rough
clauses in Fig. 2, we shorten the sequence of attributes for readability reasons,
e.g. we write Age,. . . ,Scanabn instead of Age,Oldmi,Hypert,Dm,Smok,Chol,
Gender,Hfmed,Angp,Apstress,Stt,Scanabn5.

First, the set of attributes is reduced to not include Scanabn. The new rough
relations D and its explicit negation ¬D are defined by Deathmi, ignoring the
last attribute, through rough clauses (10) and (11). The set of patients migrating
into the boundary region of D from either Deathmi or ¬Deathmi corresponds
to the rough relation Migrate defined by (12) and (13). These clauses state that
the set of migrating individuals are the patients who are members of Deathmi
(clause (12)) or ¬Deathmi (clause (13)) and also members of D. If a patient is
captured by either of these rules, one cannot make a reliable prognosis of future
cardiac events without including the knowledge of the outcome of a scintigraphic
scan. Rough clauses (14), (15) and (16) capture the set of non-migrating patients.
Clause (14) captures those patients who were originally in the boundary region of

5 This kind of abbreviation is, however, not allowed in the RoSy system.



RoSy: A Rough Knowledge Base System 55

upper(d(Age,. . .,Stt)) :-[1,_] upper(deathmi(Age,. . .,Stt,Scanabn)). (10)

upper(∼d(Age,. . .,Stt)) :-[1,_] upper(∼deathmi(Age,. . .,Stt,Scanabn)). (11)

upper(migrate(Age,. . .,Stt)) :-[1,min] boundary(d(Age,. . .,Stt)), (12)

lower(deathmi(Age,. . .,Stt,Scanabn)).

upper(migrate(Age,. . .,Stt)) :-[1,min] boundary(d(Age,. . .,Stt)), (13)

lower(∼deathmi(Age,. . .,Stt,Scanabn)).

upper(∼migrate(Age,. . .,Stt)) :-[1,sum] (14)

upper(deathmi(Age,. . .,Stt,Scanabn)),

upper(∼deathmi(Age,. . .,Stt,Scanabn)).

upper(∼migrate(Age,. . .,Stt)) :-[1,_] lower(d(Age,. . .,Stt)). (15)

upper(∼migrate(Age,. . .,Stt)) :-[1,_] lower(∼d(Age,. . .,Stt)). (16)

Fig. 2. A rough program for identification of migrating patients

Deathmi. These patients obviously remain in the boundary region after removing
the Scanabn attribute. sum is used for combining the support of those tuples t
such that t : k1 ∈ Deathmi and t : k2 ∈ ¬Deathmi, into sum(k1, k2) = k1 +k2,
since k1 + k2 is the total number of individuals in the indiscernibility class t.

We want to know for which patients the scintigraphic scan test is needed for
a reliable prognosis. The answer to the following query is given in Table 3.

upper(migrate(Age,. . .,Stt)),
K1 = strength(migrate(Age,. . .,Stt)),
K2 = strength(∼migrate(Age,. . .,Stt)).

For which patients is it useful to request
the scintigraphic scan and what is the
percentage of patients for whom the test
is needed?

Table 3. Migrating patients
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0.0024 0.0073 0 0 0 0 0 0 0 0 0 0 0
0.0024 0.0049 0 0 0 0 0 0 1 1 1 2 0
0.0049 0.0000 0 1 0 0 0 0 1 0 0 0 0

For any tuple t, strength(migrate(t)) (strength(¬migrate(t))) repre-
sents the proportion of patients of the universe who belong to the indiscernibility
class described by t and have positive (negative) outcome for migrate. Hence,
the percentage of patients for whom the scintigraphic test is needed can be
computed by the formula
Φ = 100 · ∑

t ∈ Migrate

(strength(migrate(t)) + strength(¬migrate(t))).
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upper(deathmiApprox(Attrs)) :-[1,_] lower(deathmi(Attrs)). (17)

upper(∼deathmiApprox(Attrs)) :-[1,_] lower(∼deathmi(Attrs)). (18)

lower(deathmiApprox(Attrs)) :-[1,sum] upper(deathmi(Attrs)), (19)

upper(∼deathmi(Attrs)), acc(deathmi(Attrs)) >= 0.7.

lower(∼deathmiApprox(Attrs)) :-[1,sum] upper(deathmi(Attrs)), (20)

upper(∼deathmi(Attrs)), acc(deathmi(Attrs)) =< 0.3.

upper(deathmiapprox(Attrs)) :-[1,_] upper(deathmi(Attrs)), (21)

acc(deathmi(Attrs)) > 0.3, acc(deathmi(Attrs)) < 0.7.

upper(∼deathmiapprox(Attrs)) :-[1,_] upper(∼deathmi(Attrs)), (22)

acc(deathmi(Attrs)) > 0.3, acc(deathmi(Attrs)) < 0.7.

Fig. 3. A rough program approximating Deathmi

The answer indicates that if only the migrating patients, given by Table 3,
undergo the expensive scintigraphic scan, then one may expect to avoid the
test for approximately 98% of all the patients. Non-migrating patients who are
members of D cannot be reliably prognosticated. For these patients it may still
be needed to perform the scintigraphic scan procedure, if that is the opinion of
a medical expert.

3.2 VPRSM in RoSy

Quantitative measures in the body of rough clauses can be used as constraints
to build more generalized rough approximations of a relation in the same spirit
as with precision control parameters in the variable precision rough set model
(VPRSM) [9], as discussed in [5]. This means that it is possible to define new
rough relations by other ones stating that a certain constraint must be fulfilled.
The new rough relation DeathmiApprox, see Fig. 3, can be defined by the bound-
ary region of Deathmi and the constraint stating that the accuracy of Deathmi
should be above a certain threshold, say 70% (clause (19)). ¬DeathmiApprox is
then defined by the boundary region of Deathmi and the constraint stating that
the accuracy of Deathmi should be below 30% (clause (20)). In the rough clauses
of Fig. 3, we write Attrs to denote the sequence Age,Oldmi,Hypert,Dm,Smok,
Chol,Gender,Hfmed,Angp,Apstress,Stt,Scanabn6.

Rough clauses (17) and (18) state that the indiscernibility classes in Deathmi
and ¬Deathmi are members of the upper approximation of respective approx-
imate rough relation. The decision rules corresponding to these indiscernibility
classes have 100% accuracies and are therefore included in the same region of the
new rough relation. Rough clauses (21) and (22) state that any indiscernibility
class t in the boundary such that 0.3 < acc(deathmi(t)) < 0.7 remains in
the boundary.
6 As previously, such a notation is used here only for readability reasons and is not

allowed in the RoSy system.



RoSy: A Rough Knowledge Base System 57

To see that the previously defined DeathmiApprox in fact approximates the
rough relation Deathmi one can ask the following query to RoSy.

lower(∼deathmiApprox(Age,. . .,Scanabn)),
upper(deathmi(Age,. . .,Scanabn)),
K1 = acc(∼deathmi(Age,. . .,Scanabn)),
K2 = acc(deathmi(Age,. . .,Scanabn)).

Which indiscernibility classes are
both in ¬DeathmiApprox and in

Deathmi, and what are the corre-
sponding accuracies?

The answer, given in Table 4, shows that two indiscernibility classes of
Deathmi are members of the concept ¬DeathmiApprox. Since K2 ≤ 0.3, by rough
clause (20), those classes are included in ¬DeathmiApprox.

Table 4. Patients who are members of ¬DeathmiApprox and Deathmi
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0.8000 0.2000 0 1 0 0 0 0 1 0 0 1 0 1
0.8000 0.2000 0 1 1 0 0 0 1 0 0 0 0 1

4 Conclusions

This paper presents an overview of a system, called RoSy, that allows users to
create knowledge bases of vague concepts. The main novel aspect of this system
is that concepts can be represented by intensionally defined rough relations.

The main strengths of RoSy can be summarized as follows.

• RoSy makes it possible to capture and to integrate in a uniform way vague
knowledge obtained directly from experimental data and encoded as rough
facts with domain or expert knowledge expressed as rough clauses. This
contrasts with most of current rough set techniques that only allow definition
of (vague) concepts to be obtained from experimental data.

• The expressive power of RoSy makes it possible to formulate in the same
language several useful techniques and extensions to rough sets reported in
the literature, such as [7, 9]. Section 3 illustrates this point with two concrete
examples.

Another important aspect of RoSy is the possibility of using queries to re-
trieve information about the defined rough sets and patterns implicit in the
data.

The functionalities of RoSy can be improved in several ways. Firstly, RoSy
does not handle recursive rough programs. This extension requires compilation
of rough programs to extended logic programs whose semantics is captured by



58 R. Andersson et al.

paraconsistent stable models [3]. Secondly, the query language may need exten-
sions. For instance, assume that danger(Roadcond, Speed) is a rough concept
indicating whether a traffic situation is dangerous in terms of road conditions
(e.g. ice, wet) and vehicle speed (e.g. high, medium). The user may want to
find out whether for an icy road, it is definitely dangerous to drive at any speed
(based on this information a road may then be temporarily closed for safety
reasons). The actual query capabilities of RoSy do not allow a direct formula-
tion of this query. Thirdly, RoSy may be extended to find candidate hypothesis
that explain observed facts, given a rough knowledge base. In this way we could
combine abductive reasoning with rough relations. A possible application is rea-
soning about incomplete networks of chemical reactions represented in a rough
knowledge base. Exploration of RoSy on a wide range of applications is crucial
for further demonstration of its usefulness and for making relevant improve-
ments. Among others, rough mereology [10] applications seem to be promising
in that respect.
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