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Abstract. In this paper, a method of line scan-conversion is presented by calcu-
lating the intersection point of straight line with the middle scan line of screen. 
With this method, the pixel’s screen coordinate of spatial line could also be ob-
tained. Moreover, raster precision is exactly the same as that of Bresenham’s 
middle algorithm; and more than or at least one pixel could be obtained at a 
computational effort of one inner loop. However, to Bresenham’s middle algo-
rithm, only one pixel is obtained in one inner loop’s calculating. 

1   Introduction 

Line scan-conversion is to raster a spatial straight line onto a 2D raster display. There 
is a famous and classical algorithm, named as Bresenham’s middle algorithm [1]. In 
Bresenham’s algorithm, the next point is obtained by checking the sign of error, and 
only integer computation is used in inner loop calculating. With regard to Bresen-
ham’s middle algorithm, there are many fast algorithms and implementations, such as 
in [2], [3], [4], [5], [6], [7], and [8].  Some of these methods emphasize on the distri-
bution of line’s direction; others require that the line drawn is not to be very short. 
Chen [9] et al. presented statistical results of actual applications for line scan-
conversion.  In those statistical results, about 38.58 percent of lines are not horizontal, 
vertical and diagonal; and about 87.79 percent of lines are not larger than 17 pixels. In 
this paper, a method independent of line direction and line length is presented. We 
also assume that the line’s slope has the rang of 0 to 1, which is an assumption often 
made when discussing line scan-conversion. Other slope’s line can be handled by 
reflections about the principal axes. 

2   Line Rasterization 

In fig. 1, for a line’s slope with the range of 0 to 1(when the slope is equal to zero, this 
is a special case that will be discussed in following section), two regions could be 
obtained by subdividing the first octant with line 2, which has the slope of half one. 
Our algorithm of line rasterization in each region could be represented as following 
steps. 
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             Fig. 1. Basis of line rasterization                  Fig. 2. An example of line rasterization 

For a fixed two different end points with coordinates of (x0, y0) and (xn, yn), the 
line equation could be obtained, as in: 
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Coordinates of intersection point between the line and y=y+1/2 could be obtained 
by submitting y=y+1/2 to the upper line equation. Now, submitting y=y+1/2 into (1) 
and rearranging terms, the x component of intersection point could be represented as 
following (see fig. 2): 
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Assume x coordinates of current start pixel obtained is xc. Let the integer variable 
pixelnum be the distance of xc and x (see fig. 2).  Now, the distance of x and xc is as 
following: 

pixelnum x xc= −                                           

Now, pixelnum pixel(s) could be written by increasing in x direction. For example, 
in fig. 1, line 1, 2, and 3 has pixelnum of 0, 1, and 2, respectively. In line 1, there is 
no pixel is written in x direction from the start pixel. In line 2, there is one pixel (1, 0) 
is written in x direction from the start pixel. In line 3, there are two pixels, (1, 0) and 
(2, 0), written in x direction from start pixel. Note when x coordinates exceed xn, 
writing pixels is completed. 

When the first loop is completed, point (1, 1) is selected as a new start point for 
line 1, because vertical distance from (1, 1) to line 1 is not greater than vertical dis-
tance from (1, 0) to line 1.  Similarly, point (2, 1) and (3, 1) is selected as the new 
start point for line 2 and line3, respectively. 

 Repeating the upward processes until the line reach the end of line, the process of 
line rasterization is completed. The C code could be represented as following: 

 

(x0, y0)

y0+1/2

(y0+1)+1/2

(x0+1, y0)

(x0+2, y0+1)

pixelnum
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//The line end points are (x0,y0) and (xn,yn), assumed not equal. The slope of this line has 
//the rangeof 0 to 1, except 0. 

LineRasterization (X0, y0, xn, yn){ 
  x=x0;y=y0;deltax=xn-x0;deltay=yn-y0; 
  Pixelnum=0;pixelseq=0; 
  While(x<=deltax){ 
     pixelnum=( deltax*(2*(y-y0)+1)+ 
              2*x0*deltay ) /(2*deltay) - x; 
     For(pixelseq=0;pixelseq<=pixenum;x++){ 
        if(x>deltax) return ; 
        writepixel(x,y); 
        pixelseq++; 
     } 
     y++; 
  } 
} 

2.1   Example 

Consider line from (0, 1) to (6, 4). Rastering this line yields initial calculations: x=0, 
y=1, deltax=6, deltay=3, pixelnum=0, and pixelseq=0. 

After running through the main loop and inner loop, coordinates could be shown in 
table 1. 

   Table 1. Coordinates of Rasterization 

                   Bresenham's results

---------------------------------------------------------------

0                  1               (0, 1)                  (0, 1)

               

x pixelnum writepixel

                      (1, 1)                  (1, 1)

2                  1               (2, 2)                  (2, 2)

                                     (3, 2)                  (3, 2)

4                  1               (4, 3)                  (4, 3)

                                     (5, 3)                  (5, 3)

6                  1               (6, 4)                  (6, 4)

---------------------------------------------------------------

 

                                                            

               Fig. 3. Result of Rasterization 

From these results, x is increased in each main loop; two pixels are written in each 
inner loop; and the coordinates of our algorithm for rasterization are the same as those 
of Bresenham’s middle algorithm. Fig. 3 is a rasterized result for both Bresenham’s 
algorithm and our algorithm. Note that the upper line has coordinates of (0, 4) and (6, 
7), which are translated 3 pixels in y direction, and every pixel is represented by 
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20×20 pixels on screen.  The upper line is rasterized by Bresenham’s middle algo-
rithm. The lower line is rasterized by our method. From fig. 3, same rasterized result 
could be noticed.  

2.2   Slope Equal to Zero 

When the slope of line is equal to zero, that is to say, yn - y0 = 0, the upper algorithm 
could not be used to raster the line. In this case, the line is parallel to horizontal axis. 
Therefore, the line could be rasterized from x0 to xn only with the increment of 1 in x 
direction(y is constant in the rasterization process). 

3   Conclusions 

A method of line scan-conversion is presented by directly calculating the intersection 
point of straight line with the middle scan line of screen. From this method, the coor-
dinates of actual pixels on screen could be obtained. Moreover, the rasterized result is 
exactly the same as that of Bresenham’s algorithm, and at least one pixel could be 
obtained in one inner loop’s running. How fast about our method in actual applica-
tions is a further work, which we propose for future work.  
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